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    1. 簡介
21. 動機

「Pacman 吃豆人」是一款經典的大型電玩遊戲，從紅白機到電腦版遊戲，甚至現在也推出手機版遊戲，可以說是所有人的童年回憶。

當初會選擇這款遊戲主要是因為 Pacman 是可以透過矩陣組成的一款復古遊戲，畫面簡單明瞭，開發上相對方便，而且玩法簡單，因此我們決定實作這款經典遊戲巨作。

1. 分工

|  |  |  |
| --- | --- | --- |
| 組員 | 工作內容 | |
| 黃詩洳 | * 選擇遊戲 * 素材建立與調整 * 角色動畫製作 * 角色移動及移動範圍偵測 * 角色碰撞偵測 * 角色得分偵測 * 角色狀態切換 * 顯示地圖物件 * 地圖切換 * 分數、關卡、生命值 * 遊戲狀態切換 * 起始畫面 | * 結束畫面 * About 內容 * 組合密技 * 全螢幕 * 音效 * icon 更換 * 處理 memory leak 問題 * 整合程式碼 * 進度規劃 * 製作書面報告 * 建立 setup 檔 * Demo |
| 侯承志 | * 建立地圖 * Pacman 移動 * 音效 | |

* 1. 遊戲介紹

1. 遊戲說明

* 遊玩方式

透過上下左右方向鍵操控 Pacman 移動方向。

* 遊戲規則

操控 Pacman 吃掉藏在迷宮內所有的豆子，並且不能被鬼魂抓到，吃完所有豆子後進入下一關。Pacman 總共有五個生命值，碰到鬼混生命值減一。

* 特殊功能

迷宮的四個角落有大的閃爍點稱為大力丸，提供 Pacman 一小段時間，可以反過來吃掉鬼魂的力量，鬼魂在這段時間內會變成深藍色，會往反方向逃逸，當深藍色的鬼魂反白閃動時，表示大力丸效力即將消失。

1. 遊戲圖形

* 遊戲角色

|  |  |
| --- | --- |
| 角色 | 圖形 |
| Pacman |  |
| 正常鬼魂 |  |
| 逃避鬼魂 |  |

* 遊戲關卡

|  |  |
| --- | --- |
| 關卡 | 圖形 |
| 關卡一 |  |
| 關卡二 |  |
| 關卡三 |  |

1. 遊戲音效

|  |  |
| --- | --- |
| 事件 | 音效 |
| 關卡開始 | pacman\_beginning.wav |
| 吃豆子 | pacman\_chomp.wav |
| Pacman 死亡 | pacman\_death.wav |
| 吃大力丸 | pacman\_eatghost.wav |
| Pacman 追到逃避鬼魂 | pacman\_eatghost.wav |

* 1. 程式設計

1. 程式架構

![](data:image/png;base64,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)

1. 程式類別

|  |  |  |  |
| --- | --- | --- | --- |
| class名稱 | h檔行數 | cpp檔行數 | 用途 |
| mygame | 160 | 771 | * 主程式 * 含有 Init、Run、Over 三個狀態 |
| CPacman | 75 | 404 | * Pacman 角色類別 * 紀錄 Pacman 的資料 * 實作 Pacman 動作 * 實作與鬼魂的互動 |
| CGhost | 63 | 497 | * 鬼魂角色類別 * 紀錄鬼魂的資料 * 實作鬼魂的動作 |
| CFood | 30 | 89 | * 豆子角色類別 * 實作一般豆子及大力丸 * 實作與 Pacman 的互動 |
| CGameMap | 46 | 351 | * 地圖類別 * 顯示、切換地圖 * 顯示一般豆子及大力丸 |
| CLevel | 20 | 69 | * 關卡類別 * 紀錄關卡 |
| CLife | 20 | 62 | * 生命類別 * 記錄生命 |
| CScore | 20 | 65 | * 分數類別 * 紀錄分數 |

1. 程式技術

* 正常狀態鬼魂移動

根據當前座標轉換地圖矩陣位置，取得當前矩陣的上下左右四格的左上角座標，並計算距離 Pacman 左上角座標的直線距離，距離最小值且不會撞牆的方向即為鬼魂下一步的方向。

* 躲避狀態鬼魂移動

根據當前座標轉換地圖矩陣位置，取得當前矩陣的上下左右四格的左上角座標，並計算距離 Pacman 左上角座標的直線距離，距離最大值且不會撞牆的方向即為鬼魂下一步的方向。

* 眼睛狀態鬼魂移動

根據當前座標轉換地圖矩陣位置，取得當前矩陣的上下左右四格的左上角座標，並計算距離初始位置左上角座標的直線距離，距離最小值且不會撞牆的方向即為鬼魂下一步的方向。

* 1. 結語

1. 問題及解決方法

|  |  |
| --- | --- |
| 問題 | 解決方法 |
| include h 檔卻沒辦法正常使用 | 在定義 class 前先呼叫 include 的 class |
| 全螢幕後出現白邊 | 調整全螢幕黑底大小 |

1. 時間表

|  |  |  |  |
| --- | --- | --- | --- |
| 黃詩洳 | | | |
| 週數 | 時間 | 時數 | 工作細目 |
| 1 | 02/21~02/27 | 5小時 | 1. 尋找及研究適合製作的遊戲 2. git 練習及前置作業 |
| 2 | 02/28~03/06 | 3.5小時 | 1. 尋找及研究適合製作的遊戲 2. 研究及熟悉 framework |
| 3 | 03/07~03/13 | 5小時 | 1. 準備素材 2. 顯示素材 3. 顯示暫時的地圖畫面 |
| 4 | 03/14~03/20 | 4小時 | 1. 更換新的 framework 2. 製作 trello 進行進度追蹤 3. 研究角色移動 |
| 5 | 03/21~03/27 | 5小時 | 1. 建立各角色類別 2. 實作 Pacman 操作移動 3. 解決 git 的 conflict 問題 |
| 6 | 03/28~04/03 | 8小時 | 1. 實作 Pacman 撞到牆停止 2. 實作 Pacman 吃豆子 3. 實作鬼魂碰撞 Pacman，Pacman 死亡 4. 實作 Pacman 死亡動畫 5. 完成計分功能 6. git merge Map branch, and debug |
| 7 | 04/03~04/10 | 5.5小時 | 1. 調整 Pacman 移動 2. 調整鬼魂的初始位置 3. 顯示分數及關卡數字 4. 調整分數及關卡的位數 5. Demo(1) |
| 8 | 04/11~04/17 | 3小時 | 1. 新增並顯示大力丸 |
| 9 | 04/18~04/24 | 0小時 | 期中考，暫停一周 |
| 10 | 04/25~05/01 | 5小時 | 1. 當 Pacman 撞到鬼魂，Pacman 回到初始位置，遊戲重新開始 2. 顯示剩餘生命值 icon 及數值 3. 實作生命值為0時，跳到 Over state |
| 11 | 05/02~05/08 | 5小時 | 1. 調整並新增素材 2. 調整 trello 3. 當 Pacman 吃到大力丸，改變鬼魂的狀態 4. 鬼魂狀態依照持續時間切換，正常->逃避->不穩定->正常 5. 實作自動移動演算法，變成眼睛狀態的鬼魂回到基地 |
| 12 | 05/09~05/15 | 5小時 | 1. 實作自動移動演算法，變成眼睛狀態的鬼魂回到基地 2. 實作自動移動演算法，正常鬼魂追逐 Pacman 3. git merge Map branch, and debug 4. 當 Pacman 死亡或切換關卡，鬼魂回到初始位置及狀態 5. Demo(2) |
| 13 | 05/16~05/22 | 2小時 | 1. 當 Pacman 吃完迷宮所有豆子，切換關卡 2. 實作 Pacman 從左右邊界穿越 3. 調整鬼魂的移動 |
| 14 | 05/23~05/29 | 4小時 | 1. 實作自動移動演算法，逃避狀態的鬼魂往離 Pacman 較遠的方向移動 2. 實作鬼魂從左右邊界穿越 3. 調整 Pacman 移動，限制不可進入基地 4. 製作組合密技 |
| 15 | 05/30~06/05 | 1小時 | 1. 完成鬼魂離開基地的移動 2. 製作組合密技 |
| 16 | 06/06~06/12 | 2小時 | 1. 更新 trello 2. 解決 memory leak 問題 3. 調整物件碰撞範圍 4. 當 Pacman 死亡時，鬼魂會停止動作 |
| 17 | 06/13~06/19 | 24小時 | 1. 全螢幕 2. 調整組合密技按鍵 3. 在 Start 狀態中新增 start game、about 按鈕 4. 在 about 頁面新增返回、遊戲內容、操作按鍵、組合密技標籤按鈕 5. 完成遊戲內容、操作按鍵、組合密技頁面內容 6. 當最後一關 Pacman 吃完所有豆子後，顯示完成畫面 7. 當 Pacman 無生命值時，顯示 Game Over 畫面 8. 在 Over 狀態中新增並實作 restart、exit 按鈕 9. 調整開始音效 10. 新增 Pacman 追到逃避鬼的音效 11. 調整地圖素材 12. 更改 Icon 13. 修正各類程式上的 bugs 14. 解決 memory leak 問題 15. git merge 107AB0042 branch，並且整理和刪除多餘程式碼 16. 整理 RES 及所有程式碼 17. 撰寫報告書 |
| 18 | 06/20~06/26 | 0小時 | 1. Demo(3) |
| 總計 | | 87小時 | |

|  |  |  |  |
| --- | --- | --- | --- |
| 侯承志 | | | |
| 週數 | 時間 | 時數 | 工作細目 |
| 1 | 02/21~02/27 | 1小時 | 1. git 練習及前置作業 |
| 2 | 02/28~03/06 | 2小時 | 1. git 練習及前置作業 |
| 3 | 03/07~03/13 | 2小時 | 1. 製作地圖(1) |
| 4 | 03/14~03/20 | 2小時 | 1. 製作地圖(1) |
| 5 | 03/21~03/27 | 2小時 | 1. 製作地圖(1) 2. Pacman 移動邊界偵測 |
| 6 | 03/28~04/03 | 2小時 | 1. 製作地圖(1) 2. Pacman 移動邊界偵測 |
| 7 | 04/03~04/10 | 0小時 |  |
| 8 | 04/11~04/17 | 2小時 | 1. Pacman 移動邊界偵測 |
| 9 | 04/18~04/24 | 0小時 |  |
| 10 | 04/25~05/01 | 2小時 | 1. 製作地圖(2) |
| 11 | 05/02~05/08 | 2小時 | 1. 製作地圖(3) |
| 12 | 05/09~05/15 | 0小時 |  |
| 13 | 05/16~05/22 | 0小時 |  |
| 14 | 05/23~05/29 | 0小時 |  |
| 15 | 05/30~06/05 | 3小時 | 1. 加入音效 |
| 16 | 06/06~06/12 | 8小時 | 1. Pacman 轉彎修正 |
| 17 | 06/13~06/19 | 0小時 |  |
| 18 | 06/20~06/26 | 0小時 |  |
| 總計 | | 28小時 | |

1. 貢獻比例

|  |  |
| --- | --- |
| 黃詩洳 | 侯承志 |
| 76% | 24% |

1. 自我檢核表

|  |  |  |  |
| --- | --- | --- | --- |
| 項目 | 項目 | 完成否 | 無法完成原因 |
| 1 | 解決 Memory leak | □已完成 □未完成 |  |
| 2 | 自訂遊戲 Icon | □已完成 □未完成 |  |
| 3 | 全螢幕啟動 | □已完成 □未完成 |  |
| 4 | 有 About 畫面 | □已完成 □未完成 |  |
| 5 | 初始畫面說明按鍵及滑鼠之用法與密技 | □已完成 □未完成 |  |
| 6 | 上傳setup/apk/source檔 | □已完成 □未完成 |  |
| 7 | setup檔可正確執行 | □已完成 □未完成 |  |
| 8 | 報告字型、點數、對齊、行距、頁碼等格式正確 | □已完成 □未完成 |  |

1. 收穫

|  |  |
| --- | --- |
| 組員 | 收穫 |
| 黃詩洳 | 這次 project 是我第一次製作 2D 遊戲，在開發的過程最有收穫的就是學會使用一個 framework，這是我第一次使用別人寫好的 framework 進行開發，學會看別人寫的 code，並且使用它，我認為是一件非常重要的事情。此外，這次的 framework 有OnInit()、OnMove()、OnShow()等方法，一開始還不熟悉的時候，容易將應該寫在OnMove()的內容寫到OnShow()，雖然不影響結果，但是會造成分工不明確的感覺，因此後期撰寫程式的時候就有特別注意這塊，這也讓我對整個遊戲的運作過程更有感覺，方法的分工對於之後的維護及撰寫真的非常地重要呢！ |
| 侯承志 | 這學期覺得最印象深刻的程式語法是因應遊戲的呈現方式，必須把要執行的物件透過framework提供的方法載入，Onshow的時間點，及其他物件互動的流程跟狀態的改變。 |

1. 心得

|  |  |
| --- | --- |
| 組員 | 心得 |
| 黃詩洳 | 讓我最有成就感的就是完成這項專案，重溫童年的回憶，過程中雖然遇到了不少阻礙，但是也讓我學會進度的安排以及時間的掌握技巧，整個開發過程中，很感謝黃漢軒同學的幫忙，當我在開發上卡關的時候都會來提點我，讓我能順利繼續開發，Pacman 是一份讓我成長許多的 project，很開心能順利完成它。 |
| 侯承志 | 在做這學期的專案時，我覺得物件的新增跟在畫面顯示不是最難的，而是物件該怎麼移動，如何判斷其中的細節是最難的，在做的過程中學到了很多。很感謝隊友幫我解決各式各樣的問題，在我時間不足的情況下幫了很多！ |

附錄

* mygame.h

#include "CGhost.h"

#include "CGameMap.h"

#include "CPacman.h"

#include "CFood.h"

#include "CScore.h"

#include "CLevel.h"

#include "CLife.h"

using namespace std;

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// Constants

/////////////////////////////////////////////////////////////////////////////

enum AUDIO\_ID

{

// 定義各種音效的編號

AUDIO\_START,// 0

AUDIO\_EAT,// 1

AUDIO\_DEADTH,// 2

AUDIO\_EATGHOST // 3

};

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的遊戲開頭畫面物件

// 每個Member function的Implementation都要弄懂

/////////////////////////////////////////////////////////////////////////////

class CGameStateInit : public CGameState {

public:

CGameStateInit(CGame \*g);

void OnInit();// 遊戲的初值及圖形設定

void OnKeyUp(UINT, UINT, UINT);// 處理鍵盤Up的動作

void OnLButtonDown(UINT nFlags, CPoint point);// 處理滑鼠的動作

protected:

void OnShow();// 顯示這個狀態的遊戲畫面

void OnMove();// 顯示這個狀態的遊戲動畫

private:

CAnimation Pacman\_right;// Pacman 動畫(右)

CAnimation Pacman\_left;// Pacman 動畫(左)

CAnimation ghosts[4];// ghost 動畫

int Pacman\_x;// Pacman 位置

bool isPacmanRight;// Pacman 是否向右

CMovingBitmap logo;// csie的logo

CMovingBitmap startGame;// start game 標籤

CMovingBitmap about;// about 標籤

CMovingBitmap about\_gameContent;// 遊戲內容說明

CMovingBitmap about\_gameOperation;// 遊戲操作說明

CMovingBitmap about\_gameCombination;// 遊戲組合密技說明

CMovingBitmap back;// 回到主頁面

CMovingBitmap label\_gameContent;// 遊戲內容標籤

CMovingBitmap label\_operation;// 操作按鍵標籤

CMovingBitmap label\_combination;// 組合按鍵標籤

CMovingBitmap author;// 作者

bool isAbout;// 是否在about頁面

bool label[3];// 目前點擊標籤

double startGame\_coordinate[4];// Start Game 文字座標

double about\_coordinate[4];// About 文字座標

double back\_coordinate[4];// back 符號座標

double content\_coordinate[4];// 遊戲內容 標籤座標

double operation\_coordinate[4];// 遊戲操作 標籤座標

double combination\_coordinate[4];// 組合密技 標籤座標

};

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的遊戲執行物件，主要的遊戲程式都在這裡

// 每個Member function的Implementation都要弄懂

/////////////////////////////////////////////////////////////////////////////

class CGameStateRun : public CGameState {

public:

CGameStateRun(CGame \*g);

~CGameStateRun();

void OnBeginState();// 設定每次重玩所需的變數

void OnInit();// 遊戲的初值及圖形設定

void OnKeyDown(UINT, UINT, UINT);

void OnKeyUp(UINT, UINT, UINT);

protected:

void OnMove();// 移動遊戲元素

void OnShow();// 顯示這個狀態的遊戲畫面

private:

const int NUMMAPS;// 地圖的總數

const int NUMBALLS;// 球的總數

CGameMap gameMap;// 地圖

CMovingBitmap completed;// 完成圖

CMovingBitmap gameover;// 失敗圖

CPacman c\_PacMan;// 黃色小精靈

CGhost ghost[4];// 幽靈們

CScore myScore;// 總分數

CLevel myLevel;// 關卡等級

CLife myLife;// 生命值

int runningTime;// 執行時間

int ghostDelay;// 幽靈出發的delay時間

int stateDelay;// 進入Over狀態前的Delay

int initFoods;// 原始豆子數量

int remainFoods;// 場上剩餘豆子

bool isCompleted;// 通關

bool ctrlDown;// 是否按下Ctrl鍵

void GameRestart();// 重新開始遊戲

};

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的結束狀態(Game Over)

// 每個Member function的Implementation都要弄懂

/////////////////////////////////////////////////////////////////////////////

class CGameStateOver : public CGameState {

public:

CGameStateOver(CGame \*g);

void OnLButtonDown(UINT nFlags, CPoint point);// 處理滑鼠的動作

void OnInit();

protected:

void OnShow();// 顯示這個狀態的遊戲畫面

private:

CMovingBitmap Restart;

CMovingBitmap Exit;

int counter;// 倒數之計數器

};

}

* mygame.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "mygame.h"

#include "cstdlib"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的遊戲開頭畫面物件

/////////////////////////////////////////////////////////////////////////////

CGameStateInit::CGameStateInit(CGame \*g): CGameState(g) {}

void CGameStateInit::OnInit()

{

isAbout = false;

for (int i = 0; i < 3; i++)

{

label[i] = false;

}

logo.LoadBitmap(IDB\_STARTLOGO);

startGame.LoadBitmap(IDB\_START\_STARTGAME);

about.LoadBitmap(IDB\_START\_ABOUT);

about\_gameContent.LoadBitmap(IDB\_START\_ABOUT\_GAMECONTENT);

about\_gameOperation.LoadBitmap(IDB\_START\_ABOUT\_GAMEOPERATION);

about\_gameCombination.LoadBitmap(IDB\_START\_ABOUT\_GAMECOMBINATION);

back.LoadBitmap(IDB\_START\_ABOUT\_BACK);

label\_gameContent.LoadBitmap(IDB\_LABEL\_GAMECONTENT);

label\_operation.LoadBitmap(IDB\_LABEL\_OPERATION);

label\_combination.LoadBitmap(IDB\_LABEL\_COMBINATION);

author.LoadBitmap(IDB\_GAMEAUTHOR);

// LEFT

Pacman\_left.AddBitmap(IDB\_PACMAN\_LEFT\_1, RGB(255, 255, 255));//向左\_open

Pacman\_left.AddBitmap(IDB\_PACMAN\_LEFT\_2, RGB(255, 255, 255));//向左\_close

Pacman\_x = (SIZE\_X - startGame.Width()) / 2 + startGame.Width();

Pacman\_left.SetTopLeft(Pacman\_x, SIZE\_Y \* 4 / 8);

// RIGHT

Pacman\_right.AddBitmap(IDB\_PACMAN\_RIGHT\_1, RGB(255, 255, 255));//向右\_open

Pacman\_right.AddBitmap(IDB\_PACMAN\_RIGHT\_2, RGB(255, 255, 255));//向右\_close

Pacman\_x = (SIZE\_X - startGame.Width()) / 2;

Pacman\_right.SetTopLeft(Pacman\_x, SIZE\_Y \* 4 / 8);

isPacmanRight = true;

startGame\_coordinate[0] = (SIZE\_X - startGame.Width()) / 2;// x1

startGame\_coordinate[1] = SIZE\_Y \* 6 / 8;// y1

startGame\_coordinate[2] = (SIZE\_X - startGame.Width()) / 2 + startGame.Width();// x2

startGame\_coordinate[3] = SIZE\_Y \* 6 / 8 + startGame.Height();// y2

about\_coordinate[0] = (SIZE\_X - about.Width()) / 2;// x1

about\_coordinate[1] = SIZE\_Y \* 7 / 8;// y1

about\_coordinate[2] = (SIZE\_X - about.Width()) / 2 + about.Width();// x2

about\_coordinate[3] = SIZE\_Y \* 7 / 8 + about.Height();// y2

back\_coordinate[0] = 0;// x1

back\_coordinate[1] = 0;// y1

back\_coordinate[2] = back.Width();// x2

back\_coordinate[3] = back.Height();// y2

content\_coordinate[0] = 0;// x1

content\_coordinate[1] = back\_coordinate[3];// y1

content\_coordinate[2] = label\_gameContent.Width();// x2

content\_coordinate[3] = back\_coordinate[3] + label\_gameContent.Height();// y2

operation\_coordinate[0] = 0;// x1

operation\_coordinate[1] = content\_coordinate[3];// y1

operation\_coordinate[2] = label\_operation.Width();// x2

operation\_coordinate[3] = content\_coordinate[3] + label\_operation.Height();// y2

combination\_coordinate[0] = 0;// x1

combination\_coordinate[1] = operation\_coordinate[3];// y1

combination\_coordinate[2] = label\_combination.Width();// x2

combination\_coordinate[3] = operation\_coordinate[3] + label\_combination.Height();// y2

}

void CGameStateInit::OnKeyUp(UINT nChar, UINT nRepCnt, UINT nFlags)

{

const char KEY\_ESC = 27;

const char KEY\_SPACE = ' ';

if (nChar == KEY\_SPACE)

GotoGameState(GAME\_STATE\_RUN); // 切換至GAME\_STATE\_RUN

else if (nChar == KEY\_ESC) // Demo 關閉遊戲的方法

PostMessage(AfxGetMainWnd()->m\_hWnd, WM\_CLOSE,0,0); // 關閉遊戲

}

void CGameStateInit::OnLButtonDown(UINT nFlags, CPoint point)

{

double point\_x = point.x;

double point\_y = point.y;

if (!isAbout)

{

if (point\_x >= startGame\_coordinate[0] && point\_x <= startGame\_coordinate[2] && point\_y >= startGame\_coordinate[1] && point\_y <= startGame\_coordinate[3])

{

GotoGameState(GAME\_STATE\_RUN); // 切換至GAME\_STATE\_RUN

}

else if (point\_x >= about\_coordinate[0] && point\_x <= about\_coordinate[2] && point\_y >= about\_coordinate[1] && point\_y <= about\_coordinate[3])

{

isAbout = true;

label[0] = true;

}

}

else

{

if (point\_x >= back\_coordinate[0] && point\_x <= back\_coordinate[2] && point\_y >= back\_coordinate[1] && point\_y <= back\_coordinate[3])

{

isAbout = false;

for (int i = 0; i < 3; i++)

{

label[i] = false;

}

}

if (point\_x >= content\_coordinate[0] && point\_x <= content\_coordinate[2] && point\_y >= content\_coordinate[1] && point\_y <= content\_coordinate[3])

{

isAbout = true;

for (int i = 0; i < 3; i++)

{

label[i] = false;

}

label[0] = true;

}

if (point\_x >= operation\_coordinate[0] && point\_x <= operation\_coordinate[2] && point\_y >= operation\_coordinate[1] && point\_y <= operation\_coordinate[3])

{

isAbout = true;

for (int i = 0; i < 3; i++)

{

label[i] = false;

}

label[1] = true;

}

if (point\_x >= combination\_coordinate[0] && point\_x <= combination\_coordinate[2] && point\_y >= combination\_coordinate[1] && point\_y <= combination\_coordinate[3])

{

isAbout = true;

for (int i = 0; i < 3; i++)

{

label[i] = false;

}

label[2] = true;

}

}

}

void CGameStateInit::OnMove()

{

if (!isAbout)

{

if (isPacmanRight)

{

Pacman\_right.OnMove();

if (Pacman\_x <= (SIZE\_X - startGame.Width()) / 2 + startGame.Width())

{

Pacman\_x += 2;

Pacman\_right.SetTopLeft(Pacman\_x, SIZE\_Y \* 4 / 8);

}

else

{

isPacmanRight = false;

}

}

else

{

Pacman\_left.OnMove();

if (Pacman\_x >= (SIZE\_X - startGame.Width()) / 2)

{

Pacman\_x -= 2;

Pacman\_left.SetTopLeft(Pacman\_x, SIZE\_Y \* 4 / 8);

}

else

{

isPacmanRight = true;

}

}

}

}

void CGameStateInit::OnShow()

{

if (!isAbout)

{

// 貼上logo

logo.SetTopLeft((SIZE\_X - logo.Width())/2, SIZE\_Y \* 2 / 8);

logo.ShowBitmap();

// 顯示 Pacman

if (isPacmanRight)

{

Pacman\_right.OnShow();

Pacman\_left.SetTopLeft((SIZE\_X - startGame.Width()) / 2 + startGame.Width(), SIZE\_Y \* 4 / 8);

}

else

{

Pacman\_left.OnShow();

Pacman\_right.SetTopLeft((SIZE\_X - startGame.Width()) / 2, SIZE\_Y \* 4 / 8);

}

// 貼上文字

startGame.SetTopLeft((SIZE\_X - startGame.Width()) / 2, SIZE\_Y \* 6 / 8);

startGame.ShowBitmap();

about.SetTopLeft((SIZE\_X - about.Width()) / 2, SIZE\_Y \* 7 / 8);

about.ShowBitmap();

// 顯示作者

author.SetTopLeft((SIZE\_X - author.Width()), SIZE\_Y - author.Height());

author.ShowBitmap();

}

else

{

// 貼上文字

about.SetTopLeft((SIZE\_X - about.Width()) / 2, SIZE\_Y / 10);

about.ShowBitmap();

// 貼上返回鍵

back.SetTopLeft(0, 0);

back.ShowBitmap();

// 貼上標籤

label\_gameContent.SetTopLeft(0, back.Height());

label\_gameContent.ShowBitmap();

label\_operation.SetTopLeft(0, back.Height() + label\_gameContent.Height());

label\_operation.ShowBitmap();

label\_combination.SetTopLeft(0, back.Height() + label\_gameContent.Height() + label\_operation.Height());

label\_combination.ShowBitmap();

// 貼上說明文字

if (label[0])

{

about\_gameContent.SetTopLeft((SIZE\_X - about\_gameContent.Width()) / 2, SIZE\_Y \* 2 / 10);

about\_gameContent.ShowBitmap();

}

else if (label[1])

{

about\_gameOperation.SetTopLeft((SIZE\_X - about\_gameOperation.Width()) / 2, SIZE\_Y \* 2 / 10);

about\_gameOperation.ShowBitmap();

}

else if (label[2])

{

about\_gameCombination.SetTopLeft((SIZE\_X - about\_gameCombination.Width()) / 2, SIZE\_Y \* 2 / 10);

about\_gameCombination.ShowBitmap();

}

}

}

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的結束狀態(Game Over)

/////////////////////////////////////////////////////////////////////////////

CGameStateOver::CGameStateOver(CGame \*g) : CGameState(g) {}

void CGameStateOver::OnInit()

{

//

// 當圖很多時，OnInit載入所有的圖要花很多時間。為避免玩遊戲的人

// 等的不耐煩，遊戲會出現「Loading ...」，顯示Loading的進度。

//

ShowInitProgress(66); // 接個前一個狀態的進度，此處進度視為66%

//

// 開始載入資料

//

Sleep(300); // 放慢，以便看清楚進度，實際遊戲請刪除此Sleep

//

// 最終進度為100%

//

ShowInitProgress(100);

Restart.LoadBitmap(IDB\_OVER\_RESTART);

Exit.LoadBitmap(IDB\_OVER\_EXIT);

Restart.SetTopLeft((SIZE\_X - Restart.Width()) / 2, SIZE\_Y \* 3 / 8);

Exit.SetTopLeft((SIZE\_X - Exit.Width()) / 2, SIZE\_Y \* 4 / 8);

}

void CGameStateOver::OnLButtonDown(UINT nFlags, CPoint point)

{

double point\_x = point.x;

double point\_y = point.y;

double restart\_x1 = (SIZE\_X - Restart.Width()) / 2;

double restart\_x2 = restart\_x1 + Restart.Width();

double restart\_y1 = SIZE\_Y \* 3 / 8;

double restart\_y2 = restart\_y1 + Restart.Height();

double exit\_x1 = (SIZE\_X - Exit.Width()) / 2;

double exit\_x2 = exit\_x1 + Exit.Width();

double exit\_y1 = SIZE\_Y \* 4 / 8;

double exit\_y2 = exit\_y1 + Exit.Height();

if (point\_x >= restart\_x1 && point\_x <= restart\_x2 && point\_y >= restart\_y1 && point\_y <= restart\_y2)

{

GotoGameState(GAME\_STATE\_RUN);

}

if (point\_x >= exit\_x1 && point\_x <= exit\_x2 && point\_y >= exit\_y1 && point\_y <= exit\_y2)

{

GotoGameState(GAME\_STATE\_INIT);

}

}

void CGameStateOver::OnShow()

{

Restart.ShowBitmap();

Exit.ShowBitmap();

}

/////////////////////////////////////////////////////////////////////////////

// 這個class為遊戲的遊戲執行物件，主要的遊戲程式都在這裡

/////////////////////////////////////////////////////////////////////////////

CGameStateRun::CGameStateRun(CGame \*g) : CGameState(g), NUMBALLS(28), NUMMAPS(3)

{

ghostDelay = 0;

isCompleted = false;

runningTime = 0;

}

CGameStateRun::~CGameStateRun() {}

void CGameStateRun::OnBeginState()

{

CAudio::Instance()->Play(AUDIO\_START); // 播放 START

}

void CGameStateRun::OnMove() // 移動遊戲元素

{

runningTime++;

if (runningTime < 120) return;

//

// 判斷Pacman是否碰到food

//

vector<CFood \*>\* allFoods = gameMap.getAllFoods();

for (int i = 0; i < gameMap.getFoodCount(); i++)

{

if ((\*allFoods->at(i)).IsAlive() && (\*allFoods->at(i)).HitPacman(&c\_PacMan))

{

(\*allFoods->at(i)).SetIsAlive(false);

remainFoods--;

myScore.setScore(myScore.getScore() + (\*allFoods->at(i)).GetScore());// 得分

// 如果是碰到大魔豆

if ((\*allFoods->at(i)).GetScore() == 50)

{

// 播放吃到大魔豆的音效

CAudio::Instance()->Stop(AUDIO\_EAT);

CAudio::Instance()->Play(AUDIO\_EATGHOST);

// ghost轉成躲避鬼模式

for (int i = 0; i < 4; i++)

{

if (ghost[i].GetMode() != 2) ghost[i].changeMode(1);

}

}

else

{

CAudio::Instance()->Play(AUDIO\_EAT); // 播放吃豆子的音效

}

}

}

//

// 判斷Pacman是否碰到ghost

//

for (int i = 0; i < 4; i++)

{

// 若碰到正常鬼，Pacman死亡

if (ghost[i].GetMode() == 0)

{

if (c\_PacMan.IsAlive() && c\_PacMan.HitGhost(&ghost[i]))

{

c\_PacMan.SetIsAlive(false);// Pacman死亡

c\_PacMan.SetLastKey(0);

CAudio::Instance()->Play(AUDIO\_DEADTH);

initFoods = remainFoods;

}

}

// 若碰到躲避鬼或不穩定鬼，Pacman得分

else if (ghost[i].GetMode() == 1)

{

if (c\_PacMan.IsAlive() && c\_PacMan.HitGhost(&ghost[i]))

{

// 播放吃到鬼的音效

CAudio::Instance()->Stop(AUDIO\_EAT);

CAudio::Instance()->Play(AUDIO\_EATGHOST);

ghost[i].changeMode(3);// 鬼變眼睛狀態

myScore.setScore(myScore.getScore() + 10);// 得分

}

}

}

if (!c\_PacMan.IsAlive())

{

if (c\_PacMan.GetDelay() == 28)

{

for (int i = 0; i < 4; i++)

{

ghost[i].restart();// 重新開始

}

}

else {

for (int i = 0; i < 4; i++)

{

ghost[i].changeMode(4);// 靜止

}

}

}

//

// 更新目前生命值

//

myLife.setLife(c\_PacMan.GetLife());

//

// 更新目前關卡

//

if (remainFoods == 0 && myLevel.getLevel() != 3)

{

gameMap.nextMap();

myLevel.levelUp();

myScore.setScore(myScore.getScore());

c\_PacMan.restart();

c\_PacMan.SetMap(gameMap.GetMap());

for (int i = 0; i < 4; i++)

{

ghost[i].restart();

ghost[i].SetMap(gameMap.GetMap());

}

remainFoods = gameMap.getFoodCount();

initFoods = remainFoods;

runningTime = 0;

CAudio::Instance()->Play(AUDIO\_START); // 播放 START

return;

}

else if (remainFoods == 0 && myLevel.getLevel() == 3)

{

isCompleted = true;

}

//

// 移動PacMan

//

if (c\_PacMan.IsAlive())

c\_PacMan.OnMove();

//

// 移動ghosts

//

double eat\_rate = (initFoods - remainFoods - 0.0) / initFoods;

// 馬上出發

ghost[0].OnMove(c\_PacMan.GetX1(), c\_PacMan.GetY1());

// 約吃到10顆豆子時出發

if (eat\_rate >= 0.03) ghost[1].OnMove(c\_PacMan.GetX1(), c\_PacMan.GetY1());

else ghost[1].OnMove(-1, -1);

// 約吃到30顆豆子時出發

if (eat\_rate >= 0.1) ghost[2].OnMove(c\_PacMan.GetX1(), c\_PacMan.GetY1());

else ghost[2].OnMove(-1, -1);

// 約吃到40顆豆子時出發

if (eat\_rate >= 0.13) ghost[3].OnMove(c\_PacMan.GetX1(), c\_PacMan.GetY1());

else ghost[3].OnMove(-1, -1);

}

void CGameStateRun::OnInit() // 遊戲的初值及圖形設定

{

// 載入AUDIO

CAudio::Instance()->Load(AUDIO\_START, "sounds\\pacman\_beginning.wav"); // 載入編號0(遊戲開始)的聲音pacman\_beginning.wav

CAudio::Instance()->Load(AUDIO\_EAT, "sounds\\pacman\_chomp.wav"); // 載入編號1(吃豆子)的聲音pacman\_chomp.wav

CAudio::Instance()->Load(AUDIO\_DEADTH, "sounds\\pacman\_death.wav"); // 載入編號2(碰到鬼死亡)的聲音pacman\_death.wav

CAudio::Instance()->Load(AUDIO\_EATGHOST, "sounds\\pacman\_eatghost.wav"); // 載入編號3(碰到大豆子)的聲音pacman\_eatghost.wav

//

// 此OnInit動作會接到CGameStaterOver::OnInit()，所以進度還沒到100%

//

// 載入地圖

gameMap.SetMap(MAP\_1);

gameMap.LoadBitmap();

initFoods = gameMap.getFoodCount();

remainFoods = initFoods;

// 載入PacMan

c\_PacMan.LoadBitmap();

c\_PacMan.SetInitXY(14, 17);

c\_PacMan.SetMap(gameMap.GetMap());

c\_PacMan.SetLastKey(-1);

// 載入豆子數

remainFoods = gameMap.getFoodCount();

// 載入Score文字

myScore.LoadBitmap();

// 載入Level文字

myLevel.LoadBitmap();

// 載入Life圖示

myLife.LoadBitmap();

// 載入 red ghost

int red[4][2] = {

{ IDB\_GHOST\_RED\_DOWN\_1, IDB\_GHOST\_RED\_DOWN\_2 },

{ IDB\_GHOST\_RED\_DOWN\_1, IDB\_GHOST\_RED\_DOWN\_2 },

{ IDB\_GHOST\_RED\_LEFT\_1, IDB\_GHOST\_RED\_LEFT\_2 },

{ IDB\_GHOST\_RED\_RIGHT\_1, IDB\_GHOST\_RED\_RIGHT\_2 } };

ghost[0].LoadBitmap(red);

ghost[0].SetInitXY(MAP\_START + 12 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[0].SetInitTargetXY(MAP\_START + 14 \* BITMAP\_SIZE, MAP\_START + 11 \* BITMAP\_SIZE);

ghost[0].SetMap(gameMap.GetMap());

// 載入 blue ghost

int blue[4][2] = {

{ IDB\_GHOST\_BLUE\_DOWN\_1, IDB\_GHOST\_BLUE\_DOWN\_2 },

{ IDB\_GHOST\_BLUE\_DOWN\_1, IDB\_GHOST\_BLUE\_DOWN\_2 },

{ IDB\_GHOST\_BLUE\_LEFT\_1, IDB\_GHOST\_BLUE\_LEFT\_2 },

{ IDB\_GHOST\_BLUE\_RIGHT\_1, IDB\_GHOST\_BLUE\_RIGHT\_2 } };

ghost[1].LoadBitmap(blue);

ghost[1].SetInitXY(MAP\_START + 13 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[1].SetInitTargetXY(MAP\_START + 14 \* BITMAP\_SIZE, MAP\_START + 11 \* BITMAP\_SIZE);

ghost[1].SetMap(gameMap.GetMap());

// 載入 pink ghost

int pink[4][2] = {

{ IDB\_GHOST\_PINK\_DOWN\_1, IDB\_GHOST\_PINK\_DOWN\_2 },

{ IDB\_GHOST\_PINK\_DOWN\_1, IDB\_GHOST\_PINK\_DOWN\_2 },

{ IDB\_GHOST\_PINK\_LEFT\_1, IDB\_GHOST\_PINK\_LEFT\_2 },

{ IDB\_GHOST\_PINK\_RIGHT\_1, IDB\_GHOST\_PINK\_RIGHT\_2 } };

ghost[2].LoadBitmap(pink);

ghost[2].SetInitXY(MAP\_START + 14 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[2].SetInitTargetXY(MAP\_START + 13 \* BITMAP\_SIZE, MAP\_START + 11 \* BITMAP\_SIZE);

ghost[2].SetMap(gameMap.GetMap());

// 載入 orange ghost

int orange[4][2] = {

{ IDB\_GHOST\_ORANGE\_DOWN\_1, IDB\_GHOST\_ORANGE\_DOWN\_2 },

{ IDB\_GHOST\_ORANGE\_DOWN\_1, IDB\_GHOST\_ORANGE\_DOWN\_2 },

{ IDB\_GHOST\_ORANGE\_LEFT\_1, IDB\_GHOST\_ORANGE\_LEFT\_2 },

{ IDB\_GHOST\_ORANGE\_RIGHT\_1, IDB\_GHOST\_ORANGE\_RIGHT\_2 } };

ghost[3].LoadBitmap(orange);

ghost[3].SetInitXY(MAP\_START + 15 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[3].SetInitTargetXY(MAP\_START + 13 \* BITMAP\_SIZE, MAP\_START + 11 \* BITMAP\_SIZE);

ghost[3].SetMap(gameMap.GetMap());

// 設置位置

c\_PacMan.SetTopLeft();

myScore.SetTopLeft();

myLevel.SetTopLeft();

myLife.SetTopLeft();

ghost[0].SetTopLeft(MAP\_START + 12 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[1].SetTopLeft(MAP\_START + 13 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[2].SetTopLeft(MAP\_START + 14 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

ghost[3].SetTopLeft(MAP\_START + 15 \* BITMAP\_SIZE, MAP\_START + 14 \* BITMAP\_SIZE);

completed.LoadBitmap(IDB\_OVER\_COMPLETED);

gameover.LoadBitmap(IDB\_OVER\_GAMEOVER);

completed.SetTopLeft(MAP\_START + 12 \* BITMAP\_SIZE, MAP\_START + 17 \* BITMAP\_SIZE);

gameover.SetTopLeft(MAP\_START + 12 \* BITMAP\_SIZE, MAP\_START + 17 \* BITMAP\_SIZE);

stateDelay = 0;

}

void CGameStateRun::OnKeyDown(UINT nChar, UINT nRepCnt, UINT nFlags)

{

if (runningTime < 120) return;

const char KEY\_LEFT = 0x25;// keyboard左箭頭

const char KEY\_UP = 0x26;// keyboard上箭頭

const char KEY\_RIGHT = 0x27;// keyboard右箭頭

const char KEY\_DOWN = 0x28;// keyboard下箭頭

const char KEY\_ENTER = 0xD;// keyboard Enter

const char KEY\_CTRL = 0x11;// keyboard Ctrl

const char KEY\_E = 0x45;// keyboard E

const char KEY\_M = 0x4D;// keyboard M

if (nChar == KEY\_UP) c\_PacMan.SetLastKey(0);

if (nChar == KEY\_DOWN) c\_PacMan.SetLastKey(1);

if (nChar == KEY\_LEFT) c\_PacMan.SetLastKey(2);

if (nChar == KEY\_RIGHT) c\_PacMan.SetLastKey(3);

if (nChar == KEY\_CTRL) ctrlDown = true;

else if (nChar != KEY\_E && nChar != KEY\_M && nChar != KEY\_ENTER) ctrlDown = false;

// 切至下一關

if (nChar == KEY\_ENTER)

{

if (myLevel.getLevel() < NUMMAPS)

{

c\_PacMan.restart();

for (int i = 0; i < 4; i++)

{

ghost[i].restart();

}

remainFoods = 0;

if (myLevel.getLevel() == 1) myScore.setScore(3130);

if (myLevel.getLevel() == 2) myScore.setScore(6320);

}

ctrlDown = false;

}

// 組合鍵 - 跳至最後關卡

if (ctrlDown && nChar == KEY\_E)

{

c\_PacMan.restart();

ghost[0].SetTopLeft(MAP\_START + 4 \* BITMAP\_SIZE, MAP\_START + 5 \* BITMAP\_SIZE);

ghost[1].SetTopLeft(MAP\_START + 4 \* BITMAP\_SIZE, MAP\_START + 20 \* BITMAP\_SIZE);

ghost[2].SetTopLeft(MAP\_START + 18 \* BITMAP\_SIZE, MAP\_START + 28 \* BITMAP\_SIZE);

ghost[3].SetTopLeft(MAP\_START + 26 \* BITMAP\_SIZE, MAP\_START + 26 \* BITMAP\_SIZE);

remainFoods = 0;

gameMap.lastMap();

myLevel.setLevel(3);

myScore.setScore(9720);

c\_PacMan.SetLife(0);

myLife.setLife(0);

c\_PacMan.SetMap(gameMap.GetMap());

c\_PacMan.SetLastKey(-1);

for (int i = 0; i < 4; i++)

{

ghost[i].SetMap(gameMap.GetMap());

}

remainFoods = gameMap.getFoodCount();

ctrlDown = false;

}

// 組合鍵 - 轉為逃避鬼模式

if (ctrlDown && nChar == KEY\_M)

{

for (int i = 0; i < 4; i++)

{

ghost[i].changeMode(1);

}

ctrlDown = false;

}

}

void CGameStateRun::OnKeyUp(UINT nChar, UINT nRepCnt, UINT nFlags)

{

const char KEY\_LEFT = 0x25;// keyboard左箭頭

const char KEY\_UP = 0x26;// keyboard上箭頭

const char KEY\_RIGHT = 0x27;// keyboard右箭頭

const char KEY\_DOWN = 0x28;// keyboard下箭頭

}

void CGameStateRun::GameRestart()

{

gameMap.SetMap(MAP\_1);

c\_PacMan.GameRestart();

c\_PacMan.SetMap(gameMap.GetMap());

for (int i = 0; i < 4; i++)

{

ghost[i].GameRestart();

ghost[i].SetMap(gameMap.GetMap());

}

initFoods = gameMap.getFoodCount();

remainFoods = initFoods;

myLevel.setLevel(1);

myScore.setScore(0);

myLife.setLife(4);

ghostDelay = 0;

isCompleted = false;

ctrlDown = false;

runningTime = 0;

stateDelay = 0;

}

void CGameStateRun::OnShow()

{

// 顯示地圖

gameMap.OnShow();

// 轉換狀態

if (c\_PacMan.IsGameover()) {

gameover.ShowBitmap();

stateDelay++;

// 遊戲結束後 delay 一段時間後進入over state

if (stateDelay == 100) {

GameRestart();

GotoGameState(GAME\_STATE\_OVER);

}

}

else if (isCompleted) {

completed.ShowBitmap();

stateDelay++;

// 遊戲結束後 delay 一段時間後進入over state

if (stateDelay == 100) {

GameRestart();

GotoGameState(GAME\_STATE\_OVER);

}

}

else

{

// 顯示Pacman

c\_PacMan.OnShow();

// 顯示Ghost

for (int i = 0; i < 4; i++)

{

ghost[i].OnShow();

}

// 顯示分數

myScore.OnShow();

// 顯示關卡等級

myLevel.OnShow();

// 顯示生命值

myLife.OnShow();

}

}

}

* CPacman.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CPacman: Pacman class

/////////////////////////////////////////////////////////////////////////////

class CLife;

class CGhost;

class CPacman

{

public:

CPacman();

~CPacman();

bool HitGhost(CGhost \*ghost);// 是否碰到正常的ghost

bool IsAlive();// 是否活著

void restart();// 失去生命或切換關卡時回到起始點

int GetDelay();// 取得目前死亡的delay時間

bool IsGameover();// 遊戲是否結束 (生命值<0時)

void SetIsAlive(bool alive);// 設定是否活著

void LoadBitmap();// 載入圖形

void SetTopLeft();

void OnMove();// 移動

void OnShow();// 將圖形貼到畫面

void SetLife(int life);// 設定生命值

int GetLife();// 目前生命值

void SetInitXY(int x, int y);// 設定初始位置

int GetX1();// 取得x1(左上角)

int GetY1();// 取得y1(左上角)

int GetX2();// 取得x2(右下角)

int GetY2();// 取得y2(右下角)

void GetMapIndex();// 取得左上角及右下角在地圖的座標

void SetMovingUp(bool flag);// 設定是否正在往上移動

void SetMovingDown(bool flag);// 設定是否正在往下移動

void SetMovingLeft(bool flag);// 設定是否正在往左移動

void SetMovingRight(bool flag);// 設定是否正在往右移動

void SetMap(int \*\*map);// 初始化地圖

int FindMapIndex\_X(int x);// 取得座標在矩陣的位置(X軸)

int FindMapIndex\_Y(int y);// 取得座標在矩陣的位置(Y軸)

void SetLastKey(int key);// 設定最後一個按下的KEY

void GameRestart();// 遊戲重新開始

private:

CAnimation animation\_stop\_1;// Pacman的動畫\_靜止狀態(預設向上)

CAnimation animation\_stop\_2;// Pacman的動畫\_靜止狀態(預設向下)

CAnimation animation\_stop\_3;// Pacman的動畫\_靜止狀態(預設向左)

CAnimation animation\_stop\_4;// Pacman的動畫\_靜止狀態(預設向右)

CAnimation animation\_1;// Pacman的動畫\_向上

CAnimation animation\_2;// Pacman的動畫\_向下

CAnimation animation\_3;// Pacman的動畫\_向左

CAnimation animation\_4;// Pacman的動畫\_向右

CAnimation animation\_die;// Pacman的動畫\_死亡

CAnimation \*animation = &animation\_stop\_4;// 當前Pacman動畫方向(預設向右)

int delay = 0;// 等待狀態結束

int myLife = 4;

int init\_X, init\_Y;// Pacman初始位置

int x, y;// Pacman目前位置

int move;// 移動方向

bool isMovingDown;// 是否正在往下移動

bool isMovingLeft;// 是否正在往左移動

bool isMovingRight;// 是否正在往右移動

bool isMovingUp;// 是否正在往上移動

bool isStop = false;// 是否撞牆停止移動

bool HitRectangle(int tx1, int ty1, int tx2, int ty2);// 檢查是否有交集

bool is\_alive;// 生命狀態

bool is\_gameover = false;// 遊戲結束

int map[31][28];// 遊戲地圖

int MapIndex\_X1;// Pacman左上角位於地圖的座標(X軸)

int MapIndex\_Y1;// Pacman左上角位於地圖的座標(Y軸)

int MapIndex\_X2;// Pacman右下角位於地圖的座標(X軸)

int MapIndex\_Y2;// Pacman右下角位於地圖的座標(Y軸)

int wall\_pixel;// 牆壁位置

int lastKey;// 最近一次按的方向

};

}

* CPacman.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CGhost.h"

#include "CLife.h"

#include "CPacman.h"

namespace game\_framework

{

/////////////////////////////////////////////////////////////////////////////

// CPacman: Pacman class

/////////////////////////////////////////////////////////////////////////////

// Pacman

CPacman::CPacman()

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

is\_alive = true;

}

CPacman::~CPacman() {}

void CPacman::GameRestart()

{

restart();

myLife = 4;

delay = 0;

is\_gameover = false;

}

void CPacman::SetInitXY(int x, int y)

{

init\_X = MAP\_START + x \* BITMAP\_SIZE;// 設定Pacman起始的Y座標

init\_Y = MAP\_START + y \* BITMAP\_SIZE;// 設定Pacman起始的X座標

this->x = init\_X;

this->y = init\_Y;

}

void CPacman::LoadBitmap()

{

// STOP

animation\_stop\_1.AddBitmap(IDB\_PACMAN\_UP\_1, RGB(255, 255, 255));//靜止狀態(預設向上)

animation\_stop\_2.AddBitmap(IDB\_PACMAN\_DOWN\_1, RGB(255, 255, 255));//靜止狀態(預設向下)

animation\_stop\_3.AddBitmap(IDB\_PACMAN\_LEFT\_1, RGB(255, 255, 255));//靜止狀態(預設向左)

animation\_stop\_4.AddBitmap(IDB\_PACMAN\_RIGHT\_1, RGB(255, 255, 255));//靜止狀態(預設向右)

// DIE

animation\_die.AddBitmap(IDB\_PACMAN\_UP\_1, RGB(255, 255, 255));//死亡(向上)

animation\_die.AddBitmap(IDB\_PACMAN\_DIE\_1, RGB(255, 255, 255));

animation\_die.AddBitmap(IDB\_PACMAN\_DIE\_2, RGB(255, 255, 255));

animation\_die.AddBitmap(IDB\_PACMAN\_DIE\_3, RGB(255, 255, 255));

animation\_die.AddBitmap(IDB\_PACMAN\_DIE\_4, RGB(255, 255, 255));

animation\_die.AddBitmap(IDB\_PACMAN\_DIE\_BLACK, RGB(255, 255, 255));//全黑結束

// UP

animation\_1.AddBitmap(IDB\_PACMAN\_UP\_1, RGB(255, 255, 255));//向上\_open

animation\_1.AddBitmap(IDB\_PACMAN\_UP\_2, RGB(255, 255, 255));//向上\_close

// DOWN

animation\_2.AddBitmap(IDB\_PACMAN\_DOWN\_1, RGB(255, 255, 255));//向下\_open

animation\_2.AddBitmap(IDB\_PACMAN\_DOWN\_2, RGB(255, 255, 255));//向下\_close

// LEFT

animation\_3.AddBitmap(IDB\_PACMAN\_LEFT\_1, RGB(255, 255, 255));//向左\_open

animation\_3.AddBitmap(IDB\_PACMAN\_LEFT\_2, RGB(255, 255, 255));//向左\_close

// RIGHT

animation\_4.AddBitmap(IDB\_PACMAN\_RIGHT\_1, RGB(255, 255, 255));//向右\_open

animation\_4.AddBitmap(IDB\_PACMAN\_RIGHT\_2, RGB(255, 255, 255));//向右\_close

}

void CPacman::OnMove()

{

if (!is\_alive) return;

const int STEP\_SIZE = 2;

animation->OnMove();

isStop = false;

GetMapIndex();

if (lastKey == 0) SetMovingUp(true);

else if (lastKey == 1) SetMovingDown(true);

else if (lastKey == 2) SetMovingLeft(true);

else if (lastKey == 3) SetMovingRight(true);

if (isMovingUp)

{

if (y - wall\_pixel > STEP\_SIZE) y -= STEP\_SIZE;

else

{

y = wall\_pixel;

isStop = true;

}

}

else if (isMovingDown)

{

if (wall\_pixel - y > STEP\_SIZE) y += STEP\_SIZE;

else

{

y = wall\_pixel;

isStop = true;

}

}

else if (isMovingLeft)

{

if (x < MAP\_START + BITMAP\_SIZE \* (0) + 5)

{

x = MAP\_START + BITMAP\_SIZE \* (27);

SetMovingLeft(true);

return;

}

if (x - wall\_pixel > STEP\_SIZE) x -= STEP\_SIZE;

else

{

x = wall\_pixel;

isStop = true;

}

}

else if (isMovingRight)

{

if (x > MAP\_START + BITMAP\_SIZE \* (27) - 5)

{

x = MAP\_START + BITMAP\_SIZE \* (0);

SetMovingRight(true);

return;

}

if (wall\_pixel - x > STEP\_SIZE) x += STEP\_SIZE;

else

{

x = wall\_pixel;

isStop = true;

}

}

}

// 找座標在map陣列上的位置(X)

int CPacman::FindMapIndex\_X(int x)

{

return (x - MAP\_START) / BITMAP\_SIZE;

}

// 找座標在map陣列上的位置(Y)

int CPacman::FindMapIndex\_Y(int y)

{

return (y - MAP\_START) / BITMAP\_SIZE;

}

// 找Pacman四個點的陣列位置

void CPacman::GetMapIndex()

{

MapIndex\_X1 = FindMapIndex\_X(x);// 左

MapIndex\_X2 = FindMapIndex\_X(x + 22);// 右

MapIndex\_Y1 = FindMapIndex\_Y(y);// 上

MapIndex\_Y2 = FindMapIndex\_Y(y + 22);// 下

}

// 向上移動

void CPacman::SetMovingUp(bool flag)

{

GetMapIndex();

if (map[MapIndex\_Y1 - 1][MapIndex\_X1] != 1 && map[MapIndex\_Y1 - 1][MapIndex\_X2] != 1)

{

animation = &animation\_1;

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

isMovingUp = flag;

// 計算向上終點牆的位置

wall\_pixel = 0;

while (true)

{

if (map[MapIndex\_Y1][MapIndex\_X1] == 1)

{

wall\_pixel = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1 + 1);

break;

}

else

MapIndex\_Y1--;

}

}

}

// 向下移動

void CPacman::SetMovingDown(bool flag)

{

GetMapIndex();

if (map[MapIndex\_Y2 + 1][MapIndex\_X1] != 1 && map[MapIndex\_Y2 + 1][MapIndex\_X2] != 1 && map[MapIndex\_Y2 + 1][MapIndex\_X1] != 2 && map[MapIndex\_Y2 + 1][MapIndex\_X2] != 2)

{

animation = &animation\_2;

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

isMovingDown = flag;

// 計算向下終點牆的位置

wall\_pixel = 0;

while (true)

{

if (map[MapIndex\_Y1][MapIndex\_X1] == 1)

{

wall\_pixel = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1 - 1);

break;

}

else

MapIndex\_Y1++;

}

}

}

// 向左移動

void CPacman::SetMovingLeft(bool flag)

{

GetMapIndex();

if (map[MapIndex\_Y1][MapIndex\_X1-1] != 1 && map[MapIndex\_Y2][MapIndex\_X1-1] != 1)

{

animation = &animation\_3;

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

isMovingLeft = flag;

// 計算向左終點牆的位置

wall\_pixel = 0;

while (true)

{

if (map[MapIndex\_Y1][MapIndex\_X1] == 1)

{

wall\_pixel = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1 + 1);

break;

}

else

MapIndex\_X1--;

}

}

}

// 向右移動

void CPacman::SetMovingRight(bool flag)

{

GetMapIndex();

if (map[MapIndex\_Y1][MapIndex\_X2 + 1] != 1 && map[MapIndex\_Y2][MapIndex\_X2 + 1] != 1)

{

animation = &animation\_4;

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

isMovingRight = flag;

// 計算向右終點牆的位置

wall\_pixel = 0;

while (true)

{

if (map[MapIndex\_Y1][MapIndex\_X1] == 1)

{

wall\_pixel = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1 - 1);

break;

}

else

MapIndex\_X1++;

}

}

}

// 檢查Pacman所構成的矩形是否碰到ghost

bool CPacman::HitGhost(CGhost \*ghost)

{

int adjust = 2;

return HitRectangle(ghost->GetX1() + adjust, ghost->GetY1() + adjust,

ghost->GetX2() - adjust, ghost->GetY2() - adjust);

}

bool CPacman::HitRectangle(int tx1, int ty1, int tx2, int ty2)

{

int adjust = 2;

// 檢查是否有交集

return (tx2 >= x + adjust && tx1 <= (x + animation->Width() - adjust) && ty2 >= y + adjust && ty1 <= (y + animation->Height() - adjust));

}

void CPacman::SetMap(int \*\*m)

{

for (int i = 0;i < 31;i++)

{

for (int j = 0;j < 28;j++)

{

map[i][j] = m[i][j];

}

}

}

void CPacman::SetIsAlive(bool alive)

{

is\_alive = alive;

}

bool CPacman::IsAlive()

{

return is\_alive;

}

int CPacman::GetLife()

{

return myLife;

}

int CPacman::GetX1()

{

return x;

}

int CPacman::GetY1()

{

return y;

}

int CPacman::GetX2()

{

return x + animation->Width();

}

int CPacman::GetY2()

{

return y + animation->Height();

}

void CPacman::restart()

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

SetLastKey(-1);

animation = &animation\_stop\_4;

y = init\_Y;

x = init\_X;

is\_alive = true;

}

int CPacman::GetDelay()

{

return delay;

}

void CPacman::SetLife(int life)

{

myLife = life;

}

bool CPacman::IsGameover()

{

if (myLife < 0) return true;

return false;

}

void CPacman::SetTopLeft()

{

animation->SetTopLeft(x, y);

}

void CPacman::OnShow()

{

if (is\_alive)

{

if (isStop)

{

if (isMovingUp)

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

animation = &animation\_stop\_1;// 向上停止

}

else if (isMovingDown)

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

animation = &animation\_stop\_2;// 向下停止

}

else if (isMovingLeft)

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

animation = &animation\_stop\_3;// 向左停止

}

else if (isMovingRight)

{

isMovingLeft = isMovingRight = isMovingUp = isMovingDown = false;

animation = &animation\_stop\_4;// 向右停止

}

}

animation->SetTopLeft(x, y);

animation->OnShow();

}

else {

animation = &animation\_die;

delay++;// 死亡動畫時間

animation->SetTopLeft(x, y);

animation->OnMove();

animation->OnShow();

}

// 死亡動畫結束

if (delay == 29)

{

myLife--;

if (myLife > -1) restart();

delay = 0;

animation->OnMove();

animation->OnShow();

}

}

void CPacman::SetLastKey(int key)

{

//

// 0: 上, 1: 下, 2: 左,3: 右

//

lastKey = key;

}

}

* CGhost.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CGolst: Golst class

/////////////////////////////////////////////////////////////////////////////

class CGhost

{

public:

CGhost();

~CGhost();

void LoadBitmap(int IDB[4][2]);// 載入圖形

void changeMode(int mode);// 切換模式(正常鬼/躲避鬼)

int GetMode();// 回傳精靈的狀態

int GetX1();// 取得x1(左上角)

int GetY1();// 取得y1(左上角)

int GetX2();// 取得x2(右下角)

int GetY2();// 取得y2(右下角)

void SetInitXY(int x, int y);// 設定初始位置(基地)

void SetInitTargetXY(int x, int y);// 設定初始目標位置

void SetTopLeft(int x, int y);

void GoToDestination(int des\_x, int des\_y);// 移動到指定目的地的路徑

double GetDistance(int x1, int x2, int y1, int y2);// 取得下一步到目的地的直線距離

void SetMap(int \*\*map);// 初始化地圖

int FindMapIndex\_X(int x);// 取得座標在矩陣的位置(X軸)

int FindMapIndex\_Y(int y);// 取得座標在矩陣的位置(Y軸)

void GetMapIndex();// 取得左上角及右下角在地圖的座標

void restart();// Pacman死亡或切換關卡時，回到基地

void GameRestart();// 遊戲重新開始

void OnMove(int pacman\_x, int pacman\_y);// 移動

void OnShow();// 將圖形貼到畫面

private:

CAnimation animation\_1;// 精靈動畫\_上

CAnimation animation\_2;// 精靈動畫\_下

CAnimation animation\_3;// 精靈動畫\_左

CAnimation animation\_4;// 精靈動畫\_右

CAnimation animation\_avoid;// 躲避精靈動畫\_深藍色

CAnimation animation\_change;// 不穩定精靈動畫\_深藍+白色交錯

CAnimation animation\_eyes;// 死亡精靈

CAnimation \*animation;// 目前方向動畫

int init\_x, init\_y;// 初始位置(基地)

int x, y;// 目前位置

bool isGoOut = false;// 鬼是否離開基地

int init\_target\_x, init\_target\_y;// 初始目標位置

int avoidTime = 0;// 躲避狀態持續時間

int direction = 0;// 行走方向

bool stop;// Pacman死亡時暫停動作

double turnUp(int des\_x, int des\_y);// 判斷是否可向上走，並回傳下一步距離目的地的距離

double turnDown(int des\_x, int des\_y);// 判斷是否可向下走，並回傳下一步距離目的地的距離

double turnLeft(int des\_x, int des\_y);// 判斷是否可向左走，並回傳下一步距離目的地的距離

double turnRight(int des\_x, int des\_y);// 判斷是否可向右走，並回傳下一步距離目的地的距離

int map[31][28];// 遊戲地圖

int MapIndex\_X1;// Pacman左上角位於地圖的座標(X軸)

int MapIndex\_Y1;// Pacman左上角位於地圖的座標(Y軸)

int MapIndex\_X2;// Pacman右下角位於地圖的座標(X軸)

int MapIndex\_Y2;// Pacman右下角位於地圖的座標(Y軸)

};

}

* CGhost.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include <cmath>

#include "audio.h"

#include "gamelib.h"

#include "CGhost.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CGolst: Golst class

/////////////////////////////////////////////////////////////////////////////

CGhost::CGhost() {

animation = &animation\_4;

stop = false;

}

CGhost::~CGhost() {}

void CGhost::GameRestart()

{

restart();

}

void CGhost::SetInitXY(int x, int y) {

init\_x = x;

init\_y = y;

this->x = init\_x;

this->y = init\_y;

}

void CGhost::SetInitTargetXY(int x, int y) {

init\_target\_x = x;

init\_target\_y = y;

}

void CGhost::SetMap(int \*\*m) {

for (int i = 0;i < 31;i++)

{

for (int j = 0;j < 28;j++) {

map[i][j] = m[i][j];

}

}

}

void CGhost::OnMove(int des\_x, int des\_y) {

animation->OnMove();

if (animation == &animation\_eyes) {

if (x == init\_x && y == init\_y) {

animation = &animation\_1;

isGoOut = false;

return;

}

GoToDestination(init\_x, init\_y);

}

else if (animation == &animation\_avoid || animation == &animation\_change) {

GoToDestination(des\_x, des\_y);

}

else {

if (des\_x == -1 && des\_y == -1) {

return;

}

else if (isGoOut) {

if (!stop) {

GoToDestination(des\_x, des\_y);

}

}

else {

if (x == init\_target\_x && y == init\_target\_y) {

isGoOut = true;

return;

}

GoToDestination(init\_target\_x, init\_target\_y);

}

}

if (x < MAP\_START + BITMAP\_SIZE \* (0) + 5 && direction == 3) {

x = MAP\_START + BITMAP\_SIZE \* (27);

GetMapIndex();

}

if (x > MAP\_START + BITMAP\_SIZE \* (27) - 5 && direction == 4) {

x = MAP\_START + BITMAP\_SIZE \* (0);

GetMapIndex();

}

}

void CGhost::GoToDestination(int des\_x, int des\_y) {

GetMapIndex();// 取得四個點的陣列位置

double distance;// 下一步到目的地的距離

int direction\_min;// 下一步方向 (正常用)

int direction\_max;// 下一步方向 (躲避用)

double minDistance = INT\_MAX;// 在所有方向到目的地的距離中取最短距離 (正常用)

double maxDistance = INT\_MIN;// 在所有方向到目的地的距離中取最長距離 (躲避用)

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// direction 代號表示：

// 0 => 無方向

// 1 => 向上

// 2 => 向下

// 3 => 向左

// 4 => 向右

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// 若前一步為向上或向下，則先判斷上下方向

if (direction == 1 || direction == 2) {

// 向上

distance = turnUp(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 1;// 1 為向上

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 1;// 1 為向上

}

// 向下

distance = turnDown(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 2;// 2 為向下

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 2;// 2 為向下

}

// 向左

distance = turnLeft(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 3;// 3 為向左

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 3;// 3 為向左

}

// 向右

distance = turnRight(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 4;// 4 為向右

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 4;// 4 為向右

}

}

// 若前一步為向左或向右，則先判斷左右方向

else {

// 向左

distance = turnLeft(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 3;// 3 為向左

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 3;// 3 為向左

}

// 向右

distance = turnRight(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 4;// 4 為向右

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 4;// 4 為向右

}

// 向上

distance = turnUp(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 1;// 1 為向上

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 1;// 1 為向上

}

// 向下

distance = turnDown(des\_x, des\_y);

if (distance < minDistance) {

minDistance = distance;

direction\_min = 2;// 2 為向下

}

if (distance > maxDistance && distance != INT\_MAX) {

maxDistance = distance;

direction\_max = 2;// 2 為向下

}

}

if (animation == &animation\_avoid || animation == &animation\_change) {

direction = direction\_max;

}

else {

direction = direction\_min;

}

int STEP\_SIZE;

if (animation == &animation\_avoid || animation == &animation\_change) {

STEP\_SIZE = 1;

}

else {

STEP\_SIZE = 2;

}

switch (direction) {

case 0:

break;

case 1:

y -= STEP\_SIZE;

break;

case 2:

y += STEP\_SIZE;

break;

case 3:

x -= STEP\_SIZE;

break;

case 4:

x += STEP\_SIZE;

break;

}

}

double CGhost::turnUp(int des\_x, int des\_y) {

int next\_x, next\_y;// 下一步的座標位置

double distance = INT\_MAX;

bool canTurn = false;

if (animation == &animation\_eyes || !isGoOut) {

// 狀態為眼睛時，可進入基地

// 或尚未從基地出去的鬼才可待在基地

if (map[MapIndex\_Y2 - 1][MapIndex\_X1] != 1 && map[MapIndex\_Y2 - 1][MapIndex\_X2] != 1) {

canTurn = true;

}

}

else {

// 狀態不為眼睛時，不可進入基地

if (map[MapIndex\_Y2 - 1][MapIndex\_X1] != 1 && map[MapIndex\_Y2 - 1][MapIndex\_X2] != 1 && map[MapIndex\_Y2 - 1][MapIndex\_X1] != 2 && map[MapIndex\_Y2 - 1][MapIndex\_X2] != 2) {

canTurn = true;

}

}

// 向上可以走

if (canTurn) {

if (direction != 2) {

next\_x = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1);

next\_y = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1 - 1);

distance = GetDistance(des\_x, next\_x, des\_y, next\_y);

}

}

return distance;

}

double CGhost::turnDown(int des\_x, int des\_y) {

int next\_x, next\_y;// 下一步的座標位置

double distance = INT\_MAX;

bool canTurn = false;

if (animation == &animation\_eyes || !isGoOut) {

// 狀態為眼睛時，可進入基地

// 或尚未從基地出去的鬼才可待在基地

if (map[MapIndex\_Y1 + 1][MapIndex\_X1] != 1 && map[MapIndex\_Y1 + 1][MapIndex\_X2] != 1) {

canTurn = true;

}

}

else {

// 狀態不為眼睛時，不可進入基地

if (map[MapIndex\_Y1 + 1][MapIndex\_X1] != 1 && map[MapIndex\_Y1 + 1][MapIndex\_X2] != 1 && map[MapIndex\_Y1 + 1][MapIndex\_X1] != 2 && map[MapIndex\_Y1 + 1][MapIndex\_X2] != 2) {

canTurn = true;

}

}

// 向下可以走

if (canTurn) {

if (direction != 1) {

next\_x = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1);

next\_y = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1 + 1);

distance = GetDistance(des\_x, next\_x, des\_y, next\_y);

}

}

return distance;

}

double CGhost::turnLeft(int des\_x, int des\_y) {

int next\_x, next\_y;// 下一步的座標位置

double distance = INT\_MAX;

bool canTurn = false;

if (animation == &animation\_eyes || !isGoOut) {

// 狀態為眼睛時，可進入基地

// 或尚未從基地出去的鬼才可待在基地

if (map[MapIndex\_Y1][MapIndex\_X2 - 1] != 1 && map[MapIndex\_Y2][MapIndex\_X2 - 1] != 1) {

canTurn = true;

}

}

else {

// 狀態不為眼睛時，不可進入基地

if (map[MapIndex\_Y1][MapIndex\_X2 - 1] != 1 && map[MapIndex\_Y2][MapIndex\_X2 - 1] != 1 && map[MapIndex\_Y1][MapIndex\_X2 - 1] != 2 && map[MapIndex\_Y2][MapIndex\_X2 - 1] != 2) {

canTurn = true;

}

}

// 向左可以走

if (canTurn) {

if (direction != 4) {

next\_x = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1 - 1);

next\_y = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1);

distance = GetDistance(des\_x, next\_x, des\_y, next\_y);

}

}

return distance;

}

double CGhost::turnRight(int des\_x, int des\_y) {

int next\_x, next\_y;// 下一步的座標位置

double distance = INT\_MAX;

bool canTurn = false;

if (animation == &animation\_eyes || !isGoOut) {

// 狀態為眼睛時，可進入基地

// 或尚未從基地出去的鬼才可待在基地

if (map[MapIndex\_Y1][MapIndex\_X1 + 1] != 1 && map[MapIndex\_Y2][MapIndex\_X1 + 1] != 1) {

canTurn = true;

}

}

else {

// 狀態不為眼睛時，不可進入基地

if (map[MapIndex\_Y1][MapIndex\_X1 + 1] != 1 && map[MapIndex\_Y2][MapIndex\_X1 + 1] != 1 && map[MapIndex\_Y1][MapIndex\_X1 + 1] != 2 && map[MapIndex\_Y2][MapIndex\_X1 + 1] != 2) {

canTurn = true;

}

}

// 向右可以走

if (canTurn) {

if (direction != 3) {

next\_x = MAP\_START + BITMAP\_SIZE \* (MapIndex\_X1 + 1);

next\_y = MAP\_START + BITMAP\_SIZE \* (MapIndex\_Y1);

distance = GetDistance(des\_x, next\_x, des\_y, next\_y);

}

}

return distance;

}

double CGhost::GetDistance(int x1, int x2, int y1, int y2) {

int distance\_x = x1 - x2;

int distance\_y = y1 - y2;

return sqrt(distance\_x \* distance\_x + distance\_y \* distance\_y);

}

// 找座標在map陣列上的位置(X)

int CGhost::FindMapIndex\_X(int x)

{

return (x - MAP\_START) / BITMAP\_SIZE;

}

// 找座標在map陣列上的位置(Y)

int CGhost::FindMapIndex\_Y(int y)

{

return (y - MAP\_START) / BITMAP\_SIZE;

}

// 找Ghost四個點的陣列位置

void CGhost::GetMapIndex() {

MapIndex\_X1 = FindMapIndex\_X(x);// 左

MapIndex\_X2 = FindMapIndex\_X(x + 22);// 右

MapIndex\_Y1 = FindMapIndex\_Y(y);// 上

MapIndex\_Y2 = FindMapIndex\_Y(y + 22);// 下

}

void CGhost::LoadBitmap(int IDB[4][2]) {

// up

animation\_1.AddBitmap(IDB[0][0], RGB(0, 0, 0));

animation\_1.AddBitmap(IDB[0][1], RGB(0, 0, 0));

// down

animation\_2.AddBitmap(IDB[1][0], RGB(0, 0, 0));

animation\_2.AddBitmap(IDB[1][1], RGB(0, 0, 0));

// left

animation\_3.AddBitmap(IDB[2][0], RGB(0, 0, 0));

animation\_3.AddBitmap(IDB[2][1], RGB(0, 0, 0));

// right

animation\_4.AddBitmap(IDB[3][0], RGB(0, 0, 0));

animation\_4.AddBitmap(IDB[3][1], RGB(0, 0, 0));

// 躲避鬼

animation\_avoid.AddBitmap(IDB\_GHOST\_BLUE\_1, RGB(0, 0, 0));

animation\_avoid.AddBitmap(IDB\_GHOST\_BLUE\_2, RGB(0, 0, 0));

// 不穩定鬼 (躲避鬼變正常鬼間的不穩定狀態)

animation\_change.AddBitmap(IDB\_GHOST\_BLUE\_1, RGB(0, 0, 0));

animation\_change.AddBitmap(IDB\_GHOST\_WHITE\_2, RGB(0, 0, 0));

// 眼睛

animation\_eyes.AddBitmap(IDB\_GHOST\_EYES\_DOWN, RGB(0, 0, 0));

}

//

// 切換鬼的狀態

// 0 => 眼睛 to 正常鬼

// 1 => 正常鬼 to 躲避鬼

// 2 => 躲避鬼 to 不穩定鬼

// 3 => 不穩定鬼 to 眼睛

//

void CGhost::changeMode(int mode) {

if (mode == 0) animation = &animation\_4;// 正常鬼

else if (mode == 1) animation = &animation\_avoid;// 躲避鬼

else if (mode == 2) animation = &animation\_change;// 不穩定鬼

else if (mode == 3) animation = &animation\_eyes;// 眼睛

else if (mode == 4) stop = true;// 靜止狀態

direction = 0;

}

int CGhost::GetMode() {

//

// 0: 正常, 1: 躲避, 2: 眼睛

//

if (animation == &animation\_avoid || animation == &animation\_change) {

return 1;

}

else if (animation == &animation\_eyes) { // 眼睛視為正常狀態

return 2;

}

return 0;

}

int CGhost::GetX1() {

return x;

}

int CGhost::GetY1() {

return y;

}

int CGhost::GetX2() {

return x + animation->Width();

}

int CGhost::GetY2() {

return y + animation->Height();

}

void CGhost::SetTopLeft(int x, int y) {

animation->SetTopLeft(x, y);

this->x = x;

this->y = y;

}

void CGhost::restart()

{

animation = &animation\_1;

y = init\_y;

x = init\_x;

avoidTime = 0;

direction = 0;

isGoOut = false;

stop = false;

}

void CGhost::OnShow() {

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// \* 當狀態為躲避或不穩定時

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

if (animation == &animation\_avoid || animation == &animation\_change) {

avoidTime++;

}

// 躲避約8秒後，躲避鬼轉為不穩定狀態

if (avoidTime == 180) {

changeMode(2);

}

// 再經過約3秒，從不穩定狀態回到正常狀態

if (avoidTime == 230) {

avoidTime = 0;

changeMode(0);

}

animation->SetTopLeft(x,y);

animation->OnShow();

}

}

* CFood.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CFood: Food class

/////////////////////////////////////////////////////////////////////////////

class CPacman;

class CFood

{

public:

CFood();

CFood(int score);

bool HitPacman(CPacman \*pacman);// 是否碰到Pacman

bool IsAlive();// 是否活著

void LoadBitmap(int IDB1, int IDB2);// 載入圖形

void SetTopLeft(int x, int y);

void OnMove();// 移動

void OnShow();// 將圖形貼到畫面

int GetScore(); // 回傳food的分數

void SetXY(int nx, int ny);// 設定圓心的座標

void SetIsAlive(bool alive);// 設定是否活著

protected:

CAnimation foods;// food的圖

int x, y;// food的座標

bool is\_alive;// 是否活著

int score; // food的分數

private:

bool HitRectangle(int tx1, int ty1, int tx2, int ty2);// 是否碰到參數範圍的矩形

};

}

* CFood.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CPacman.h"

#include "CFood.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CFood: Food class

/////////////////////////////////////////////////////////////////////////////

CFood::CFood()

{

is\_alive = true;

x = y = 0;

}

CFood::CFood(int score)

{

is\_alive = true;

x = y = 0;

this->score = score;

}

bool CFood::HitPacman(CPacman \*pacman)

{

int adjust = 4;

// 檢測Pacman所構成的矩形是否碰到food

return HitRectangle(pacman->GetX1() + adjust, pacman->GetY1() + adjust, pacman->GetX2() - adjust, pacman->GetY2() - adjust);

}

bool CFood::HitRectangle(int tx1, int ty1, int tx2, int ty2)

{

int adjust = 4;

// 檢查是否有交集

return (tx2 >= x + adjust && tx1 <= (x + foods.Width() - adjust) && ty2 >= y + adjust && ty1 <= (y + foods.Height() - adjust));

}

bool CFood::IsAlive()

{

return is\_alive;

}

void CFood::LoadBitmap(int IDB1, int IDB2)

{

foods.AddBitmap(IDB1, RGB(0, 0, 0));

foods.AddBitmap(IDB2, RGB(0, 0, 0));

}

void CFood::OnMove()

{

if (!is\_alive) return;

}

void CFood::SetIsAlive(bool alive)

{

is\_alive = alive;

}

void CFood::SetXY(int nx, int ny)

{

x = nx; y = ny;

}

int CFood::GetScore()

{

return this->score;

}

void CFood::SetTopLeft(int x, int y)

{

foods.SetTopLeft(x, y);

this->x = x;

this->y = y;

}

void CFood::OnShow()

{

if (is\_alive) {

foods.SetTopLeft(x,y);

foods.OnMove();

foods.OnShow();

}

}

}

* CGameMap.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CGameMap: Map class

/////////////////////////////////////////////////////////////////////////////

class CFood;

class CPacman;

enum MAP\_ID// 定義各種地圖的編號

{

MAP\_1,// 0

MAP\_2,// 1

MAP\_3,// 2

MAP\_END// 3

};

using namespace std;

class CGameMap

{

public:

CGameMap();

~CGameMap();

void LoadBitmap();// 載入地圖

void OnShow();// 顯示地圖

void SetMap(int maptype);// 選擇地圖

int getFoodCount();// 取得小豆子數量

vector<CFood \*>\* getAllFoods();// 取得所有小豆子

int \*\*GetMap();// 取得地圖

void nextMap();// 切換到下一張地圖

void lastMap();// 切換到最後一張地圖

protected:

const int NUMMAPS;// 總地圖數

void setFoods(int map\_info[31][28]);// 配置地圖上豆子的位置

CMovingBitmap \*walls;// 牆壁顏色

CMovingBitmap \*currentWall;// 目前牆壁顏色

vector<CFood \*> allFoods;// 小豆子and大魔豆

int \*\*map;// 構成地圖的陣列

const int X, Y;// 大地圖左上角的座標

const int MW, MH;// 小地圖的長跟寬

int foodCount;// 小豆子數量

int MapType;// 地圖類型

int \*gameMaps;// 地圖順序

int currentLevel = 0;// 目前地圖

};

}

* CGameMap.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CPacman.h"

#include "CFood.h"

#include "CGameMap.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CGameMap: Map class

/////////////////////////////////////////////////////////////////////////////

CGameMap::CGameMap() :X(20), Y(20), MW(24), MH(24), NUMMAPS(4)

{

map = new int\*[31];

for (int i = 0; i < 31; i++)

{

map[i] = new int[28];

}

gameMaps = new int[NUMMAPS];

walls = new CMovingBitmap[NUMMAPS];

gameMaps[0] = MAP\_1;

gameMaps[1] = MAP\_2;

gameMaps[2] = MAP\_3;

gameMaps[3] = MAP\_END;

MapType = gameMaps[0];

currentWall = &walls[0];

}

CGameMap::~CGameMap()

{

for (int i = 0; i < (int)allFoods.size(); i++)

{

delete allFoods.at(i);

}

for (int i = 0; i < 31; i++)

{

delete[] map[i];

}

delete[] map;

delete[] walls;

delete[] gameMaps;

}

void CGameMap::setFoods(int map\_info[31][28])

{

for (int i = 0; i < foodCount; i++)

{

delete allFoods.at(i);

}

allFoods.clear();

foodCount = 0;

if (MapType == MAP\_END)

{

for (int i = 0 ; i < 31; i++)

{

for (int j = 0; j < 28; j++)

{

map[i][j] = map\_info[i][j];

}

}

allFoods.push\_back(new CFood(10));

allFoods.at(0)->LoadBitmap(IDB\_FOOD, IDB\_FOOD);

foodCount++;

return;

}

for (int i = 0; i < 31; i++)

{

for (int j = 0; j < 28; j++)

{

map[i][j] = map\_info[i][j];

if (map\_info[i][j] == 0 || map\_info[i][j] == 4)

{ // 小豆子

allFoods.push\_back(new CFood(10));

allFoods.at(foodCount)->LoadBitmap(IDB\_FOOD, IDB\_FOOD);

foodCount++;

}

else if (map\_info[i][j] == 3)

{ // 大魔豆

allFoods.push\_back(new CFood(50));

allFoods.at(foodCount)->LoadBitmap(IDB\_MAGICFOOD, IDB\_BLACKBMP);

foodCount++;

}

}

}

}

void CGameMap::SetMap(int maptype)

{

MapType = maptype;

if (MapType == MAP\_1)

{

currentLevel = 0;

int map\_info[31][28] = {

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 3, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 2, 2, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 0, 5, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 3, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1} };

setFoods(map\_info);

}

else if (MapType == MAP\_2)

{

currentLevel = 1;

int map\_info[31][28] = {

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 3, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 2, 2, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 5, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 3, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1}

};

setFoods(map\_info);

}

else if (MapType == MAP\_3)

{

currentLevel = 2;

int map\_info[31][28] = {

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 3, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 3, 1},

{1, 0, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1},

{1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1},

{0, 0, 0, 0, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 0, 0, 0, 0},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 2, 2, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 5, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 3, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1}

};

setFoods(map\_info);

}

else if (MapType == MAP\_END)

{

currentLevel = 2;

int map\_info[31][28] = {

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1},

{1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},

{1, 3, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 3, 1},

{1, 0, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1},

{1, 1, 1, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 1, 1, 1},

{4, 0, 0, 0, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 0, 0, 0, 4},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 2, 2, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 2, 2, 2, 2, 2, 2, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 0, 1, 1, 1},

{1, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 0, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 0, 1},

{1, 3, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1, 1, 0, 1, 1, 0, 1, 1, 1, 1, 3, 1},

{1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1},

{1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1}

};

setFoods(map\_info);

}

}

void CGameMap::nextMap()

{

currentLevel++;

SetMap(gameMaps[currentLevel]);

MapType = gameMaps[currentLevel];

currentWall = &walls[currentLevel];

}

void CGameMap::lastMap()

{

SetMap(gameMaps[3]);

MapType = gameMaps[3];

currentWall = &walls[3];

}

int CGameMap::getFoodCount()

{

return foodCount;

}

void CGameMap::LoadBitmap()

{

walls[0].LoadBitmap(IDB\_MAP1);

walls[1].LoadBitmap(IDB\_MAP2);

walls[2].LoadBitmap(IDB\_MAP3);

walls[3].LoadBitmap(IDB\_MAP3);

}

vector<CFood \*>\* CGameMap::getAllFoods()

{

return &allFoods;

}

void CGameMap::OnShow()

{

int currentFoodIndex = 0;

switch (MapType)

{

case MAP\_1:

walls[0].SetTopLeft(MAP\_START, MAP\_START);

walls[0].ShowBitmap();

break;

case MAP\_2:

walls[1].SetTopLeft(MAP\_START, MAP\_START);

walls[1].ShowBitmap();

break;

case MAP\_3:

walls[2].SetTopLeft(MAP\_START, MAP\_START);

walls[2].ShowBitmap();

break;

case MAP\_END:

walls[3].SetTopLeft(MAP\_START, MAP\_START);

walls[3].ShowBitmap();

break;

default:

break;

}

if (MapType == MAP\_END)

{

allFoods.at(0)->SetTopLeft(X + (MW \* 16), Y + (MH \* 17));

allFoods.at(0)->OnShow();

}

else {

for (int i = 0; i < 31; i++)

{

for (int j = 0; j < 28; j++)

{

switch (map[i][j])

{

case 0:

allFoods.at(currentFoodIndex)->SetTopLeft(X + (MW\*j), Y + (MH\*i));

allFoods.at(currentFoodIndex)->OnShow();

currentFoodIndex++;

break;

case 1:

break;

case 3:

allFoods.at(currentFoodIndex)->SetTopLeft(X + (MW\*j), Y + (MH\*i));

allFoods.at(currentFoodIndex)->OnShow();

currentFoodIndex++;

break;

default:

break;

}

}

}

}

}

int \*\*CGameMap::GetMap()

{

return map;

}

}

* CLevel.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CLevel: Level class

/////////////////////////////////////////////////////////////////////////////

class CLevel

{

public:

CLevel();

void LoadBitmap();

void SetTopLeft();

void OnShow();

void setLevel(int LV);// 紀錄關卡等級

void levelUp();// 關卡升級

int getLevel();// 取得關卡等級

private:

CMovingBitmap LEVEL\_text;// LEVEL文字

CInteger myLevel;// 關卡等級

};

}

* CLevel.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CLevel.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CLevel: Level class

/////////////////////////////////////////////////////////////////////////////

CLevel::CLevel()

{

// Level預設為1位數

myLevel = CInteger(1);

// 預設為1

myLevel.SetInteger(1);

}

void CLevel::LoadBitmap()

{

LEVEL\_text.LoadBitmap(IDB\_LEVEL\_TEXT, RGB(255, 255, 255));

myLevel.LoadBitmap();

}

void CLevel::setLevel(int LV)

{

myLevel.SetInteger(LV);

// 計算level的位數

int d = 1;

while (true)

{

LV = LV / 10;

if (LV != 0) d++;

else

{

myLevel.SetDigits(d); // 重設level的位數

break;

}

}

}

void CLevel::levelUp()

{

int nextLevel = myLevel.GetInteger() + 1;

setLevel(nextLevel);

}

int CLevel::getLevel()

{

return myLevel.GetInteger();

}

void CLevel::SetTopLeft()

{

LEVEL\_text.SetTopLeft(800, 130);

myLevel.SetTopLeft(820, 155);

}

void CLevel::OnShow()

{

LEVEL\_text.ShowBitmap();

myLevel.ShowBitmap();

}

}

* CLife.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CLife: Life class

/////////////////////////////////////////////////////////////////////////////

class CLife

{

public:

CLife();

void LoadBitmap();

void SetTopLeft();

void OnShow();

void setLife(int life);// 紀錄生命數量

int getLife();// 取得生命數量

private:

CMovingBitmap Pacman\_icon[4];// Pacman圖片顯示

CMovingBitmap Life\_multi;// Life的 X 號

CInteger myLife;// 生命數量

};

}

* CLife.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CLife.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CLife: Life class

/////////////////////////////////////////////////////////////////////////////

CLife::CLife()

{

// Life預設為1位數

myLife = CInteger(1);

// 預設為4

myLife.SetInteger(4);

}

void CLife::LoadBitmap()

{

for (int i = 0; i < 4; i++)

{

Pacman\_icon[i].LoadBitmap(IDB\_PACMAN\_RIGHT\_1, RGB(125, 125, 125));

}

Life\_multi.LoadBitmap(IDB\_LIFEMULTI, RGB(0, 0, 0));

myLife.LoadBitmap();

}

void CLife::OnShow()

{

for (int i = 0; i < myLife.GetInteger(); i++)

{

Pacman\_icon[i].ShowBitmap();

}

Life\_multi.ShowBitmap();

myLife.ShowBitmap();

}

void CLife::SetTopLeft()

{

for (int i = 0; i < 4; i++)

{

Pacman\_icon[i].SetTopLeft(800 + 25\*i, 360);

}

Life\_multi.SetTopLeft(800, 400);

myLife.SetTopLeft(830, 400);

}

void CLife::setLife(int life)

{

myLife.SetDigits(1);

myLife.SetInteger(life);

}

int CLife::getLife()

{

return myLife.GetInteger();

}

}

* CScore.h

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CScore: Score class

/////////////////////////////////////////////////////////////////////////////

class CScore

{

public:

CScore();

void LoadBitmap();

void SetTopLeft();

void OnShow();

void setScore(int profit);// 紀錄分數

int getScore();// 取得分數

private:

CMovingBitmap SCORE\_text;// Score的lable

CInteger myScore;// 累計的分數

int totalScore;// 總分(integer)

};

}

* CScore.cpp

#include "stdafx.h"

#include "Resource.h"

#include <mmsystem.h>

#include <ddraw.h>

#include "audio.h"

#include "gamelib.h"

#include "CScore.h"

namespace game\_framework {

/////////////////////////////////////////////////////////////////////////////

// CScore: Score class

/////////////////////////////////////////////////////////////////////////////

CScore::CScore()

{

myScore.SetInteger(0);

// 預設score只有1位數 (0);

myScore.SetDigits(1);

}

void CScore::LoadBitmap()

{

SCORE\_text.LoadBitmap(IDB\_SCORE\_TEXT, RGB(255, 255, 255));

myScore.LoadBitmap();

}

void CScore::SetTopLeft()

{

SCORE\_text.SetTopLeft(800, 50);

myScore.SetTopLeft(820, 75);

}

void CScore::setScore(int profit)

{

int newScore = profit;

myScore.SetInteger(newScore);

// 計算score的位數

int d = 1;

while (true)

{

newScore = newScore / 10;

if (newScore != 0)

{

d++;

}

else

{

myScore.SetDigits(d); // 重設score的位數

break;

}

}

}

int CScore::getScore()

{

return myScore.GetInteger();

}

void CScore::OnShow()

{

SCORE\_text.ShowBitmap();

myScore.ShowBitmap();

}

}