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负载均衡

可以通过在客户端进行负载均衡的处理，比如自己实现一定的连接策略。通俗点，就是按照自定义的方式获取对服务器的连接。这个可以参考某些jms中间件的实现。一般需要在客户端维护服务器的列表，每次连接时调用策略的来选择服务器。

基于客户端的解决方法需要每个客户程序都有一定的服务器集群的知识，进而把以负载均衡的方式将请求发到不同的服务器。例如，[Netscape Navigator](http://www.baike.com/sowiki/NetscapeNavigator?prd=content_doc_search)浏览器访问[Netscape](http://www.baike.com/sowiki/Netscape?prd=content_doc_search)的主页时，它会随机地从一百多台服务器中挑选第N台，最后将请求送往wwwN.netscape.com。然而，这不是很好的解决方法，Netscape只是利用它的Navigator避免了RR-DNS解析的麻烦，当使用IE等其他浏览器不可避免的要进行RR-DNS解析。

[Smart Client](http://www.baike.com/sowiki/SmartClient?prd=content_doc_search)是[Berkeley](http://www.baike.com/sowiki/Berkeley?prd=content_doc_search)做的另一种基于客户端的解决方法。服务提供一个[Java Applet](http://www.baike.com/sowiki/JavaApplet?prd=content_doc_search)在客户方浏览器中运行，Applet向各个服务器发请求来收集服务器的负载等信息，再根据这些信息将客户的请求发到相应的服务器。高可用性也在Applet中实现，当服务器没有响应时，Applet向另一个服务器转发请求。这种方法的透明性不好，Applet向各服务器查询来收集信息会增加额外的网络流量，不具有普遍的适用性。

ID分配

有些时候需要给资源分配一个唯一id(32bit or 64bit or CHAR[N])，首先我们有个基本前提，如果是单线程分配，那么我们无需下面的方法，直接++value即可(CHAR型无论几线程都可使用GUID)顺序产生不重复序列，下面讨论的方法都是多线程下的分配策略：

方法1、 win下做简单的方法莫过于使用InterlocckedIncrement(or InterlockedIncrement64)了，这个调用也很简单，每次递增一个，多线程间保证顺序递增绝无重复。此方法只可在单一进程上使用。

方法2、区间法，每个线程一次申请一个id区间[m, n]，用完了再申请下一个区段，申请的时候锁一次，其他时间都不用锁，效率比3略低，比1高。此方法也只可在一个进程上使用，当然如果申请的策略修改一下也可实现多个进程甚至不同机器上的进程之间独立分配id。

方法3、方法1虽然简单但毕竟InterlockedXXX系列函数调用还是有些耗时的，大概50cpu周期级别，更简单的方法可以使用线程切分原理，如有3个线程参与id分配，我们这样分配：

线程1  base=1, step =3，序列1,4,7,10,…

线程2  base=2, step=3，序列2,5,8,11,…

线程3  base=3, step=3，序列3,6,9,12,…

绝无重复，调用非常简单每个线程id = base; base += step;即可。

此方法在单进程上使用很简单，如果要拓展到多个进程上使用要通过配置来实现，但也是不难的。

方法4、如果id可用GUID表示那么方法要简单一点，生成id直接调用guid生成算法，这个id生成算法即使在多个进程之间甚至不同机器之间也可以保证唯一，也有其价值。

通信可靠高效

考虑到各种网络故障,在基于socket的网络通信应用上，,可以使用可达性测试算法,使得服务器可靠地辨别哪些客户端无法被服务器访问。算法主要包括以下步骤：

1、客户端自身启动一个socket监听线程，然后向服务器请求登录。登录消息中包括客户端的监听端口号，但不包括自己的IP地址。

2、服务端检验客户端的合法性，如果合法，则发送验证成功消息。

3、服务器通过客户端发起的链接获取客户端的IP地址（链接对等端IP地址）以及登录消息中的监听端口号，向客户端发起链接。如果连接不成功，服务器将客户端标记为不可达；如果连接成功，则发送可达性测试报文，然后等待客户端回复。

4、如果客户端收到可达性测试报文，则进行确认回复，服务器收到确认后标记客户端为可达。如果服务器在一定时间后还未收到客户端的回复确认，则标记客户端为不可达。

协议

当用socket进行进程通信，传输数据的时候，会出现以下一些情况：

（1）完整的一条消息被系统拆分成几条发送，例如要发送一条消息：Hello World ，却被系统分成两条消息发送，分别为：Hello 和 World。

（2）几条独立的消息被系统合成一条消息发送，例如要发送两条消息分别为：a memory from my past和it’s been a year，却被系统和成一条消息发送：a memory from my pastit’s been a year。

这个时候，需要为socket通信设计一种通信协议，以保证数据的准确性。

这是网上找到的某种通信协议设计如下：

![C:\Users\Administrator\Desktop\1339822494_2865.JPG](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RCcRXhpZgAATU0AKgAAAAgABAE7AAIAAAAOAAAISodpAAQAAAABAAAIWJydAAEAAAAcAAAQeOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEFkbWluaXN0cmF0b3IAAAHqHAAHAAAIDAAACGoAAAAAHOoAAAAIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEEAZABtAGkAbgBpAHMAdAByAGEAdABvAHIAAAD/4QpmaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLwA8P3hwYWNrZXQgYmVnaW49J++7vycgaWQ9J1c1TTBNcENlaGlIenJlU3pOVGN6a2M5ZCc/Pg0KPHg6eG1wbWV0YSB4bWxuczp4PSJhZG9iZTpuczptZXRhLyI+PHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOmRjPSJodHRwOi8vcHVybC5vcmcvZGMvZWxlbWVudHMvMS4xLyIvPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIj48ZGM6Y3JlYXRvcj48cmRmOlNlcSB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6bGk+QWRtaW5pc3RyYXRvcjwvcmRmOmxpPjwvcmRmOlNlcT4NCgkJCTwvZGM6Y3JlYXRvcj48L3JkZjpEZXNjcmlwdGlvbj48L3JkZjpSREY+PC94OnhtcG1ldGE+DQogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9J3cnPz7/2wBDAAcFBQYFBAcGBQYIBwcIChELCgkJChUPEAwRGBUaGRgVGBcbHichGx0lHRcYIi4iJSgpKywrGiAvMy8qMicqKyr/2wBDAQcICAoJChQLCxQqHBgcKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKir/wAARCAA8AfIDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD0v4la7ren+INHsdF1ifTIp7W5mlMEMLs7I8IXPmo+AN7dMVyv9v8Ai7/octT/APASy/8Aket34pf8jnoP/YPvP/RlvXM19PluFoVcOpTim7s/O+IMyxmGxzp0ajSstCz/AG/4u/6HLU//AAEsv/kej+3/ABd/0OWp/wDgJZf/ACPVaivR+oYX+RHg/wBtZj/z+ZZ/t/xd/wBDlqf/AICWX/yPR/b/AIu/6HLU/wDwEsv/AJHqtRR9Qwv8iD+2sx/5/Ms/2/4u/wChy1P/AMBLL/5Ho/t/xd/0OWp/+All/wDI9VqKPqGF/kQf21mP/P5ln+3/ABd/0OWp/wDgJZf/ACPVfUPE/jG00u6uY/GOol4YXkUNaWWCQpIz+4pKo61/yANQ/wCvWT/0E1E8DhlFvkRpSznMHUinVe6Or0u88UX2j2d3L411YSTwJIwW1scAsoJx/o/Tmre7xL/0O2sf+A1j/wDI1V/D/wDyLOl/9ecX/oArRr4o/Xitu8S/9DtrH/gNY/8AyNRu8S/9DtrH/gNY/wDyNVmigCtu8S/9DtrH/gNY/wDyNRu8S/8AQ7ax/wCA1j/8jVZooArbvEv/AEO2sf8AgNY//I1G7xL/ANDtrH/gNY//ACNVmigCtu8S/wDQ7ax/4DWP/wAjVjxaz4sfxPqGmnxnqnk2tvBKjC1stxMhkBz/AKPjHyDHHc10Nczb/wDI/a1/152f8566sJCM60YyV1/wDSmk5pM1PtXif/oddX/8BbH/AOR6PtXif/oddX/8BbH/AOR6kor3fqtD+VHZ7OHYj+1eJ/8AoddX/wDAWx/+R6PtXif/AKHXV/8AwFsf/kepKKPqtD+VB7OHYj+1eJ/+h11f/wABbH/5Ho+1eJ/+h11f/wABbH/5HqSij6rQ/lQezh2I/tXif/oddX/8BbH/AOR6PtXif/oddX/8BbH/AOR6koo+q0P5UHs4djI8Q654t0nRZLy28Z6m0iyxIBJa2RGHkVT0tx2Y1v48Sf8AQ7az/wCA1j/8jVzPjX/kVZv+u9v/AOj467GvzDjbF18BXoxwsnFNO9vU68NQpTvzR7FTHiT/AKHbWf8AwGsf/kajHiT/AKHbWf8AwGsf/kardFfAf23mX/P5nZ9VofyoqY8Sf9DtrP8A4DWP/wAjUY8Sf9DtrP8A4DWP/wAjVboo/tvMv+fzD6rQ/lRUx4k/6HbWf/Aax/8AkajHiT/odtZ/8BrH/wCRqt0Uf23mX/P5h9VofyoqY8Sf9DtrP/gNY/8AyNRjxJ/0O2s/+A1j/wDI1W6KP7bzL/n8w+q0P5UVMeJP+h21n/wGsf8A5Gox4k/6HbWf/Aax/wDkardFH9t5l/z+YfVaH8qKmPEn/Q7az/4DWP8A8jUY8Sf9DtrP/gNY/wDyNVuij+28y/5/MPqtD+VFTHiT/odtZ/8AAax/+Rqy/Eup+KdF8L6jqdt4z1WSW0t3lRZLax2kgZAOLcHH41v1keK4oJvCOqRXjBIHtnEjFtuFxyc9q2w+d5g60FKq2rr8yKmFoqDaj0Ldv4s12Cyjgl1BriRCN1xLDGHfnPIVQvPThRx781V1LxD4jvp1ktfEF1pqqu0x2tvbsrHPU+ZE5z9DjjpVGiulZrjk7+1f3nyXM+5p2vifxBb6dJbTaxNdSvuxdTQQiRMjjARFTjqMqffNU7bWvFEF1HLL4s1C5RGBaGW2tArj0O2ANj6EGoKKP7Wx3/P1/ePmfc3x4z1kSFvOjIIACeUMDGefXnPr2HvnEGreKRIG/wCEx1MjOdhtbLH0/wCPfP61HRQs1xy/5ev7xcz7mlqfiXxDfrGLXWp9M2E7jawQNvz6+bG/T2x1pdM8TeILBJBda1PqRcgq11BCpT2Hlxp+uazKKP7Vx1re1f3hzPuMl8V+KdQ8Q3drF4kurGG1toCFt7a2O9m37mYvE3Pyjpge1Tf2p4q/6HTVf/AWx/8AkesWx/5G7Vv+ve2/nLWxW1XNcdGSSqvZfkj7TLcHQq4WE5xTbv8Amx39qeKv+h01X/wFsf8A5Ho/tTxV/wBDpqv/AIC2P/yPTaKy/tfH/wDP1nof2fhf5EO/tTxV/wBDpqv/AIC2P/yPR/anir/odNV/8BbH/wCR6bRR/a+P/wCfrD+z8L/Ih39qeKv+h01X/wABbH/5Ho/tTxV/0Omq/wDgLY//ACPTaKP7Xx//AD9Yf2fhf5EO/tTxV/0Omq/+Atj/API9Ry+IPFdhJaznxZqFyv2y3jeGa1s9jq8yKwO2AHox6EGnVS1X/j3tv+v60/8ASiOurB5rjZ4mnGVRtOSX4mGIwOGjRnJQV0n+R7nRRRX6afFnlnxS/wCRz0H/ALB95/6Mt65mum+KX/I56D/2D7z/ANGW9czX1+U/7qvVn5XxP/yMX6IKKKxLt3i8YWhSKWYNZSkxxuAMh4wGwSBwGI9ea9OcuVXPn6VP2jav0b+426K5fSdTe3Gpb1fzZtXa2hSVshMopx1wAPmOAeTx3q3c6zqFrbH7RaRRTKJmxv3+YExghVJIDZ5J+73zkZzVeLjdm8sHUU+Vf1pc3aK5XXNXfUfDurR2qrH9nslklLMc5dNwAx6DBz36e9dVVQqKbaX9b/5GVWhKlFOW76fJP8bhVHWv+QBqH/XrJ/6CavVR1r/kAah/16yf+gmqqfAyaP8AFj6o67w//wAizpf/AF5xf+gCtGs7w/8A8izpf/XnF/6AK0a/PT90Ciorm3S7t2hkZ1RsZ2OVJAOcZHPPSuW0G2NxrfiRRJKWtNSQWwMzBUHkRNt6/dJJyPc0AddRXMr4rmk0WW8jtIzPaWk815btIQYZIyR5ecHqVfBxyFz3qH/hLry1nRdTsIFS6tY7i1aKfIJaSOPY5IGMNKhyMjBPpyAdZRVHTri/lkuYtRtVhMUgEUqMCJkIzu25JU5yMH0yKvUAFczb/wDI/a1/152f8566auZt/wDkfta/687P+c9dmB/3iPz/ACNaPxo2KKKK+kO45rXLS2ufG+gLcW8UoaG6DB0DA4CYzn0qjFfTaP4l1qw05oxYwxWrxpMWMdvNK5UoijnlcMEHcgDG6uoutKs726hubiNzPAGEUiyshQN1wQRjOBn6UxtE019Peyayh+zu4kZAuNzgghieu7IBz14rB05XbX9aWJ5XcxE1fV7ubT0WW3t3/tSa0mBgJEirDI6nG/j7oyMnnHPY29M1q7u9ait5fsz208M8sckCtgeXIigBifnBDjkKBkcZq8ugaWibVsogPOFx0/5aYxu/IkfifU0W2g6XZ3Ec9rZRRSRb/LKjGzecsAOwyM46U1Ga6gkzQooorYowfGv/ACKs3/Xe3/8AR8ddjXHeNf8AkVZv+u9v/wCj467Gvx7xD/3mh/hf5ndg95fL9Qooor8xO8KKKKACiud8eu8fgXU5IpHikSMMjxuVZTuHII5FVteeTQtc0GbS5pB9uvxZ3FoZCySxsjEuFJ4K7QcjtkHNddLDe0imnq7/AIJP9TOU+V/d+J1dFcbc+LdQbSdSkgigjmh0p7+Fxl0UjOVz0k6DDqcH0rRv9evLDUEhaCB0Wa2ik2sST50gjzx9zbkEBvvc4xim8HVTt1/4b/P+kHtYnQ0UUVxmgUUUUAFYXjaCS58C6zBAheSSzkVVHcla3azvEBx4dvyXCYgb5j/Dx1rfDyca0GujX5mdX4JehmUUUV3HxIUUVga7dTHxDoWlq7x217JM07RsVZhGm4JkdiTk+oGOma0pU3Ulyrs39yu/yA36KxdV0iT7Dcf2RciylkjEaRl2WIneD0B+Unlcrz83qBUHh28ik1G7tpbG40y+SKMyWTtuiCgtiSMjggkkEjHTkVoqKdN1Iu9v+B/X57jsdDRRRXOIyLH/AJG7Vv8Ar3tv5y1sVj2P/I3at/172385a2K1r/GvSP5I+/yn/cofP82FFFYfjOR4vB+oSxOySJGGVkbDA7h0NTSh7SpGHdpfeehOXJFy7G5RWBeXcul2l/fw6bJELW2Dqs0/yy8knhSwyNo/767U1/Es1td3dpeW0QuIp7eGLy5CVbzjhckjjGCTxz2rVYacleGv3eXn5oh1orSX9b/5M6GisPQPOGsa8twysy3iY2E4wYIzwD069K3KyqQ5JWvfb8VcuEuZXCqWq/8AHvbf9f1p/wClEdXapar/AMe9t/1/Wn/pRHXRgP8Ae6X+KP5oyxX8Cfo/yPc6KKK/Xz8/PLPil/yOeg/9g+8/9GW9czXTfFL/AJHPQf8AsH3n/oy3rma+vyn/AHVerPyvif8A5GL9EFV2sbdtRS+Kt9oSMxq3mNgKSCRjOOoHbtViivVaT3Pm1Jx2ZnNoOnPbXMDQMUuZvPkzK5Jk4+YHOVPA6Y6Uh0HT2WMPHKzIrJvNxJvcNjcGbdls4HXPQVpUVHs4dka/WK38z+9+n5GVJ4a0uRCjQyhGhEDqtxIPMQdA2G+bGTgnnmtRVCIqjOFGBkkn8z1paKcYRjsrEzq1Jq05N+oVR1r/AJAGof8AXrJ/6CavVR1r/kAah/16yf8AoJoqfAx0f4sfVHXeH/8AkWdL/wCvOL/0AVo1neH/APkWdL/684v/AEAVo1+en7oFUYdMg09r6402EC5vGMsnmSttkkCgAnOcDAA4HQdKvUUAYD6FPLoGsRmO1i1HVo380xk+WGMflqN2MkAAc46knAzUtr4asm0ZbTVLdbl3tEtZt8jSDaB0UnkDPORg5APYY2qKAKmnaZbaXAY7bzW3HLPPM8rn0yzEnA7DoKt0UUAFczb/API/a1/152f8566auZt/+R+1r/rzs/5z12YH/eI/P8jWj8aNisLxVNNBFpjQTywmTUoIn8tyu5GbDKceordqhq2kR6vHbpLcTwfZ51uEMO3O9Tlc7lPevoZpuLSO17D9Qv106KBRG0ss8nkwpz8zbS3JAJwFVjnB6Vmx+I7uWW3t10eZLqdJiI5X2KDEyg8kZKncCDj8KmvPDseoQlbzUL2SQOkkMwZEe3Zc4ZNqgA/MQcg5HFPTQUS6tbn7dePPbpInmOyEyb9uS3y9flXGMAY6VL529BalF/F8R0+C6trR5PN05tSZHfbtiXGQDg5b5unA9xVfWNZvbjS9aSGMW8cOjreRTJMyyozLKR0HYxjv+ecCK98MSxPp1nbpezWVlbCKGWGSAurZ53rKu3GAuCoz1zWrN4cF9BN9uvrnzbqzFncNEUAkQFsE/Ljdh2GQAOc4HGM/3krp/wBaC95k2karJeXM9lcWzQzW0UUmTIH3o4baT6HKNkc9uTWrVCz0mOz1Ga8SeaSSaGOFg+3biPdtPAHPzN+dX63je2pauYPjX/kVZv8Arvb/APo+OuxrjvGv/Iqzf9d7f/0fHXY1+QeIf+80P8L/ADO7B7y+X6hRRRX5id4UUUUAVNT0y01jTpLHUY2ltpcb0EjJuwc9VINRR6Jp8d6t4YWmuEQokk8rylFPULvJ257461oUVoqs1HlUnb/MTim72MWLwjo0MJhS3mMZtWtNj3UrDyWGCmC3THT07Yobwno7u7tDcbpPLLt9smBcxkFGJ38sCBhjzx1raoq/rNe9+d/eyeSHYKKKKwLCiiigArA8cxvN4C1uOJGd3spAqqMknaeAK36xfGF21j4M1a6jUM0Nq7gN0JArowt/bwtvdfmZ1fgl6FWiiiu0+JCq19p9rqMKxXkW8I4kQhirIw6MrAgg+4NWaKcZOLunZgUm0i1ktmhm86UMVJd53L/KwYYbORyAeMdKfb6db211JcoHeeRAjSSOXbaM4UZ6Dk9Pxq1RVOpNq1wCiiioAyLH/kbtW/697b+ctbFY9j/yN2rf9e9t/OWtita/xr0j+SPv8p/3KHz/ADYVW1DT7bVLGSzvkaSCTh0Dsme/VSDVmisoycWmnZnpNJqzM+bRLG5iljuFnlSWMxOr3UpypIJH3uOg5HNNuPD+m3ZuTcW7O1z5fmsZXyTHyhBzwQeQRg1pUVarVFtJ/f8A12RLpwe6RUsdLttPknkthKXuGVpWkmeQsQoUH5iewA/CrdFFRKUpO8ncpJJWQVS1X/j3tv8Ar+tP/SiOrtUtV/497b/r+tP/AEojrrwH+90v8UfzRhiv4E/R/ke50UUV+vn5+eWfFL/kc9B/7B95/wCjLeuZr1rxH4L0jxTc2txqq3ImtEdInt7l4SFcqWB2kZ5RfyrI/wCFTeG/+emq/wDgzm/+Kr28FmUMPR9nKLZ8fm3D9bH4p14TSVktb9DzyivQ/wDhU3hv/npqv/gzm/8AiqP+FTeG/wDnpqv/AIM5v/iq7P7apfys8n/VHEf8/I/ieeUV6H/wqbw3/wA9NV/8Gc3/AMVR/wAKm8N/89NV/wDBnN/8VR/bVL+Vh/qjiP8An5H8TzyivQ/+FTeG/wDnpqv/AIM5v/iqP+FTeG/+emq/+DOb/wCKo/tql/Kw/wBUcR/z8j+J55VHWv8AkAah/wBesn/oJr1H/hU3hv8A56ar/wCDOb/4qmS/CHwxNC8UraoyOpVgdTm5B6/xUpZzTcWuVl0+E8RGal7RaPzOf8P/APIs6X/15xf+gCtGtaL4X6DBCkMNzrCRxqFVV1WcBQOAB81P/wCFaaL/AM/mtf8Ag1n/APiq+ZP0MxqK2f8AhWmi/wDP5rX/AINZ/wD4qj/hWmi/8/mtf+DWf/4qgDGorZ/4Vpov/P5rX/g1n/8AiqP+FaaL/wA/mtf+DWf/AOKoAxqK2f8AhWmi/wDP5rX/AINZ/wD4qj/hWmi/8/mtf+DWf/4qgDGrmbf/AJH7Wv8Arzs/5z13/wDwrTRf+fzWv/BrP/8AFVCvwo8Ordy3Im1cTSqqu/8Aak2WC5wCd3bcfzrfD1VSqKb6Fwlyyuc9RXS/8Kw0L/n61j/waz//ABVH/CsNC/5+tY/8Gs//AMVXq/2lD+VnR7ddjmqK6X/hWGhf8/Wsf+DWf/4qj/hWGhf8/Wsf+DWf/wCKo/tKH8rD267HNUV0v/CsNC/5+tY/8Gs//wAVR/wrDQv+frWP/BrP/wDFUf2lD+Vh7ddjmqK6X/hWGhf8/Wsf+DWf/wCKo/4VhoX/AD9ax/4NZ/8A4qj+0ofysPbrseeeNf8AkVZv+u9v/wCj467Grtz8JvDl5AYbmXVpIyysVbVJiCQQR/F6gVY/4Vro3/P7rX/g2n/+Kr4fifLJ51Vp1KUlHlTWvm/I6KGNjTvdbmVRWr/wrXRv+f3Wv/BtP/8AFUf8K10b/n91r/wbT/8AxVfJf6n4n/n5H8Tp/tKH8rMqitX/AIVro3/P7rX/AINp/wD4qj/hWujf8/utf+Daf/4qj/U/E/8APyP4h/aUP5WZVFav/CtdG/5/da/8G0//AMVR/wAK10b/AJ/da/8ABtP/APFUf6n4n/n5H8Q/tKH8rMqitX/hWujf8/utf+Daf/4qj/hWujf8/utf+Daf/wCKo/1PxP8Az8j+If2lD+VmVRWr/wAK10b/AJ/da/8ABtP/APFUf8K10b/n91r/AMG0/wD8VR/qfif+fkfxD+0ofysyqK1f+Fa6N/z+61/4Np//AIqj/hWujf8AP7rX/g2n/wDiqP8AU/E/8/I/iH9pQ/lZlVk+KYIrrwnqcFy22KS2dXOcYBHPNdX/AMK10b/n91r/AMG0/wD8VSH4Z6G42yXOryIeqPqk5VvYjdyK0p8JYmE1P2i0d+pE8xhKLXKzh6K7m7+GmgXd3JOzalEXOSkOoTIg+ihsCrc/gPQp9MSxMVwiqFHmx3UiynHq4OT7+tb/AOq+J09+P4/5HgezZ53RXfad8O9B065MyC+nJUrtub6WVfrgt1461cn8GaJPaywG1dBLnLxzOrrn0YHIpPhfE30nH8f8g9mzzWiu6s/hroFldpcK2ozFM/JPqE0iHjHKlsGn6h8OdB1C689/t0B2hdltfSxLx7BsZp/6r4i/xq3zD2bOCor0e18EaHaWK2q280qqc+ZNcO7nnPLE5/8ArVDqXw/0HU3jaRLu32AgC1vJIgfrtbmkuF8Tf442+f8AkHs2eT2P/I3at/172385a2K64fCPw0s8kySasssihXcanNkgZxn5u2T+dLF8J9AiUhrzWpMnq+qTZ/Rq1qcM15yv7RbLv0SR9Jg80p4ehGlKLbX+ZyFFdn/wqvw//wA99X/8Gk//AMVR/wAKr8P/APPfV/8AwaT/APxVZ/6rV/8An4vxOv8Atul/IzjKK7P/AIVX4f8A+e+r/wDg0n/+Ko/4VX4f/wCe+r/+DSf/AOKo/wBVq/8Az8X4h/bdL+RnGUV2f/Cq/D//AD31f/waT/8AxVH/AAqvw/8A899X/wDBpP8A/FUf6rV/+fi/EP7bpfyM4yqWq/8AHvbf9f1p/wClEdegf8Kr8P8A/PfV/wDwaT//ABVLH8LfDqTwys2py+TKkqpLqUzKWRgy5BbnkCt8Nw3Xo1oVHNe60+vRmdbOKdSnKCi9U0dlRWfJoGjzSvLNpNjJI7FmdrZCWJ6knHJor7c+aP/Z)

Head：帧头，2个字节，此处为0xa5a5

Type：通信类型，1个字节，范围0x00~0xff

Data Length：数据长度，1个字节，即Data的字节总数，

Data：实际传输的数据，长度不定

CS：校验值，1个字节，type、data length、data三个域所有字节的异或值，实际中并没用到校验

End：帧尾，2个字节，此处为0xbeef

假设socket客户端C和服务端S通信，C向S发送消息M1。

1、  S收到消息M1。S把消息M1拷贝到缓存Q中，Q为循环队列。假如M1的长度大于Q的剩余空间，则只拷贝剩余空间大小的字节到Q。

2、  从Q的当前指针开始，查找帧头<Head>。如果找到，则当前指针向后移2个字节位置，继续查找<Type>；如果没找到，则删除前1个字节，当前指针向后移1个字节位置，继续查找<Head>

3、  从Q的当前指针开始，查找<Type>。如果Q中至少还剩一个字节，则表示找到，当前指针向后移1个字节位置，否则退出解析。

4、  从Q的当前指针开始，查找<DataLength>。如果Q中至少还剩一个字节，则表示找到，当前指针向后移1个字节位置，否则退出解析。

5、  从Q的当前指针开始，向后移DataLength个字节位置，查找<End>。如果找到，则从Q中取出一条完整的消息P1，并从Q中删除此消息空间，调用外部的回调函数；否则删除帧头的第一个字节a5，当前指针指向帧头第二个字节a5位置，从步骤2开始，重新一轮解析。

消息队列

[MQ](http://baike.baidu.com/view/732119.htm)是消费-生产者模型的一个典型的代表，一端往[消息队列](http://baike.baidu.com/view/262473.htm)中不断写入消息，而另一端则可以读取或者订阅队列中的消息。MQ和[JMS](http://baike.baidu.com/view/157103.htm)类似，但不同的是JMS是SUN JAVA[消息中间件](http://baike.baidu.com/view/3118541.htm)服务的一个标准和API定义，而MQ则是遵循了AMQP协议的具体实现和产品。

消息队列上，我们组使用了RabbitMQ。消息队列的使用过程大概如下：

1、客户端连接到消息队列服务器，打开一个channel。  
2、客户端声明一个exchange，并设置相关属性。  
3、客户端声明一个queue，并设置相关属性。  
4、客户端使用routing key，在exchange和queue之间建立好绑定关系。  
5、客户端投递消息到exchange。

6、exchange接收到消息后，就根据消息的key和已经设置的binding，进行消息路由，将消息投递到一个或多个队列里。

rabbitMQ则具有以下优点

1. 基于erlang语言开发具有高可用高并发的优点，适合集群服务器。

2.健壮、稳定、易用、跨平台、支持多种语言、文档齐全。

3.有消息确认机制和持久化机制，可靠性高。

4. RabbitMQ支持消息的持久化，也就是数据写在磁盘上

5.开源

垃圾消息过滤

垃圾消息过滤的方法常常基于以下几个方面

1、垃圾关键词精确匹配（黑名单）

通过分析预料，总结一下反映垃圾消息特征的关键词或者关键短语，例如：“订购热线”、“欢迎咨询”等明显的垃圾广告词语。一旦在评论正文中匹配出黑名单中的词汇或者短语，即判为垃圾评论。

2、重复消息

同一个客户端所发送的消息中，经常会有大量的同一消息，或者在不同客户端发送的消息中，存在大量相似或完全相同的消息。

3、包含字符

消息中包含的文字很少，却含有大量的链接，或者在消息中包含大量的字符或者特殊字符。

垃圾消息过滤的算法包括了许多数据挖掘的内容，如k近邻、朴素贝叶斯、支持向量机、boosting方法等等

安全

Socket在通信的过程中：  
1：不验证用户，无法确定通信对方究竟是谁，只能知道一个IP地址和端口。   
  
2：不加密数据，完全是明文；只要在通信路径上截取到数据报文，就可以解读。

针对以一个问题，通常在服务端指定允许链接的IP地址。当收到一个连接请求时，解析出其IP。如果是指定的IP，就允许链接，否则就refuse掉。但是这样的方法也存在一定的问题，因为IP是完全可以伪造的。

针对第二个问题，可以使用SSL。它是Secure Socket Layer的，即安全的套接层。它就是用于给普通Socket提供安装功能，实现安全的几个主要功能，包括认证，加密数据使数据不可读，防止数据被修改，维持数据完整性等等。具体的实现技术，大体上就是在通信之前先通过数字证书认证身份，并且商定HASH协议，然后在通信时通过对方的公钥来加密发送的数据。只有拥有私钥的人才能解密这个数据。