Python List

In Python, the sequence of various data types is stored in a list. A list is a collection of different kinds of values or items. Since Python lists are mutable, we can change their elements after forming. The comma (,) and the square brackets [enclose the List's items] serve as separators.

Although six Python data types can hold sequences, the List is the most common and reliable form. A list, a type of sequence data, is used to store the collection of data. Tuples and Strings are two similar data formats for sequences.

Lists written in Python are identical to dynamically scaled arrays defined in other languages, such as Array List in Java and Vector in C++. A list is a collection of items separated by commas and denoted by the symbol [].

List Declaration

**Code**

1. # a simple list
2. list1 = [1, 2, "Python", "Program", 15.9]
3. list2 = ["Amy", "Ryan", "Henry", "Emma"]
5. # printing the list
6. **print**(list1)
7. **print**(list2)
9. # printing the type of list
10. **print**(type(list1))
11. **print**(type(list2))

**Output:**

[1, 2, 'Python', 'Program', 15.9]

['Amy', 'Ryan', 'Henry', 'Emma']

< class ' list ' >

< class ' list ' >

Characteristics of Lists

The characteristics of the List are as follows:

* The lists are in order.
* The list element can be accessed via the index.
* The mutable type of List is
* The rundowns are changeable sorts.
* The number of various elements can be stored in a list.

Ordered List Checking

**Code**

1. # example
2. a = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6 ]
3. b = [ 1, 2, 5, "Ram", 3.50, "Rahul", 6 ]
4. a == b

**Output:**

False

The indistinguishable components were remembered for the two records; however, the subsequent rundown changed the file position of the fifth component, which is against the rundowns' planned request. False is returned when the two lists are compared.

**Code**

1. # example
2. a = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6]
3. b = [ 1, 2, "Ram", 3.50, "Rahul", 5, 6]
4. a == b

**Output:**

True

Records forever protect the component's structure. Because of this, it is an arranged collection of things.

Let's take a closer look at the list example.

**Code**

1. # list example in detail
2. emp = [ "John", 102, "USA"]
3. Dep1 = [ "CS",10]
4. Dep2 = [ "IT",11]
5. HOD\_CS = [ 10,"Mr. Holding"]
6. HOD\_IT = [11, "Mr. Bewon"]
7. **print**("printing employee data ...")
8. **print**(" Name : %s, ID: %d, Country: %s" %(emp[0], emp[1], emp[2]))
9. **print**("printing departments ...")
10. **print**("Department 1:\nName: %s, ID: %d\n Department 2:\n Name: %s, ID: %s"%( Dep1[0], Dep2[1], Dep2[0], Dep2[1]))
11. **print**("HOD Details ....")
12. **print**("CS HOD Name: %s, Id: %d" %(HOD\_CS[1], HOD\_CS[0]))
13. **print**("IT HOD Name: %s, Id: %d" %(HOD\_IT[1], HOD\_IT[0]))
14. **print**(type(emp), type(Dep1), type(Dep2), type(HOD\_CS), type(HOD\_IT))

**Output:**

printing employee data...

Name : John, ID: 102, Country: USA

printing departments...

Department 1:

Name: CS, ID: 11

Department 2:

Name: IT, ID: 11

HOD Details ....

CS HOD Name: Mr. Holding, Id: 10

IT HOD Name: Mr. Bewon, Id: 11

<class ' list '> <class ' list '> <class ' list '> <class ' list '> <class ' list '>

In the preceding illustration, we printed the employee and department-specific details from lists that we had created. To better comprehend the List's concept, look at the code above.

List Indexing and Splitting

The indexing procedure is carried out similarly to string processing. The slice operator [] can be used to get to the List's components.

The index ranges from 0 to length -1. The 0th index is where the List's first element is stored; the 1st index is where the second element is stored, and so on.
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We can get the sub-list of the list using the following syntax.

1. list\_varible(start:stop:step)

* The beginning indicates the beginning record position of the rundown.
* The stop signifies the last record position of the rundown.
* Within a start, the step is used to skip the nth element: stop.

The start parameter is the initial index, the step is the ending index, and the value of the end parameter is the number of elements that are "stepped" through. The default value for the step is one without a specific value. Inside the resultant Sub List, the same with record start would be available, yet the one with the file finish will not. The first element in a list appears to have an index of zero.

Consider the following example:

**Code**

1. list = [1,2,3,4,5,6,7]
2. **print**(list[0])
3. **print**(list[1])
4. **print**(list[2])
5. **print**(list[3])
6. # Slicing the elements
7. **print**(list[0:6])
8. # By default, the index value is 0 so its starts from the 0th element and go for index -1.
9. **print**(list[:])
10. **print**(list[2:5])
11. **print**(list[1:6:2])

**Output:**

1

2

3

4

[1, 2, 3, 4, 5, 6]

[1, 2, 3, 4, 5, 6, 7]

[3, 4, 5]

[2, 4, 6]

In contrast to other programming languages, Python lets you use negative indexing as well. The negative indices are counted from the right. The index -1 represents the final element on the List's right side, followed by the index -2 for the next member on the left, and so on, until the last element on the left is reached.

![Python List](data:image/png;base64,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)

Let's have a look at the following example where we will use negative indexing to access the elements of the list.

**Code**

1. # negative indexing example
2. list = [1,2,3,4,5]
3. **print**(list[-1])
4. **print**(list[-3:])
5. **print**(list[:-1])
6. **print**(list[-3:-1])

**Output:**

5

[3, 4, 5]

[1, 2, 3, 4]

[3, 4]

Negative indexing allows us to obtain an element, as previously mentioned. The rightmost item in the List was returned by the first print statement in the code above. The second print statement returned the sub-list, and so on.

Updating List Values

Due to their mutability and the slice and assignment operator's ability to update their values, lists are Python's most adaptable data structure. Python's append() and insert() methods can also add values to a list.

Consider the following example to update the values inside the List.

**Code**

1. # updating list values
2. list = [1, 2, 3, 4, 5, 6]
3. **print**(list)
4. # It will assign value to the value to the second index
5. list[2] = 10
6. **print**(list)
7. # Adding multiple-element
8. list[1:3] = [89, 78]
9. **print**(list)
10. # It will add value at the end of the list
11. list[-1] = 25
12. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

The list elements can also be deleted by using the **del** keyword. Python also provides us the **remove()** method if we do not know which element is to be deleted from the list.

Consider the following example to delete the list elements.

**Code**

1. list = [1, 2, 3, 4, 5, 6]
2. **print**(list)
3. # It will assign value to the value to second index
4. list[2] = 10
5. **print**(list)
6. # Adding multiple element
7. list[1:3] = [89, 78]
8. **print**(list)
9. # It will add value at the end of the list
10. list[-1] = 25
11. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

Python List Operations

The concatenation (+) and repetition (\*) operators work in the same way as they were working with the strings. The different operations of list are

1. Repetition
2. Concatenation
3. Length
4. Iteration
5. Membership

Let's see how the list responds to various operators.

1. Repetition

The redundancy administrator empowers the rundown components to be rehashed on different occasions.

**Code**

1. # repetition of list
2. # declaring the list
3. list1 = [12, 14, 16, 18, 20]
4. # repetition operator \*
5. l = list1 \* 2
6. **print**(l)

**Output:**

[12, 14, 16, 18, 20, 12, 14, 16, 18, 20]

2. Concatenation

It concatenates the list mentioned on either side of the operator.

**Code**

1. # concatenation of two lists
2. # declaring the lists
3. list1 = [12, 14, 16, 18, 20]
4. list2 = [9, 10, 32, 54, 86]
5. # concatenation operator +
6. l = list1 + list2
7. **print**(l)

**Output:**

[12, 14, 16, 18, 20, 9, 10, 32, 54, 86]

3. Length

It is used to get the length of the list

**Code**

1. # size of the list
2. # declaring the list
3. list1 = [12, 14, 16, 18, 20, 23, 27, 39, 40]
4. # finding length of the list
5. len(list1)

**Output:**

9

4. Iteration

The for loop is used to iterate over the list elements.

**Code**

1. # iteration of the list
2. # declaring the list
3. list1 = [12, 14, 16, 39, 40]
4. # iterating
5. **for** i **in** list1:
6. **print**(i)

**Output:**

12

14

16

39

40

5. Membership

It returns true if a particular item exists in a particular list otherwise false.

**Code**

1. # membership of the list
2. # declaring the list
3. list1 = [100, 200, 300, 400, 500]
4. # true will be printed if value exists
5. # and false if not
7. **print**(600 **in** list1)
8. **print**(700 **in** list1)
9. **print**(1040 **in** list1)
11. **print**(300 **in** list1)
12. **print**(100 **in** list1)
13. **print**(500 **in** list1)

**Output:**

False

False

False

True

True

True

Iterating a List

A list can be iterated by using a for - in loop. A simple list containing four strings, which can be iterated as follows.

**Code**

1. # iterating a list
2. list = ["John", "David", "James", "Jonathan"]
3. **for** i **in** list:
4. # The i variable will iterate over the elements of the List and contains each element in each iteration.
5. **print**(i)

**Output:**

John

David

James

Jonathan

Adding Elements to the List

The append() function in Python can add a new item to the List. In any case, the annex() capability can enhance the finish of the rundown.

Consider the accompanying model, where we take the components of the rundown from the client and print the rundown on the control center.

**Code**

1. #Declaring the empty list
2. l =[]
3. #Number of elements will be entered by the user
4. n = int(input("Enter the number of elements in the list:"))
5. # for loop to take the input
6. **for** i **in** range(0,n):
7. # The input is taken from the user and added to the list as the item
8. l.append(input("Enter the item:"))
9. **print**("printing the list items..")
10. # traversal loop to print the list items
11. **for** i **in** l:
12. **print**(i, end = "  ")

**Output:**

Enter the number of elements in the list:10

Enter the item:32

Enter the item:56

Enter the item:81

Enter the item:2

Enter the item:34

Enter the item:65

Enter the item:09

Enter the item:66

Enter the item:12

Enter the item:18

printing the list items..

32 56 81 2 34 65 09 66 12 18

Removing Elements from the List

The remove() function in Python can remove an element from the List. To comprehend this idea, look at the example that follows.

**Example -**

**Code**

1. list = [0,1,2,3,4]
2. **print**("printing original list: ");
3. **for** i **in** list:
4. **print**(i,end=" ")
5. list.remove(2)
6. **print**("\nprinting the list after the removal of first element...")
7. **for** i **in** list:
8. **print**(i,end=" ")

**Output:**

printing original list:

0 1 2 3 4

printing the list after the removal of first element...

0 1 3 4

Python List Built-in Functions

Python provides the following built-in functions, which can be used with the lists.

1. len()
2. max()
3. min()

len( )

It is used to calculate the length of the list.

**Code**

1. # size of the list
2. # declaring the list
3. list1 = [12, 16, 18, 20, 39, 40]
4. # finding length of the list
5. len(list1)

**Output:**

6

Max( )

It returns the maximum element of the list

**Code**

1. # maximum of the list
2. list1 = [103, 675, 321, 782, 200]
3. # large element in the list
4. **print**(max(list1))

**Output:**

782

Min( )

It returns the minimum element of the list

**Code**

1. # minimum of the list
2. list1 = [103, 675, 321, 782, 200]
3. # smallest element in the list
4. **print**(min(list1))

**Output:**

103

Let's have a look at the few list examples.

**Example: 1-** Create a program to eliminate the List's duplicate items.

**Code**

1. list1 = [1,2,2,3,55,98,65,65,13,29]
2. # Declare an empty list that will store unique values
3. list2 = []
4. **for** i **in** list1:
5. **if** i **not** **in** list2:
6. list2.append(i)
7. **print**(list2)

**Output:**

[1, 2, 3, 55, 98, 65, 13, 29]

**Example:2-** Compose a program to track down the amount of the component in the rundown.

**Code**

1. list1 = [3,4,5,9,10,12,24]
2. sum = 0
3. **for** i **in** list1:
4. sum = sum+i
5. **print**("The sum is:",sum)

**Output:**

The sum is: 67

In [8]:

**Example: 3-** Compose the program to find the rundowns comprise of somewhere around one normal component.

**Code**

1. list1 = [1,2,3,4,5,6]
2. list2 = [7,8,9,2,10]
3. **for** x **in** list1:
4. **for** y **in** list2:
5. **if** x == y:
6. **print**("The common element is:",x)

**Output:**

The common element is: 2

Next

Reference:

https://www.javatpoint.com/python-lists