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Задания

1. Типы данных полезны там, где ошибки могут быть вызваны арифметическим переполнением, которое не допустимо.

Создайте и откомпилируйте класс **Int**. Перегрузите четыре бинарных целочисленных арифметических операции (+, -, \*, /) и унарные операции постфиксной и префиксной форм инкремента с помощью внутренней операторной функции так, чтобы их можно было использовать для операций с объектами класса **Int**.

Если результат какой-либо из них выходит за границы типа **int** (в 32-битной системе), имеющее значения от **2 147 483 648** до **-2 147 483 648**, то операция должна послать сообщение об ошибке и завершить программу. Для выявления ошибки арифметического переполнения используйте концепцию **исключения**.

Для облегчения проверки переполнения выполняйте вычисления с использованием типа **long** **double**. При описании унарных операций используйте указатель **this**.

#include <iostream>

#include <limits>

class Int {

private:

int value;

public:

Int(int val) : value(val) {}

Int operator+(const Int& other) const {

CheckAddOverflow(value, other.value);

return Int(value + other.value);

}

Int operator-(const Int& other) const {

CheckSubtractOverflow(value, other.value);

return Int(value - other.value);

}

Int operator\*(const Int& other) const {

CheckMultiplyOverflow(value, other.value);

return Int(value \* other.value);

}

Int operator/(const Int& other) const {

if (other.value == 0) {

throw std::runtime\_error("Division by zero");

}

return Int(value / other.value);

}

Int& operator++() { // Префиксная форма

CheckIncrementOverflow(value);

++value;

return \*this;

}

Int operator++(int) { // Постфиксная форма

CheckIncrementOverflow(value);

Int temp(value);

++value;

return temp;

}

static void CheckAddOverflow(int a, int b) {

if ((b > 0 && a > std::numeric\_limits<int>::max() - b) ||

(b < 0 && a < std::numeric\_limits<int>::min() - b)) {

throw std::overflow\_error("Arithmetic overflow");

}

}

static void CheckSubtractOverflow(int a, int b) {

if ((b < 0 && a > std::numeric\_limits<int>::max() + b) ||

(b > 0 && a < std::numeric\_limits<int>::min() + b)) {

throw std::overflow\_error("Arithmetic overflow");

}

}

static void CheckMultiplyOverflow(int a, int b) {

if (a > 0 && (b > std::numeric\_limits<int>::max() / a || b < std::numeric\_limits<int>::min() / a) ||

a < -1 && (b > std::numeric\_limits<int>::min() / a || b < std::numeric\_limits<int>::max() / a + 1)) {

throw std::overflow\_error("Arithmetic overflow");

}

}

static void CheckIncrementOverflow(int a) {

if ((a == std::numeric\_limits<int>::max()) || (a == std::numeric\_limits<int>::min())) {

throw std::overflow\_error("Arithmetic overflow");

}

}

friend std::ostream& operator<<(std::ostream& os, const Int& num) {

os << num.value;

return os;

}

};

int main() {

try {

Int a(100);

Int b(200);

// Примеры использования перегруженных операторов

Int result1 = a + b;

Int result2 = a - b;

Int result3 = a \* b;

Int result4 = a / b;

std::cout << "a + b = " << result1 << std::endl;

std::cout << "a - b = " << result2 << std::endl;

std::cout << "a \* b = " << result3 << std::endl;

std::cout << "a / b = " << result4 << std::endl;

Int c(std::numeric\_limits<int>::max());

c++;

}

catch (const std::exception& e) {

std::cerr << "Exception: " << e.what() << std::endl;

}

return 0;

}

Результат:

![](data:image/png;base64,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)

1. Опишите класс **fraction**, у которого есть одно закрытое целочисленное поле **chislo** типа **double**. Перегрузите для этого класса арифметические операции **сложения**, **вычитания**, **умножения** и **деления** так, чтобы они могли оперировать как с объектами класса, так и с числами (то есть выполнять, например, не только действие 3/4 +2/5, но и 1/2 + 4 или 2\* 5/6). Также перегрузите унарную операцию инкремента в префиксной или постфиксной форме увеличения дроби. Продемонстрируйте работу класса. Используйте конструктор по умолчанию и конструктор с одни аргументом для инициализации поля класса.

#include <iostream>

class Fraction {

private:

double chislo;

public:

Fraction() : chislo(0.0) {}

Fraction(double value) : chislo(value) {}

Fraction operator+(const Fraction& other) const {

return Fraction(chislo + other.chislo);

}

Fraction operator-(const Fraction& other) const {

return Fraction(chislo - other.chislo);

}

Fraction operator\*(const Fraction& other) const {

return Fraction(chislo \* other.chislo);

}

Fraction operator/(const Fraction& other) const {

if (other.chislo == 0.0) {

throw std::runtime\_error("Division by zero");

}

return Fraction(chislo / other.chislo);

}

// Перегрузка унарной операции инкремента (постфиксная форма)

Fraction operator++(int) {

Fraction temp(chislo);

chislo += 1.0;

return temp;

}

// Перегрузка унарной операции инкремента (префиксная форма)

Fraction& operator++() {

chislo += 1.0;

return \*this;

}

friend std::ostream& operator<<(std::ostream& os, const Fraction& fraction) {

os << fraction.chislo;

return os;

}

};

int main() {

Fraction a(4.0);

Fraction b(1.2);

Fraction c = a + b;

Fraction d = a - b;

Fraction e = a \* b;

Fraction f = a / b;

std::cout << "a + b = " << c << std::endl;

std::cout << "a - b = " << d << std::endl;

std::cout << "a \* b = " << e << std::endl;

std::cout << "a / b = " << f << std::endl;

Fraction g = ++a;

Fraction h = b++;

std::cout << "++a = " << g << std::endl;

std::cout << "b++ = " << h << std::endl;

return 0;

}

Результат:
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1. Создать класс, в котором перегружается метод **rect\_area()**.

Этот метод возвращает площадь прямоугольника. В этой программе метод **rect\_area()** перегружается двумя способами. В первом — методу передаются оба размера фигуры. Эта версия используется для прямоугольника. Однако, в случае квадрата необходимо задавать только один аргумент, поэтому вызывается вторая версия метода **rect\_area().**

#include <iostream>

#include <Windows.h>

class Rectangle1 {

public:

double rect\_area(double a, double b) const {

return a \* b;

}

double rect\_area(double a) const {

return a \* a;

}

};

int main() {

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

double length, width, side;

std::cout << "Введите длину прямоугольника: ";

std::cin >> length;

std::cout << "Введите ширину прямоугольника: ";

std::cin >> width;

Rectangle1 rectangle;

std::cout << "Площадь прямоугольника: " << rectangle.rect\_area(length, width) << std::endl;

Rectangle1 square;

std::cout << "Введите длину стороны квадрата: ";

std::cin >> side;

std::cout << "Площадь квадрата: " << square.rect\_area(side) << std::endl;

return 0;

}

Результат:

![](data:image/png;base64,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)

**Ответы на вопросы:**

1. Что такое полиморфизм?

В языках программирования **полиморфизмом** называется способность функции обрабатывать данные разных типов. **Цель полиморфизма** - использование одного имени метода для задания общих для класса действий и тем самым снижение сложности программ. Пример полиморфизма в ООП – это перегрузка операторов.

1. Что такое перегрузка операторов?

**Перегрузка операторов** – это возможность заставить компилятор осуществлять стандартные операции над нестандартными (пользовательскими) типами данных.

1. Что такое переопределение операторов?

Переопределение операторов (operator overloading) - это механизм в некоторых языках программирования, который позволяет классам определять, какие операторы будут выполняться для их экземпляров. Вместо того чтобы ограничиваться стандартными операторами (например, +, -, \*, /), вы можете определить свою собственную логику для операций, когда объекты класса участвуют в них.

1. Каков синтаксис операторной функции?

Тип\_результата **operator** символ\_ оператора (аргументы: тип и название)

{

программный код

}

1. Какие операторы можно перегружать, а какие нельзя?

**Можно перегружать следующие операторы:** + - \* / % ^ & | ~ ! = < >  
+= -= \*= /= %= ^= &= |=  
<< >> >>= <<= == != <= >=  
&& || ++ -- ->\* , -> [] ()  
new new[] delete delete[]

**Нельзя перегружать операторы:**

1. :: - (разрешение области видимости)
2. . - (доступ к членам класса)
3. - (выбор члена через указатель на член)
4. - ? тернарный оператор
5. Какова зависимость между количеством аргументов в операторной функции и количеством операндов? Объясните эту зависимость.

Перегруженной операции всегда требуется количество аргументов на один меньше, чем количество операндов, так как один из операндов является объектом, вызывающим операторную функцию. Поэтому для унарных операторов аргументы не нужны. А для бинарных нужен один аргумент.

1. Каким образом перегруженные операции позволяют вид программного кода сделать более читабельным?

Перегруженные операции позволяют использовать знаки и синтаксис языка программирования для пользовательских типов данных, делая код более читаемым и интуитивно понятным. Например, перегрузка операторов позволяет использовать стандартные арифметические операции для пользовательских классов, что делает код более выразительным и легким для восприятия.