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Packages

library(glmnet)

## Warning: package 'glmnet' was built under R version 4.1.2

## Loading required package: Matrix

## Loaded glmnet 4.1-3

library(ISLR2)   
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.4 v dplyr 1.0.7  
## v tidyr 1.1.3 v stringr 1.4.0  
## v readr 2.1.2 v forcats 0.5.1

## Warning: package 'readr' was built under R version 4.1.3

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x tidyr::expand() masks Matrix::expand()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x tidyr::pack() masks Matrix::pack()  
## x tidyr::unpack() masks Matrix::unpack()

library(ggplot2)   
library(leaps)

## Warning: package 'leaps' was built under R version 4.1.3

library(tree)

## Warning: package 'tree' was built under R version 4.1.3

## Registered S3 method overwritten by 'tree':  
## method from  
## print.tree cli

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.1.3

## randomForest 4.7-1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(pls)

## Warning: package 'pls' was built under R version 4.1.3

##   
## Attaching package: 'pls'

## The following object is masked from 'package:stats':  
##   
## loadings

library(gam)

## Warning: package 'gam' was built under R version 4.1.3

## Loading required package: splines

## Loading required package: foreach

## Warning: package 'foreach' was built under R version 4.1.2

##   
## Attaching package: 'foreach'

## The following objects are masked from 'package:purrr':  
##   
## accumulate, when

## Loaded gam 1.20.1

library (splines)   
library(ggplot2)   
library(boot)   
library(bootstrap)

##   
## Attaching package: 'bootstrap'

## The following object is masked from 'package:pls':  
##   
## crossval

#knitr::opts\_knit$set(root.dir = rprojroot::find\_rstudio\_root\_file())

Loading the data in

bikeData <- read.csv("C:\\Users\\shrey\\OneDrive - University of Pittsburgh\\1361-Data Science\\Final Project\\train.csv")

Data Tidying

bikeData <- na.omit(bikeData)  
head(bikeData)

## Count Date Hour Temperature Humidity Wind Visibility Dew Solar  
## 1 254 1/12/2017 0 -5.2 37 2.2 2000 -17.6 0  
## 2 204 1/12/2017 1 -5.5 38 0.8 2000 -17.6 0  
## 3 173 1/12/2017 2 -6.0 39 1.0 2000 -17.7 0  
## 4 107 1/12/2017 3 -6.2 40 0.9 2000 -17.6 0  
## 5 78 1/12/2017 4 -6.0 36 2.3 2000 -18.6 0  
## 6 100 1/12/2017 5 -6.4 37 1.5 2000 -18.7 0  
## Rainfall Snowfall Seasons Holiday Functioning ID  
## 1 0 0 Winter No Holiday Yes 840931  
## 2 0 0 Winter No Holiday Yes 595962  
## 3 0 0 Winter No Holiday Yes 227307  
## 4 0 0 Winter No Holiday Yes 791613  
## 5 0 0 Winter No Holiday Yes 199455  
## 6 0 0 Winter No Holiday Yes 272783

#Splitting the Date variable into three variables-Month, Day, Year  
bikeData\_new <-separate(bikeData,Date,c("Day","Month","Year"),sep="/")  
bikeData\_new$Day = as.numeric(bikeData\_new$Day)  
bikeData\_new$Month = as.numeric(bikeData\_new$Month)  
bikeData\_new$Year = as.numeric(bikeData\_new$Year)

head(bikeData\_new)

## Count Day Month Year Hour Temperature Humidity Wind Visibility Dew Solar  
## 1 254 1 12 2017 0 -5.2 37 2.2 2000 -17.6 0  
## 2 204 1 12 2017 1 -5.5 38 0.8 2000 -17.6 0  
## 3 173 1 12 2017 2 -6.0 39 1.0 2000 -17.7 0  
## 4 107 1 12 2017 3 -6.2 40 0.9 2000 -17.6 0  
## 5 78 1 12 2017 4 -6.0 36 2.3 2000 -18.6 0  
## 6 100 1 12 2017 5 -6.4 37 1.5 2000 -18.7 0  
## Rainfall Snowfall Seasons Holiday Functioning ID  
## 1 0 0 Winter No Holiday Yes 840931  
## 2 0 0 Winter No Holiday Yes 595962  
## 3 0 0 Winter No Holiday Yes 227307  
## 4 0 0 Winter No Holiday Yes 791613  
## 5 0 0 Winter No Holiday Yes 199455  
## 6 0 0 Winter No Holiday Yes 272783

Splitting the data into training and testing set

set.seed(1)  
train <- bikeData\_new %>% sample\_frac(size = 0.8)   
test <- bikeData\_new %>% setdiff(train)

Removing ID variable because it is insignificant to the response-Counts.

train <- train %>% select(-ID)   
test <- test %>% select(-ID)

Finding the best linear models to use by measuring RSS, CP, and BIC.

From the analysis below, I have discovered that using 15 predictors(if we consider each class of each categorical predictor as an individual predictor) results in the minimum possible cP value. These 15 predictors are-“Day”,“Month”,“Year”,“Hour”,“Temperature”,“Humidity”,“Wind”,“Solar”,“Rainfall”,“Snowfall”,“SeaonsSpring”,“SeasonsSummer”,“SeasonsWinter”,“HolidayNo Holiday”,"FunctioningYes

In other words, a model built using this data will perform best using the variables-Day,Month,Year,Hour,Temperature,Humidity,Wind,Solar,Rainfall,Snowfall,Seasons,Holiday,Functioning

#Finding the best linear models and significant predictors   
regfit <- regsubsets (Count ~ ., data = train ,  
nvmax = 15,really.big = T)   
summary(regfit)

## Subset selection object  
## Call: regsubsets.formula(Count ~ ., data = train, nvmax = 15, really.big = T)  
## 17 Variables (and intercept)  
## Forced in Forced out  
## Day FALSE FALSE  
## Month FALSE FALSE  
## Year FALSE FALSE  
## Hour FALSE FALSE  
## Temperature FALSE FALSE  
## Humidity FALSE FALSE  
## Wind FALSE FALSE  
## Visibility FALSE FALSE  
## Dew FALSE FALSE  
## Solar FALSE FALSE  
## Rainfall FALSE FALSE  
## Snowfall FALSE FALSE  
## SeasonsSpring FALSE FALSE  
## SeasonsSummer FALSE FALSE  
## SeasonsWinter FALSE FALSE  
## HolidayNo Holiday FALSE FALSE  
## FunctioningYes FALSE FALSE  
## 1 subsets of each size up to 15  
## Selection Algorithm: exhaustive  
## Day Month Year Hour Temperature Humidity Wind Visibility Dew Solar  
## 1 ( 1 ) " " " " " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " " " "\*" "\*" " " " " " " " " " "   
## 3 ( 1 ) " " " " " " "\*" "\*" " " " " " " " " " "   
## 4 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " " "   
## 5 ( 1 ) " " " " " " "\*" " " "\*" " " " " "\*" " "   
## 6 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " " "   
## 7 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " "\*"   
## 8 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " "\*"   
## 9 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " "\*"   
## 10 ( 1 ) " " " " " " "\*" "\*" "\*" " " " " " " "\*"   
## 11 ( 1 ) " " "\*" "\*" "\*" "\*" "\*" " " " " " " "\*"   
## 12 ( 1 ) " " "\*" "\*" "\*" "\*" "\*" " " " " " " "\*"   
## 13 ( 1 ) " " "\*" "\*" "\*" "\*" "\*" "\*" " " " " "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " " " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " " " " "\*"   
## Rainfall Snowfall SeasonsSpring SeasonsSummer SeasonsWinter  
## 1 ( 1 ) " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " "   
## 3 ( 1 ) " " " " " " " " " "   
## 4 ( 1 ) " " " " " " " " " "   
## 5 ( 1 ) " " " " " " " " "\*"   
## 6 ( 1 ) "\*" " " " " " " "\*"   
## 7 ( 1 ) "\*" " " " " " " "\*"   
## 8 ( 1 ) "\*" " " " " "\*" "\*"   
## 9 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 13 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 14 ( 1 ) "\*" " " "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## HolidayNo Holiday FunctioningYes  
## 1 ( 1 ) " " " "   
## 2 ( 1 ) " " " "   
## 3 ( 1 ) " " "\*"   
## 4 ( 1 ) " " "\*"   
## 5 ( 1 ) " " "\*"   
## 6 ( 1 ) " " "\*"   
## 7 ( 1 ) " " "\*"   
## 8 ( 1 ) " " "\*"   
## 9 ( 1 ) " " "\*"   
## 10 ( 1 ) "\*" "\*"   
## 11 ( 1 ) " " "\*"   
## 12 ( 1 ) "\*" "\*"   
## 13 ( 1 ) "\*" "\*"   
## 14 ( 1 ) "\*" "\*"   
## 15 ( 1 ) "\*" "\*"

reg.sum <- summary(regfit)   
reg.sum.bestRSS <- reg.sum$rss   
which.min(reg.sum.bestRSS)

## [1] 15

plot(reg.sum.bestRSS)

![](data:image/png;base64,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)

coef(regfit,which.min(reg.sum.bestRSS))

## (Intercept) Day Month Year   
## 1.075570e+06 -2.504501e+00 -4.350354e+01 -5.329163e+02   
## Hour Temperature Humidity Wind   
## 2.621828e+01 2.885960e+01 -8.552644e+00 2.124487e+01   
## Solar Rainfall Snowfall SeasonsSpring   
## -8.783692e+01 -5.548568e+01 4.012462e+01 -3.651982e+02   
## SeasonsSummer SeasonsWinter HolidayNo Holiday FunctioningYes   
## -3.114043e+02 -7.237397e+02 1.158753e+02 9.588869e+02

reg.sum <- summary(regfit)   
reg.sum.bestCP <- reg.sum$cp   
which.min(reg.sum.bestCP)

## [1] 15

plot(reg.sum.bestCP)

![](data:image/png;base64,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)

coef(regfit,which.min(reg.sum.bestCP))

## (Intercept) Day Month Year   
## 1.075570e+06 -2.504501e+00 -4.350354e+01 -5.329163e+02   
## Hour Temperature Humidity Wind   
## 2.621828e+01 2.885960e+01 -8.552644e+00 2.124487e+01   
## Solar Rainfall Snowfall SeasonsSpring   
## -8.783692e+01 -5.548568e+01 4.012462e+01 -3.651982e+02   
## SeasonsSummer SeasonsWinter HolidayNo Holiday FunctioningYes   
## -3.114043e+02 -7.237397e+02 1.158753e+02 9.588869e+02

reg.sum <- summary(regfit)   
reg.sum.bestBIC <- reg.sum$bic   
which.min(reg.sum.bestBIC)

## [1] 14

plot(reg.sum.bestBIC)

![](data:image/png;base64,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)

coef(regfit,which.min(reg.sum.bestBIC))

## (Intercept) Day Month Year   
## 1.066449e+06 -2.179148e+00 -4.256379e+01 -5.284114e+02   
## Hour Temperature Humidity Wind   
## 2.639209e+01 2.847764e+01 -8.258815e+00 2.139011e+01   
## Solar Rainfall SeasonsSpring SeasonsSummer   
## -8.392654e+01 -5.625664e+01 -3.636484e+02 -3.094072e+02   
## SeasonsWinter HolidayNo Holiday FunctioningYes   
## -7.124092e+02 1.180296e+02 9.596499e+02

Getting rid of insignificant variables based on results of best subset selection

tr <- train %>% select(-Visibility,-Dew)   
te <- test %>% select(-Visibility,-Dew)

Multinomial Linear Regression Model The test MSE of this model of all the variables is 682003. The test MSE of this model when only the significant predictors are used is 682062. The test MSE of this model when only the most significant predictor-Temperature-is used, is 562903.4

#Using all of the predictor terms  
linear.mod <- lm(Count ~., data = train)   
linear.pred <- predict(linear.mod,data=test)   
linear.mse <- mean ((test$Count - linear.pred)^2)

## Warning in test$Count - linear.pred: longer object length is not a multiple of  
## shorter object length

linear.mse

## [1] 682003

#Using significant predictor terms based on best subset selection  
linear.mod <- lm(Count ~., data = tr)   
linear.pred <- predict(linear.mod,data=te)   
linear.mse <- mean ((te$Count - linear.pred)^2)

## Warning in te$Count - linear.pred: longer object length is not a multiple of  
## shorter object length

linear.mse

## [1] 682062

#Multinomial Linear Regression with only the most significant predictor  
linear.mod <- lm(Count ~ Temperature, data = train)   
linear.pred <- predict(linear.mod,data=test)   
linear.mse <- mean ((test$Count - linear.pred)^2)

## Warning in test$Count - linear.pred: longer object length is not a multiple of  
## shorter object length

linear.mse

## [1] 562903.4

Ridge Regression Model  
The MSE with of this model using all predictors is 189448.4, the MSE when only the significant variables are used is 190706.7, and the MSE when only the most significant variable- Temperature variable is used, is 306187.2

set.seed(1)   
  
#Converting test and training data into matrices so that the glmnet function can be used  
train\_x <- model.matrix(Count ~.,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~.,test)  
test\_y <- test$Count  
  
#Doing cross validation to find the best lambda to use for ridge  
cv\_ridge <- cv.glmnet(train\_x, train\_y, alpha=0)  
best\_lambda\_ridge <- cv\_ridge$lambda.min   
  
#Fitting ridge model with best lambda value   
ridge.mod <- glmnet(train\_x,train\_y,alpha=0,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
ridge.pred <- predict(ridge.mod, s=best\_lambda\_ridge,newx = test\_x)   
ridge.mse <- mean ((test$Count - ridge.pred)^2)   
ridge.mse

## [1] 189448.4

set.seed(1)  
train\_x <- model.matrix(Count ~.,tr)  
train\_y <- tr$Count   
  
test\_x <- model.matrix(Count ~.,te)  
test\_y <- te$Count  
  
#Doing cross validation to find the best lambda to use for ridge  
cv\_ridge <- cv.glmnet(train\_x, train\_y, alpha=0)  
best\_lambda\_ridge <- cv\_ridge$lambda.min   
  
#Fitting ridge model with best lambda value   
ridge.mod <- glmnet(train\_x,train\_y,alpha=0,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
ridge.pred <- predict(ridge.mod, s=best\_lambda\_ridge,newx = test\_x)   
ridge.mse <- mean ((te$Count - ridge.pred)^2)   
ridge.mse

## [1] 190706.7

set.seed(1)  
train\_x <- model.matrix(Count ~ Temperature,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~ Temperature,test)  
test\_y <- test$Count  
  
#Doing cross validation to find the best lambda to use for ridge  
cv\_ridge <- cv.glmnet(train\_x, train\_y, alpha=0)  
best\_lambda\_ridge <- cv\_ridge$lambda.min   
  
#Fitting ridge model with best lambda value   
my\_ridge <- glmnet(train\_x,train\_y,alpha=0,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
ridge.pred <- predict(my\_ridge, s=best\_lambda\_ridge,newx = test\_x)   
ridge.mse <- mean ((test$Count - ridge.pred)^2)   
ridge.mse

## [1] 306187.2

Lasso Model  
The MSE of this model with all predictors is 204254.3, with only most significant predictors is 205228.5, and the MSE using this model with only the Temperature variable is 307582.2

set.seed(1)  
train\_x <- model.matrix(Count ~.,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~.,test)  
test\_y <- test$Count  
  
#Doing cross validation to find the best lambda to use for lasso  
cv\_lasso <- cv.glmnet(train\_x, train\_y, alpha=1)  
best\_lambda\_lasso <- cv\_lasso$lambda.min   
  
#Fitting lasso model with best lambda value   
my\_lasso <- glmnet(train\_x,train\_y,alpha=1,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
lasso.pred <- predict(my\_lasso, s=best\_lambda\_ridge,newx = test\_x)   
lasso.mse <- mean ((test$Count - lasso.pred)^2)   
lasso.mse

## [1] 204254.3

set.seed(1)  
train\_x <- model.matrix(Count ~.,tr)  
train\_y <- tr$Count   
  
test\_x <- model.matrix(Count ~.,te)  
test\_y <- te$Count  
  
#Doing cross validation to find the best lambda to use for lasso  
cv\_lasso <- cv.glmnet(train\_x, train\_y, alpha=1)  
best\_lambda\_lasso <- cv\_lasso$lambda.min   
  
#Fitting lasso model with best lambda value   
my\_lasso <- glmnet(train\_x,train\_y,alpha=1,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
lasso.pred <- predict(my\_lasso, s=best\_lambda\_ridge,newx = test\_x)   
lasso.mse <- mean ((te$Count - lasso.pred)^2)   
lasso.mse

## [1] 205228.5

set.seed(1)  
train\_x <- model.matrix(Count ~ Temperature,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~ Temperature,test)  
test\_y <- test$Count  
  
#Doing cross validation to find the best lambda to use for lasso  
cv\_lasso <- cv.glmnet(train\_x, train\_y, alpha=1)  
best\_lambda\_lasso <- cv\_lasso$lambda.min   
  
#Fitting lasso model with best lambda value   
my\_lasso <- glmnet(train\_x,train\_y,alpha=1,lambda = best\_lambda\_ridge)  
  
#Calculating test error(test MSE)   
lasso.pred <- predict(my\_lasso, s=best\_lambda\_ridge,newx = test\_x)   
lasso.mse <- mean ((test$Count - lasso.pred)^2)   
lasso.mse

## [1] 307582.2

PCR-Dimension Reduction  
The MSE of this model using all predictors is 682003. The MSE using only the most significant predictors is 667469.9. Upon conducting a cross validation test, I also discovered that the ncomp with minimum MSE is 1. Furthermore, when I fit this model with only the most significant variable-Temperature-, the MSE was 531729.7

#Fitting PCR model, reducing number of predictors by using transformations of multiple predictors   
  
train\_x <- model.matrix(Count ~.,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~.,test)  
test\_y <- test$Count   
  
   
set.seed(1)   
pcr.fit <- pcr(Count~.,data = train,scale=TRUE,validation="CV")   
#Analyzing the resulting fit and cross validation results(which M produces least error)   
summary(pcr.fit)

## Data: X dimension: 5242 17   
## Y dimension: 5242 1  
## Fit method: svdpc  
## Number of components considered: 17  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 647.5 594.4 529.4 521.2 510.1 506.5 506.5  
## adjCV 647.5 594.4 529.4 521.2 507.8 506.5 506.5  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 503.6 496.1 483.3 458.9 446.7 446.7 445.9  
## adjCV 503.6 496.4 483.4 458.8 446.6 446.6 445.9  
## 14 comps 15 comps 16 comps 17 comps  
## CV 444.7 433.8 431.6 431.5  
## adjCV 444.6 433.7 431.5 431.4  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 21.08 34.94 45.69 52.92 60.08 66.36 72.19 77.52  
## Count 15.75 33.21 35.29 38.36 38.91 38.92 39.63 41.38  
## 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps  
## X 82.65 87.44 91.39 94.97 97.63 99.01 99.90  
## Count 44.39 50.03 52.62 52.63 52.82 53.10 55.36  
## 16 comps 17 comps  
## X 99.97 100.00  
## Count 55.84 55.89

#Plotting the number of components(M) with the cross validation MSEP. Based on the plot and summary, the lowest cross-validation error occurs when M = 18.   
validationplot(pcr.fit,val.type = "MSEP")
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pcr.pred <- predict (pcr.fit,newx=test\_x, ncomp = 17)  
pcr.mse <- mean (( test\_y - pcr.pred ) ^2)   
pcr.mse

## [1] 682003

#Fitting PCR model with only most significant predictors  
  
train\_x <- model.matrix(Count ~.,tr)  
train\_y <- tr$Count   
  
test\_x <- model.matrix(Count ~.,te)  
test\_y <- te$Count   
  
   
set.seed(1)   
pcr.fit <- pcr(Count~.,data = tr,scale=TRUE,validation="CV")   
#Analyzing the resulting fit and cross validation results(which M produces least error)   
summary(pcr.fit)

## Data: X dimension: 5242 15   
## Y dimension: 5242 1  
## Fit method: svdpc  
## Number of components considered: 15  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 647.5 573.0 549.8 520.8 514.0 512.6 512.6  
## adjCV 647.5 572.9 549.8 520.7 513.9 512.6 512.6  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 509.5 488.2 486.5 460.0 454.9 450.1 444.6  
## adjCV 509.6 488.1 486.8 459.9 454.9 450.0 444.5  
## 14 comps 15 comps  
## CV 433.5 431.3  
## adjCV 433.5 431.2  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 18.12 32.15 43.53 51.71 58.92 66.03 72.58 78.51  
## Count 21.71 27.94 35.38 37.08 37.43 37.44 38.21 43.35  
## 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps  
## X 84.18 89.58 93.77 97.08 99.10 99.92 100.00  
## Count 43.64 49.82 50.89 51.94 53.09 55.38 55.88

#Plotting the number of components(M) with the cross validation MSEP. Based on the plot and summary, the lowest cross-validation error occurs when M = 13.   
validationplot(pcr.fit,val.type = "MSEP")
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pcr.pred <- predict (pcr.fit,newx=test\_x, ncomp = 13)  
pcr.mse <- mean (( test\_y - pcr.pred ) ^2)   
pcr.mse

## [1] 667469.9

#Finding the ncomp which gives the minimum mse  
minMSE = 1000000000   
optNComp = 0  
  
for (i in 1:15)   
{  
 pcr.pred <- predict (pcr.fit,newx=test\_x, ncomp = i)  
 pcr.mse <- mean (( test\_y - pcr.pred ) ^2)   
 if(pcr.mse < minMSE)   
 {   
 minMSE = pcr.mse   
 optNComp = i  
 }  
}   
  
#Optimal degree was found to be 1  
optNComp

## [1] 1

#Temperature is automatically chosen to be the predictor when ncomp is 1 because it is the most signficant predictor  
pcr.mse = minMSE   
pcr.mse

## [1] 531729.7

PLS  
The MSE is 682003 when all variables are used, is 682061.8 when only most significant predictors are considered, and is 562903.4 when only most signficant predictor-Temperature- is used to build the model.

train\_x <- model.matrix(Count ~.,train)  
train\_y <- train$Count   
  
test\_x <- model.matrix(Count ~.,test)  
test\_y <- test$Count   
  
set.seed(1)   
pls.fit <- plsr(Count~.,data = train,scale=TRUE,validation="CV")   
#Analyzing the resulting fit and cross validation results(which M produces least error)   
summary(pls.fit)

## Data: X dimension: 5242 17   
## Y dimension: 5242 1  
## Fit method: kernelpls  
## Number of components considered: 17  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 647.5 488.9 453.5 440.7 437.8 434.9 433.6  
## adjCV 647.5 488.9 453.4 440.7 437.7 434.8 433.5  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 433.3 433.0 432.7 432.2 431.9 431.5 431.5  
## adjCV 433.2 432.9 432.7 432.1 431.8 431.4 431.4  
## 14 comps 15 comps 16 comps 17 comps  
## CV 431.5 431.5 431.5 431.5  
## adjCV 431.4 431.5 431.5 431.4  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 17.96 30.89 40.0 47.18 52.80 58.30 62.65 65.84  
## Count 43.07 51.14 53.9 54.55 55.14 55.42 55.47 55.52  
## 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps  
## X 69.3 71.98 75.91 79.55 84.88 89.91 92.58  
## Count 55.6 55.74 55.83 55.88 55.88 55.88 55.89  
## 16 comps 17 comps  
## X 95.27 100.00  
## Count 55.89 55.89

#Plotting the number of components(M) with the cross validation MSE. Based on the plot, the lowest cross-validation error occurs when M = 5  
validationplot(pls.fit,val.type = "MSEP")
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#Computing the test MSE of PLS with M=5   
pls.pred <- predict (pls.fit, newx=test\_x, ncomp = 17)  
pls.mse <- mean ((test$Count - pls.pred)^2)

## Warning in test$Count - pls.pred: longer object length is not a multiple of  
## shorter object length

pls.mse

## [1] 682003

train\_x <- model.matrix(Count ~.,tr)  
train\_y <- tr$Count   
  
test\_x <- model.matrix(Count ~.,te)  
test\_y <- te$Count   
  
set.seed(1)   
pls.fit <- plsr(Count~.,data = tr,scale=TRUE,validation="CV")   
#Analyzing the resulting fit and cross validation results(which M produces least error)   
summary(pls.fit)

## Data: X dimension: 5242 15   
## Y dimension: 5242 1  
## Fit method: kernelpls  
## Number of components considered: 15  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 647.5 482.1 449.1 441.3 437.8 434.9 433.6  
## adjCV 647.5 482.1 449.0 441.2 437.7 434.9 433.5  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 433 432.8 432.6 432.2 431.4 431.3 431.3  
## adjCV 433 432.7 432.6 432.1 431.4 431.2 431.2  
## 14 comps 15 comps  
## CV 431.3 431.3  
## adjCV 431.2 431.2  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 16.26 26.32 36.07 44.19 51.02 56.69 61.30 65.43  
## Count 44.67 52.13 53.79 54.52 55.10 55.36 55.49 55.54  
## 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps 15 comps  
## X 70.08 74.05 76.78 81.08 87.22 93.16 100.00  
## Count 55.58 55.67 55.84 55.88 55.88 55.88 55.88

#Plotting the number of components(M) with the cross validation MSE. Based on the plot, the lowest cross-validation error occurs when M = 5  
validationplot(pls.fit,val.type = "MSEP")
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#Computing the test MSE of PLS with M=5   
pls.pred <- predict (pls.fit, newx=test\_x, ncomp = 13)  
pls.mse <- mean ((test$Count - pls.pred)^2)

## Warning in test$Count - pls.pred: longer object length is not a multiple of  
## shorter object length

pls.mse

## [1] 682061.8

set.seed(1)   
pls.fit <- plsr(Count~Temperature,data = train,scale=TRUE,validation="CV")   
#Analyzing the resulting fit and cross validation results(which M produces least error)   
#summary(pls.fit)   
  
  
#Plotting the number of components(M) with the cross validation MSE. Based on the plot, the lowest cross-validation error occurs when M = 5  
validationplot(pls.fit,val.type = "MSEP")
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#Computing the test MSE of PLS with M=5   
pls.pred <- predict (pls.fit, newx=test\_x, ncomp = 1)  
pls.mse <- mean ((test$Count - pls.pred)^2)

## Warning in test$Count - pls.pred: longer object length is not a multiple of  
## shorter object length

pls.mse

## [1] 562903.4

Cubic Regression Splines  
The MSE of a cubic regression spline model with 4 degrees of freedom is 301163.1

#We use temperature as the predictor variable because based on best subset selection, that was the most significant variable  
min.mse = 10000000000   
optDegree = 0  
set.seed(1)   
  
#Using a for loop to find the optimal degrees of freedom which gives minimum MSE  
for(i in 1:20)   
{   
 spline.mod <- lm(Count ~ bs(Temperature,df=i),data=train)  
 spline.pred <- predict(spline.mod,test)  
 curr.mse = mean((test$Count - spline.pred)^2)   
 if(curr.mse < min.mse)   
 {   
 min.mse = curr.mse   
 optDegree = i  
 }  
}

## Warning in bs(Temperature, df = i): 'df' was too small; have used 3  
  
## Warning in bs(Temperature, df = i): 'df' was too small; have used 3

spline.mse = min.mse   
  
#Optimal degree was found to be 4 degrees of freedom  
optDegree

## [1] 4

spline.mse

## [1] 301163.1

Smoothing Spline The MSE of a cubic smoothing spline with 6 degrees of freedom is 618431.1

#We use temperature as the predictor variable because based on best subset selection, that was the most significant variable  
  
min.mse = 10000000000   
optDegree = 0  
set.seed(1)   
  
#Using a for loop to find the optimal degrees of freedom which gives minimum MSE  
for(i in 1:20)   
{   
 smooth.spline.mod <- smooth.spline(train[,'Temperature'],train[,'Count'],df=i,cv=TRUE)  
 smooth.spline.pred <- predict(smooth.spline.mod,test[,'Temperature'])   
 smooth.spline.pred <- unlist(smooth.spline.pred)   
 smooth.spline.pred <- as.numeric(smooth.spline.pred)  
 smooth.curr.mse = mean((test[,'Count'] - smooth.spline.pred)^2)   
 if(smooth.curr.mse < min.mse)   
 {   
 min.mse = smooth.curr.mse   
 optDegree = i  
 }  
}   
smooth.spline.mse = min.mse   
  
#Optimal degree was found to be 6 degrees of freedom  
optDegree

## [1] 6

smooth.spline.mse

## [1] 618431.1

GAM with regression splines I used only the most significant predictors with degrees of freedom of 4 for each predictor and found the MSE to be 144964.5. I used the single most significant predictor with degrees of freedom of 4 and found the MSE to be 301682.3

#Including Year variable causes error  
set.seed(1)   
  
gam.mod <- lm(Count ~ ns(Day,4)+ ns(Month,4) + ns( Temperature , 4) + ns(Hour , 4) + ns(Wind,4) + ns(Snowfall,4) + ns(Humidity,4) + ns(Solar,4) + ns(Rainfall,4) + Seasons + Functioning + Holiday,  
data = train )   
gam.pred <- predict(gam.mod,newdata=test)   
gam.mse = mean((test$Count - gam.pred)^2)   
gam.mse

## [1] 144964.5

set.seed(1)  
gam.mod <- lm(Count ∼ ns( Temperature , 4), data = train )   
gam.pred <- predict(gam.mod,newdata=test)   
gam.mse = mean((test$Count - gam.pred)^2)   
gam.mse

## [1] 301682.3

GAM with smoothing splines I used the 7 most significant predictors with degrees of freedom of 6 for each predictor and found the MSE to be 188317.2. I used the single most significant predictor with degrees of freedom of 6 and found the MSE to be 305366.3

set.seed(1)  
gam.mod <- lm(Count ∼ s(Day,6) + s(Month,6) + s( Temperature , 6) + s(Hour , 6) + s(Wind,6) + s(Snowfall,6) + s(Humidity,6) + s(Solar,6) + s(Rainfall,6) + Seasons + Functioning + Holiday,  
data = train )   
gam.pred <- predict(gam.mod,newdata=test)   
gam.mse = mean((test$Count - gam.pred)^2)   
gam.mse

## [1] 188317.2

set.seed(1)  
gam.mod <- lm(Count ∼ s( Temperature , 6), data = train )   
gam.pred <- predict(gam.mod,newdata=test)   
gam.mse = mean((test$Count - gam.pred)^2)   
gam.mse

## [1] 305366.3

Tree model  
The MSE of a full tree model with all predictors is 199860.7

set.seed(1)  
tree.mod <- tree(Count~.,data=train)

## Warning in tree(Count ~ ., data = train): NAs introduced by coercion

#summary(tree.mod)   
#plot(tree.mod)   
#text(tree.mod,pretty=0)   
#tree.mod  
  
#Finding the MSE   
tree.pred <- predict(tree.mod,test)

## Warning in pred1.tree(object, tree.matrix(newdata)): NAs introduced by coercion

mean((tree.pred-test$Count)^2)

## [1] 199860.7

Tree Model with Pruning  
Pruning didn’t improve the error, the MSE is still the exact same as the tree model’s -> 199860.7

#Using cross-validation in order to determine the optimal level of tree complexity.   
set.seed(1)   
  
#Based on the plot, 11 is the optimal number of nodes, gives the least amount of cross validation error  
cv.mod <- cv.tree(tree.mod)   
plot(cv.mod, type = "b")   
abline(h = min(cv.mod$dev) + 0.2 \* sd(cv.mod$dev), col = "blue", lty = 2)  
points(cv.mod$size[which.min(cv.mod$dev)], min(cv.mod$dev),   
 col = "#BC3C29FF", cex = 2, pch = 20)
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#Pruning the tree model to use only 11 nodes  
set.seed(1)  
prune.mod = prune.tree(tree.mod, best = 11)  
plot(prune.mod)  
text(prune.mod, pretty = 0)
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prune.pred <- predict(prune.mod,test)

## Warning in pred1.tree(object, tree.matrix(newdata)): NAs introduced by coercion

mean((prune.pred-test$Count)^2)

## [1] 199860.7

Bagging  
The MSE of the Bagging model is 57543.61

bag.mod <- randomForest(Count~.,data=train,mtry = 16,importance = TRUE)

## Warning in randomForest.default(m, y, ...): invalid mtry: reset to within valid  
## range

#Calculating test MSE   
bag.pred <- predict(bag.mod,test)   
MSE <- mean ((test$Count - bag.pred)^2)   
MSE

## [1] 57543.61

Random Forest  
The optimal mtry value was found to be 6, and the MSE of the Random Forest model with this mtry is 52028.69

minMSE = 100000000000000   
opt\_mtry = 0  
for(i in 1:16)  
{  
 randfor.mod <- randomForest(Count~.,data=train,mtry = i,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 if(MSE < minMSE)  
 {  
 minMSE = MSE  
 opt\_mtry = i   
 }  
}

## Warning in randomForest.default(m, y, ...): invalid mtry: reset to within valid  
## range

minMSE

## [1] 52122.06

opt\_mtry

## [1] 8

Temperature had the highest IncNodePurity of 658608257.9 while Hour had the highest %IncMSE of 212.669337.

importance(randfor.mod)

## %IncMSE IncNodePurity  
## Day 29.72908 30610151.7  
## Month 56.45362 43930244.9  
## Year 7.71744 674354.6  
## Hour 217.05592 627487156.9  
## Temperature 155.90560 659163960.5  
## Humidity 66.87101 125963584.6  
## Wind 23.11546 29927647.9  
## Visibility 31.93035 31027896.5  
## Dew 57.14900 65582441.7  
## Solar 95.54847 177287991.8  
## Rainfall 60.81195 137242296.9  
## Snowfall 17.65923 2369179.0  
## Seasons 52.12713 49135798.7  
## Holiday 23.11325 4804435.5  
## Functioning 145.32617 199326173.2

Creating null model to compare MSE to best model’s MSE. The MSE of this null model is very high-> 2643199. It was expected that the MSE of this model be extremely high because it is a null model and randomly assigns predictions.

range(train$Count)

## [1] 0 3556

testLength = nrow(test)   
null.pred = numeric()   
  
#Using sample function to randomly assign each observation in the test dataset a Count value in the same range as the range of the Count values of the training dataset.   
for(i in 1:testLength)   
{   
 null.pred[i] = sample(0:3556,replace = T)   
}  
  
#Finding the MSE of the null model  
MSE <- mean ((test$Count - null.pred)^2)   
MSE

## [1] 2556108

Using best model to predict actual test observations

#GAM with Regression Splines using only the most significant predictors seemed to perform best out of all the models   
  
  
#Loading data in   
testData <- read.csv("testData.csv")   
test.pred <- predict(gam.mod,newdata=testData)   
test.pred

## 1 2 3 4 5 6   
## 235.714207 229.972429 212.747096 198.392651 184.038207 169.683762   
## 7 8 9 10 11 12   
## 163.941984 149.587539 135.233095 143.845762 184.038207 229.972429   
## 13 14 15 16 17 18   
## 278.777541 287.390208 298.873763 313.228208 304.615541 267.293985   
## 19 20 21 22 23 24   
## 247.197763 241.455985 241.455985 241.455985 238.585096 235.714207   
## 25 26 27 28 29 30   
## 20.397538 14.655760 6.043093 3.172204 3.172204 3.172204   
## 31 32 33 34 35 36   
## -2.569573 -11.182240 -16.924018 -2.569573 34.751983 66.331761   
## 37 38 39 40 41 42   
## 97.911539 138.103984 181.167318 169.683762 163.941984 135.233095   
## 43 44 45 46 47 48   
## 115.136872 100.782428 95.040650 83.557094 77.815316 69.202650   
## 49 50 51 52 53 54   
## 307.486430 278.777541 258.681319 255.810430 252.939541 224.230651   
## 55 56 57 58 59 60   
## 212.747096 209.876207 186.909095 184.038207 204.134429 235.714207   
## 61 62 63 64 65 66   
## 264.423096 273.035763 273.035763 298.873763 284.519319 258.681319   
## 67 68 69 70 71 72   
## 227.101540 207.005318 195.521762 192.650873 178.296429 169.683762   
## 73 74 75 76 77 78   
## 287.390208 290.261097 304.615541 318.969986 327.582653 330.453542   
## 79 80 81 82 83 84   
## 333.324431 327.582653 324.711764 344.807986 376.387764 425.192876   
## 85 86 87 88 89 90   
## 465.385321 491.223321 505.577766 522.803099 508.448655 491.223321   
## 91 92 93 94 95 96   
## 476.868877 485.481543 505.577766 511.319544 511.319544 502.706877   
## 97 98 99 100 101 102   
## 502.706877 499.835988 496.965099 491.223321 488.352432 479.739766   
## 103 104 105 106 107 108   
## 482.610655 482.610655 482.610655 485.481543 491.223321 499.835988   
## 109 110 111 112 113 114   
## 537.157544 557.253767 583.091767 583.091767 571.608211 557.253767   
## 115 116 117 118 119 120   
## 525.673988 508.448655 505.577766 496.965099 488.352432 494.094210   
## 121 122 123 124 125 126   
## 109.395095 100.782428 89.298872 74.944427 74.944427 66.331761   
## 127 128 129 130 131 132   
## 54.848205 46.235538 43.364649 54.848205 92.169761 140.974873   
## 133 134 135 136 137 138   
## 178.296429 201.263540 221.359763 247.197763 244.326874 215.617985   
## 139 140 141 142 143 144   
## 186.909095 178.296429 166.812873 152.458428 152.458428 155.329317   
## 145 146 147 148 149 150   
## 324.711764 321.840875 310.357319 304.615541 304.615541 301.744652   
## 151 152 153 154 155 156   
## 304.615541 316.099097 324.711764 341.937097 359.162431 393.613098   
## 157 158 159 160 161 162   
## 428.063765 451.030876 459.643543 459.643543 453.901765 445.289099   
## 163 164 165 166 167 168   
## 422.321987 402.225765 390.742209 387.871320 387.871320 376.387764   
## 169 170 171 172 173 174   
## 244.326874 241.455985 229.972429 221.359763 215.617985 209.876207   
## 175 176 177 178 179 180   
## 207.005318 201.263540 192.650873 212.747096 290.261097 339.066208   
## 181 182 183 184 185 186   
## 379.258653 405.096654 442.418210 422.321987 422.321987 387.871320   
## 187 188 189 190 191 192   
## 359.162431 333.324431 327.582653 310.357319 298.873763 290.261097   
## 193 194 195 196 197 198   
## 227.101540 224.230651 209.876207 198.392651 189.779984 175.425540   
## 199 200 201 202 203 204   
## 178.296429 175.425540 184.038207 227.101540 284.519319 350.549764   
## 205 206 207 208 209 210   
## 367.775098 376.387764 390.742209 413.709320 410.838431 402.225765   
## 211 212 213 214 215 216   
## 387.871320 382.129542 373.516875 370.645987 367.775098 367.775098   
## 217 218 219 220 221 222   
## 422.321987 422.321987 439.547321 462.514432 476.868877 479.739766   
## 223 224 225 226 227 228   
## 476.868877 462.514432 453.901765 448.159987 456.772654 471.127099   
## 229 230 231 232 233 234   
## 514.190433 511.319544 540.028433 548.641100 551.511989 522.803099   
## 235 236 237 238 239 240   
## 485.481543 462.514432 442.418210 433.805543 422.321987 405.096654   
## 241 242 243 244 245 246   
## 413.709320 428.063765 430.934654 439.547321 430.934654 410.838431   
## 247 248 249 250 251 252   
## 399.354876 379.258653 367.775098 370.645987 376.387764 387.871320   
## 253 254 255 256 257 258   
## 407.967543 436.676432 462.514432 456.772654 439.547321 416.580209   
## 259 260 261 262 263 264   
## 393.613098 379.258653 367.775098 359.162431 356.291542 353.420653   
## 265 266 267 268 269 270   
## 49.106427 37.622871 31.881094 29.010205 17.526649 11.784871   
## 271 272 273 274 275 276   
## 14.655760 11.784871 17.526649 51.977316 120.878650 207.005318   
## 277 278 279 280 281 282   
## 244.326874 298.873763 304.615541 290.261097 273.035763 267.293985   
## 283 284 285 286 287 288   
## 270.164874 287.390208 293.131986 290.261097 287.390208 287.390208   
## 289 290 291 292 293 294   
## 186.909095 181.167318 178.296429 158.200206 132.362206 112.265983   
## 295 296 297 298 299 300   
## 103.653317 86.427983 89.298872 109.395095 192.650873 261.552207   
## 301 302 303 304 305 306   
## 304.615541 344.807986 359.162431 356.291542 367.775098 344.807986   
## 307 308 309 310 311 312   
## 307.486430 284.519319 267.293985 244.326874 224.230651 207.005318   
## 313 314 315 316 317 318   
## 264.423096 270.164874 238.585096 209.876207 175.425540 155.329317   
## 319 320 321 322 323 324   
## 112.265983 83.557094 63.460872 66.331761 92.169761 115.136872   
## 325 326 327 328 329 330   
## 163.941984 169.683762 192.650873 207.005318 215.617985 175.425540   
## 331 332 333 334 335 336   
## 146.716651 118.007761 92.169761 74.944427 57.719094 49.106427   
## 337 338 339 340 341 342   
## 379.258653 385.000431 390.742209 393.613098 390.742209 387.871320   
## 343 344 345 346 347 348   
## 382.129542 382.129542 382.129542 382.129542 387.871320 410.838431   
## 349 350 351 352 353 354   
## 419.451098 416.580209 399.354876 393.613098 344.807986 310.357319   
## 355 356 357 358 359 360   
## 278.777541 247.197763 209.876207 175.425540 158.200206 143.845762   
## 361 362 363 364 365 366   
## 138.103984 135.233095 135.233095 129.491317 120.878650 112.265983   
## 367 368 369 370 371 372   
## 95.040650 72.073539 66.331761 89.298872 138.103984 192.650873   
## 373 374 375 376 377 378   
## 224.230651 267.293985 273.035763 261.552207 232.843318 215.617985   
## 379 380 381 382 383 384   
## 204.134429 186.909095 172.554651 175.425540 169.683762 135.233095   
## 385 386 387 388 389 390   
## 241.455985 232.843318 218.488874 209.876207 207.005318 192.650873   
## 391 392 393 394 395 396   
## 186.909095 181.167318 181.167318 212.747096 298.873763 364.904209   
## 397 398 399 400 401 402   
## 399.354876 436.676432 456.772654 451.030876 430.934654 407.967543   
## 403 404 405 406 407 408   
## 376.387764 353.420653 341.937097 339.066208 318.969986 278.777541   
## 409 410 411 412 413 414   
## 258.681319 247.197763 227.101540 207.005318 186.909095 172.554651   
## 415 416 417 418 419 420   
## 158.200206 140.974873 132.362206 149.587539 212.747096 255.810430   
## 421 422 423 424 425 426   
## 298.873763 324.711764 333.324431 364.904209 373.516875 353.420653   
## 427 428 429 430 431 432   
## 327.582653 293.131986 275.906652 270.164874 258.681319 252.939541   
## 433 434 435 436 437 438   
## 468.256210 451.030876 442.418210 436.676432 413.709320 387.871320   
## 439 440 441 442 443 444   
## 370.645987 353.420653 336.195319 353.420653 359.162431 399.354876   
## 445 446 447 448 449 450   
## 451.030876 488.352432 534.286655 528.544877 505.577766 476.868877   
## 451 452 453 454 455 456   
## 436.676432 396.483987 367.775098 356.291542 339.066208 318.969986   
## 457 458 459 460 461 462   
## 482.610655 479.739766 485.481543 488.352432 491.223321 485.481543   
## 463 464 465 466 467 468   
## 485.481543 494.094210 499.835988 514.190433 522.803099 540.028433   
## 469 470 471 472 473 474   
## 554.382878 554.382878 499.835988 473.997988 456.772654 445.289099   
## 475 476 477 478 479 480   
## 439.547321 407.967543 413.709320 405.096654 402.225765 387.871320   
## 481 482 483 484 485 486   
## 350.549764 353.420653 362.033320 359.162431 353.420653 359.162431   
## 487 488 489 490 491 492   
## 350.549764 339.066208 347.678875 399.354876 482.610655 568.737322   
## 493 494 495 496 497 498   
## 643.380434 686.443768 749.603324 795.537547 789.795769 766.828658   
## 499 500 501 502 503 504   
## 735.248880 700.798213 654.863990 631.896879 629.025990 606.058878   
## 505 506 507 508 509 510   
## 554.382878 537.157544 517.061322 499.835988 482.610655 471.127099   
## 511 512 513 514 515 516   
## 456.772654 445.289099 439.547321 442.418210 462.514432 511.319544   
## 517 518 519 520 521 522   
## 554.382878 574.479100 623.284212 631.896879 651.993101 623.284212   
## 523 524 525 526 527 528   
## 568.737322 502.706877 459.643543 425.192876 402.225765 390.742209   
## 529 530 531 532 533 534   
## 416.580209 416.580209 410.838431 413.709320 410.838431 407.967543   
## 535 536 537 538 539 540   
## 405.096654 399.354876 410.838431 445.289099 485.481543 565.866433   
## 541 542 543 544 545 546   
## 611.800656 620.413323 617.542434 629.025990 634.767767 634.767767   
## 547 548 549 550 551 552   
## 611.800656 591.704434 580.220878 562.995544 542.899322 508.448655   
## 553 554 555 556 557 558   
## 436.676432 419.451098 413.709320 402.225765 416.580209 430.934654   
## 559 560 561 562 563 564   
## 416.580209 422.321987 445.289099 473.997988 525.673988 600.317100   
## 565 566 567 568 569 570   
## 672.089323 726.636213 763.957769 775.441325 752.474213 729.507102   
## 571 572 573 574 575 576   
## 686.443768 640.509545 606.058878 585.962656 560.124655 531.415766   
## 577 578 579 580 581 582   
## 442.418210 422.321987 402.225765 387.871320 373.516875 364.904209   
## 583 584 585 586 587 588   
## 359.162431 350.549764 373.516875 433.805543 508.448655 565.866433   
## 589 590 591 592 593 594   
## 623.284212 649.122212 683.572879 715.152657 729.507102 683.572879   
## 595 596 597 598 599 600   
## 640.509545 588.833545 562.995544 548.641100 537.157544 519.932211   
## 601 602 603 604 605 606   
## 382.129542 379.258653 376.387764 373.516875 373.516875 373.516875   
## 607 608 609 610 611 612   
## 376.387764 376.387764 382.129542 407.967543 439.547321 473.997988   
## 613 614 615 616 617 618   
## 473.997988 451.030876 390.742209 399.354876 405.096654 407.967543   
## 619 620 621 622 623 624   
## 393.613098 393.613098 385.000431 370.645987 370.645987 379.258653   
## 625 626 627 628 629 630   
## 471.127099 471.127099 479.739766 479.739766 482.610655 471.127099   
## 631 632 633 634 635 636   
## 456.772654 451.030876 465.385321 522.803099 542.899322 594.575323   
## 637 638 639 640 641 642   
## 640.509545 692.185546 700.798213 692.185546 689.314657 654.863990   
## 643 644 645 646 647 648   
## 594.575323 557.253767 540.028433 528.544877 522.803099 519.932211   
## 649 650 651 652 653 654   
## 540.028433 517.061322 491.223321 494.094210 494.094210 491.223321   
## 655 656 657 658 659 660   
## 499.835988 508.448655 519.932211 554.382878 623.284212 697.927324   
## 661 662 663 664 665 666   
## 755.345102 795.537547 835.729992 841.471770 844.342659 827.117325   
## 667 668 669 670 671 672   
## 795.537547 746.732435 706.539991 669.218435 643.380434 617.542434   
## 673 674 675 676 677 678   
## 720.894435 709.410879 706.539991 700.798213 703.669102 700.798213   
## 679 680 681 682 683 684   
## 697.927324 703.669102 718.023546 723.765324 766.828658 798.408436   
## 685 686 687 688 689 690   
## 858.697103 896.018659 916.114882 933.340215 930.469327 918.985771   
## 691 692 693 694 695 696   
## 884.535104 838.600881 784.053991 749.603324 718.023546 700.798213   
## 697 698 699 700 701 702   
## 818.504659 827.117325 824.246436 824.246436 821.375547 821.375547   
## 703 704 705 706 707 708   
## 818.504659 818.504659 832.859103 861.567992 878.793326 881.664215   
## 709 710 711 712 713 714   
## 898.889548 913.243993 939.081993 907.502215 901.760437 901.760437   
## 715 716 717 718 719 720   
## 878.793326 852.955326 832.859103 824.246436 795.537547 766.828658   
## 721 722 723 724 725 726   
## 608.929767 594.575323 594.575323 591.704434 588.833545 574.479100   
## 727 728 729 730 731 732   
## 551.511989 540.028433 528.544877 531.415766 540.028433 540.028433   
## 733 734 735 736 737 738   
## 545.770211 557.253767 565.866433 568.737322 568.737322 565.866433   
## 739 740 741 742 743 744   
## 554.382878 554.382878 545.770211 545.770211 542.899322 540.028433   
## 745 746 747 748 749 750   
## 419.451098 405.096654 399.354876 393.613098 385.000431 373.516875   
## 751 752 753 754 755 756   
## 362.033320 362.033320 419.451098 482.610655 517.061322 519.932211   
## 757 758 759 760 761 762   
## 534.286655 548.641100 562.995544 545.770211 511.319544 459.643543   
## 763 764 765 766 767 768   
## 422.321987 407.967543 413.709320 416.580209 413.709320 419.451098   
## 769 770 771 772 773 774   
## 663.476657 623.284212 614.671545 620.413323 614.671545 597.446211   
## 775 776 777 778 779 780   
## 574.479100 588.833545 640.509545 715.152657 786.924880 821.375547   
## 781 782 783 784 785 786   
## 858.697103 881.664215 873.051548 870.180659 861.567992 855.826215   
## 787 788 789 790 791 792   
## 838.600881 821.375547 801.279325 807.021103 804.150214 781.183103   
## 793 794 795 796 797 798   
## 761.086880 740.990658 723.765324 683.572879 631.896879 608.929767   
## 799 800 801 802 803 804   
## 585.962656 571.608211 557.253767 551.511989 557.253767 568.737322   
## 805 806 807 808 809 810   
## 583.091767 588.833545 591.704434 583.091767 591.704434 603.187989   
## 811 812 813 814 815 816   
## 611.800656 608.929767 606.058878 597.446211 588.833545 577.349989   
## 817 818 819 820 821 822   
## 611.800656 594.575323 577.349989 560.124655 554.382878 548.641100   
## 823 824 825 826 827 828   
## 534.286655 534.286655 585.962656 680.701990 758.215991 821.375547   
## 829 830 831 832 833 834   
## 852.955326 884.535104 904.631326 907.502215 896.018659 861.567992   
## 835 836 837 838 839 840   
## 827.117325 752.474213 695.056435 672.089323 651.993101 626.155101   
## 841 842 843 844 845 846   
## 617.542434 603.187989 588.833545 583.091767 574.479100 562.995544   
## 847 848 849 850 851 852   
## 554.382878 557.253767 611.800656 692.185546 758.215991 798.408436   
## 853 854 855 856 857 858   
## 847.213548 887.405993 924.727549 916.114882 904.631326 913.243993   
## 859 860 861 862 863 864   
## 884.535104 835.729992 781.183103 743.861547 720.894435 706.539991   
## 865 866 867 868 869 870   
## 692.185546 674.960212 672.089323 660.605768 663.476657 663.476657   
## 871 872 873 874 875 876   
## 657.734879 660.605768 709.410879 789.795769 858.697103 927.598438   
## 877 878 879 880 881 882   
## 982.145327 1030.950439 1079.755551 1085.497328 1074.013773 1071.142884   
## 883 884 885 886 887 888   
## 1045.304883 993.628883 941.952882 887.405993 858.697103 832.859103   
## 889 890 891 892 893 894   
## 792.666658 792.666658 778.312214 772.570436 763.957769 761.086880   
## 895 896 897 898 899 900   
## 755.345102 766.828658 804.150214 821.375547 804.150214 835.729992   
## 901 902 903 904 905 906   
## 878.793326 924.727549 930.469327 898.889548 884.535104 850.084437   
## 907 908 909 910 911 912   
## 798.408436 772.570436 718.023546 680.701990 669.218435 660.605768   
## 913 914 915 916 917 918   
## 674.960212 666.347546 657.734879 643.380434 629.025990 620.413323   
## 919 920 921 922 923 924   
## 620.413323 626.155101 669.218435 715.152657 775.441325 844.342659   
## 925 926 927 928 929 930   
## 896.018659 939.081993 973.532660 987.887105 1002.241550 962.049105   
## 931 932 933 934 935 936   
## 918.985771 873.051548 821.375547 786.924880 758.215991 738.119769   
## 937 938 939 940 941 942   
## 672.089323 657.734879 649.122212 640.509545 631.896879 614.671545   
## 943 944 945 946 947 948   
## 608.929767 620.413323 686.443768 763.957769 838.600881 898.889548   
## 949 950 951 952 953 954   
## 924.727549 964.919994 956.307327 990.757994 973.532660 964.919994   
## 955 956 957 958 959 960   
## 913.243993 855.826215 821.375547 798.408436 784.053991 772.570436   
## 961 962 963 964 965 966   
## 758.215991 749.603324 740.990658 746.732435 755.345102 761.086880   
## 967 968 969 970 971 972   
## 763.957769 769.699547 789.795769 838.600881 896.018659 918.985771   
## 973 974 975 976 977 978   
## 973.532660 1005.112439 1025.208661 1028.079550 1048.175772 1025.208661   
## 979 980 981 982 983 984   
## 996.499772 944.823771 910.373104 884.535104 864.438881 850.084437   
## 985 986 987 988 989 990   
## 901.760437 898.889548 881.664215 867.309770 864.438881 864.438881   
## 991 992 993 994 995 996   
## 850.084437 841.471770 838.600881 835.729992 844.342659 852.955326   
## 997 998 999 1000 1001 1002   
## 832.859103 829.988214 838.600881 824.246436 778.312214 735.248880   
## 1003 1004 1005 1006 1007 1008   
## 726.636213 697.927324 654.863990 637.638656 634.767767 608.929767   
## 1009 1010 1011 1012 1013 1014   
## 781.183103 769.699547 761.086880 758.215991 749.603324 743.861547   
## 1015 1016 1017 1018 1019 1020   
## 738.119769 743.861547 761.086880 792.666658 838.600881 916.114882   
## 1021 1022 1023 1024 1025 1026   
## 993.628883 1016.595994 1028.079550 1042.433995 1039.563106 1068.271995   
## 1027 1028 1029 1030 1031 1032   
## 1056.788439 1010.854216 936.211104 898.889548 870.180659 838.600881   
## 1033 1034 1035 1036 1037 1038   
## 807.021103 795.537547 781.183103 784.053991 778.312214 766.828658   
## 1039 1040 1041 1042 1043 1044   
## 761.086880 775.441325 821.375547 867.309770 910.373104 939.081993   
## 1045 1046 1047 1048 1049 1050   
## 953.436438 959.178216 973.532660 979.274438 967.790883 959.178216   
## 1051 1052 1053 1054 1055 1056   
## 930.469327 850.084437 789.795769 752.474213 715.152657 686.443768   
## 1057 1058 1059 1060 1061 1062   
## 855.826215 838.600881 827.117325 812.762881 798.408436 786.924880   
## 1063 1064 1065 1066 1067 1068   
## 778.312214 801.279325 864.438881 933.340215 987.887105 1048.175772   
## 1069 1070 1071 1072 1073 1074   
## 1091.239106 1134.302440 1154.398663 1171.623996 1163.011329 1154.398663   
## 1075 1076 1077 1078 1079 1080   
## 1125.689773 1108.464440 1091.239106 1071.142884 1053.917550 1048.175772   
## 1081 1082 1083 1084 1085 1086   
## 729.507102 706.539991 695.056435 683.572879 672.089323 660.605768   
## 1087 1088 1089 1090 1091 1092   
## 663.476657 695.056435 772.570436 841.471770 907.502215 953.436438   
## 1093 1094 1095 1096 1097 1098   
## 970.661771 1005.112439 1002.241550 1010.854216 1010.854216 1007.983327   
## 1099 1100 1101 1102 1103 1104   
## 985.016216 941.952882 910.373104 890.276882 870.180659 855.826215   
## 1105 1106 1107 1108 1109 1110   
## 936.211104 916.114882 898.889548 878.793326 861.567992 847.213548   
## 1111 1112 1113 1114 1115 1116   
## 844.342659 855.826215 921.856660 1005.112439 1068.271995 1119.947995   
## 1117 1118 1119 1120 1121 1122   
## 1148.656885 1185.978441 1191.720219 1191.720219 1185.978441 1165.882218   
## 1123 1124 1125 1126 1127 1128   
## 1122.818884 1065.401106 1007.983327 970.661771 950.565549 927.598438   
## 1129 1130 1131 1132 1133 1134   
## 924.727549 910.373104 901.760437 884.535104 867.309770 855.826215   
## 1135 1136 1137 1138 1139 1140   
## 847.213548 875.922437 953.436438 1010.854216 1068.271995 1105.593551   
## 1141 1142 1143 1144 1145 1146   
## 1145.785996 1157.269551 1165.882218 1168.753107 1163.011329 1142.915107   
## 1147 1148 1149 1150 1151 1152   
## 1114.206218 1068.271995 1025.208661 1005.112439 979.274438 964.919994   
## 1153 1154 1155 1156 1157 1158   
## 898.889548 884.535104 875.922437 864.438881 855.826215 847.213548   
## 1159 1160 1161 1162 1163 1164   
## 855.826215 870.180659 878.793326 924.727549 967.790883 1007.983327   
## 1165 1166 1167 1168 1169 1170   
## 1053.917550 1102.722662 1145.785996 1177.365774 1177.365774 1145.785996   
## 1171 1172 1173 1174 1175 1176   
## 1071.142884 1025.208661 990.757994 953.436438 936.211104 918.985771   
## 1177 1178 1179 1180 1181 1182   
## 916.114882 901.760437 887.405993 870.180659 861.567992 864.438881   
## 1183 1184 1185 1186 1187 1188   
## 861.567992 864.438881 881.664215 887.405993 916.114882 947.694660   
## 1189 1190 1191 1192 1193 1194   
## 1002.241550 1030.950439 1028.079550 1048.175772 1048.175772 1042.433995   
## 1195 1196 1197 1198 1199 1200   
## 1028.079550 1007.983327 990.757994 970.661771 953.436438 936.211104   
## 1201 1202 1203 1204 1205 1206   
## 918.985771 904.631326 887.405993 875.922437 875.922437 875.922437   
## 1207 1208 1209 1210 1211 1212   
## 870.180659 884.535104 930.469327 973.532660 1016.595994 1002.241550   
## 1213 1214 1215 1216 1217 1218   
## 1002.241550 1016.595994 1022.337772 973.532660 967.790883 930.469327   
## 1219 1220 1221 1222 1223 1224   
## 904.631326 893.147771 884.535104 881.664215 881.664215 858.697103   
## 1225 1226 1227 1228 1229 1230   
## 941.952882 933.340215 933.340215 933.340215 939.081993 918.985771   
## 1231 1232 1233 1234 1235 1236   
## 896.018659 893.147771 878.793326 884.535104 901.760437 924.727549   
## 1237 1238 1239 1240 1241 1242   
## 944.823771 990.757994 1019.466883 1042.433995 1053.917550 1042.433995   
## 1243 1244 1245 1246 1247 1248   
## 1025.208661 1013.725105 985.016216 973.532660 962.049105 956.307327   
## 1249 1250 1251 1252 1253 1254   
## 939.081993 927.598438 913.243993 875.922437 852.955326 835.729992   
## 1255 1256 1257 1258 1259 1260   
## 829.988214 858.697103 873.051548 913.243993 967.790883 993.628883   
## 1261 1262 1263 1264 1265 1266   
## 1036.692217 1062.530217 1094.109995 1102.722662 1096.980884 1085.497328   
## 1267 1268 1269 1270 1271 1272   
## 1079.755551 1033.821328 985.016216 950.565549 921.856660 898.889548   
## 1273 1274 1275 1276 1277 1278   
## 973.532660 973.532660 979.274438 979.274438 976.403549 970.661771   
## 1279 1280 1281 1282 1283 1284   
## 967.790883 987.887105 1030.950439 1048.175772 1062.530217 1096.980884   
## 1285 1286 1287 1288 1289 1290   
## 1111.335329 1117.077107 1114.206218 1094.109995 1059.659328 973.532660   
## 1291 1292 1293 1294 1295 1296   
## 927.598438 936.211104 939.081993 947.694660 956.307327 959.178216   
## 1297 1298 1299 1300 1301 1302   
## 964.919994 967.790883 973.532660 976.403549 976.403549 970.661771   
## 1303 1304 1305 1306 1307 1308   
## 964.919994 967.790883 973.532660 993.628883 1036.692217 1048.175772   
## 1309 1310 1311 1312 1313 1314   
## 1085.497328 1105.593551 1134.302440 1151.527774 1168.753107 1154.398663   
## 1315 1316 1317 1318 1319 1320   
## 1142.915107 1114.206218 1088.368217 1059.659328 1030.950439 1010.854216   
## 1321 1322 1323 1324 1325 1326   
## 1010.854216 999.370661 990.757994 985.016216 985.016216 982.145327   
## 1327 1328 1329 1330 1331 1332   
## 979.274438 985.016216 1002.241550 1005.112439 1016.595994 1022.337772   
## 1333 1334 1335 1336 1337 1338   
## 1074.013773 1088.368217 1111.335329 1108.464440 1099.851773 1099.851773   
## 1339 1340 1341 1342 1343 1344   
## 1079.755551 1053.917550 1019.466883 999.370661 982.145327 967.790883   
## 1345 1346 1347 1348 1349 1350   
## 921.856660 921.856660 924.727549 927.598438 927.598438 927.598438   
## 1351 1352 1353 1354 1355 1356   
## 930.469327 941.952882 959.178216 976.403549 985.016216 1002.241550   
## 1357 1358 1359 1360 1361 1362   
## 1028.079550 1059.659328 1068.271995 1074.013773 1091.239106 1096.980884   
## 1363 1364 1365 1366 1367 1368   
## 1088.368217 1074.013773 1062.530217 1056.788439 1053.917550 1051.046661   
## 1369 1370 1371 1372 1373 1374   
## 1042.433995 1042.433995 1039.563106 1039.563106 1039.563106 1039.563106   
## 1375 1376 1377 1378 1379 1380   
## 1039.563106 1042.433995 1056.788439 1071.142884 1091.239106 1117.077107   
## 1381 1382 1383 1384 1385 1386   
## 1142.915107 1160.140440 1174.494885 1180.236663 1160.140440 1160.140440   
## 1387 1388 1389 1390 1391 1392   
## 1151.527774 1145.785996 1131.431551 1119.947995 1114.206218 1108.464440   
## 1393 1394 1395 1396 1397 1398   
## 1142.915107 1119.947995 1105.593551 1091.239106 1079.755551 1068.271995   
## 1399 1400 1401 1402 1403 1404   
## 1062.530217 1076.884662 1137.173329 1211.816441 1260.621553 1306.555775   
## 1405 1406 1407 1408 1409 1410   
## 1355.360887 1389.811554 1409.907777 1412.778666 1421.391332 1415.649555   
## 1411 1412 1413 1414 1415 1416   
## 1378.327999 1326.651998 1292.201331 1263.492442 1246.267108 1231.912663   
## 1417 1418 1419 1420 1421 1422   
## 1214.687330 1197.461996 1188.849330 1185.978441 1177.365774 1177.365774   
## 1423 1424 1425 1426 1427 1428   
## 1174.494885 1177.365774 1197.461996 1226.170886 1249.137997 1274.975997   
## 1429 1430 1431 1432 1433 1434   
## 1315.168442 1306.555775 1320.910220 1352.489998 1335.264665 1335.264665   
## 1435 1436 1437 1438 1439 1440   
## 1309.426664 1272.105108 1240.525330 1220.429108 1206.074663 1197.461996   
## 1441 1442 1443 1444 1445 1446   
## 1174.494885 1154.398663 1140.044218 1122.818884 1102.722662 1094.109995   
## 1447 1448 1449 1450 1451 1452   
## 1088.368217 1105.593551 1163.011329 1211.816441 1254.879775 1289.330442   
## 1453 1454 1455 1456 1457 1458   
## 1300.813998 1332.393776 1349.619109 1355.360887 1381.198887 1352.489998   
## 1459 1460 1461 1462 1463 1464   
## 1384.069776 1346.748220 1309.426664 1286.459553 1269.234219 1246.267108   
## 1465 1466 1467 1468 1469 1470   
## 1252.008886 1240.525330 1240.525330 1229.041775 1229.041775 1217.558219   
## 1471 1472 1473 1474 1475 1476   
## 1208.945552 1211.816441 1243.396219 1280.717775 1323.781109 1349.619109   
## 1477 1478 1479 1480 1481 1482   
## 1386.940665 1389.811554 1407.036888 1386.940665 1424.262221 1409.907777   
## 1483 1484 1485 1486 1487 1488   
## 1389.811554 1346.748220 1309.426664 1292.201331 1280.717775 1266.363331   
## 1489 1490 1491 1492 1493 1494   
## 1257.750664 1246.267108 1240.525330 1231.912663 1226.170886 1211.816441   
## 1495 1496 1497 1498 1499 1500   
## 1211.816441 1220.429108 1249.137997 1283.588664 1320.910220 1361.102665   
## 1501 1502 1503 1504 1505 1506   
## 1392.682443 1392.682443 1409.907777 1409.907777 1389.811554 1363.973554   
## 1507 1508 1509 1510 1511 1512   
## 1323.781109 1297.943109 1260.621553 1231.912663 1214.687330 1203.203774   
## 1513 1514 1515 1516 1517 1518   
## 1171.623996 1154.398663 1148.656885 1148.656885 1140.044218 1137.173329   
## 1519 1520 1521 1522 1523 1524   
## 1128.560662 1145.785996 1157.269551 1203.203774 1243.396219 1274.975997   
## 1525 1526 1527 1528 1529 1530   
## 1315.168442 1323.781109 1300.813998 1326.651998 1343.877331 1341.006443   
## 1531 1532 1533 1534 1535 1536   
## 1326.651998 1272.105108 1226.170886 1188.849330 1183.107552 1171.623996   
## 1537 1538 1539 1540 1541 1542   
## 1165.882218 1163.011329 1154.398663 1148.656885 1142.915107 1134.302440   
## 1543 1544 1545 1546 1547 1548   
## 1131.431551 1137.173329 1157.269551 1180.236663 1208.945552 1220.429108   
## 1549 1550 1551 1552 1553 1554   
## 1229.041775 1188.849330 1220.429108 1231.912663 1243.396219 1163.011329   
## 1555 1556 1557 1558 1559 1560   
## 1142.915107 1145.785996 1137.173329 1134.302440 1125.689773 1119.947995   
## 1561 1562 1563 1564 1565 1566   
## 1191.720219 1168.753107 1154.398663 1137.173329 1122.818884 1108.464440   
## 1567 1568 1569 1570 1571 1572   
## 1096.980884 1102.722662 1140.044218 1188.849330 1234.783552 1240.525330   
## 1573 1574 1575 1576 1577 1578   
## 1289.330442 1315.168442 1326.651998 1341.006443 1358.231776 1363.973554   
## 1579 1580 1581 1582 1583 1584   
## 1323.781109 1306.555775 1277.846886 1243.396219 1234.783552 1217.558219   
## 1585 1586 1587 1588 1589 1590   
## 1194.591107 1180.236663 1168.753107 1154.398663 1142.915107 1131.431551   
## 1591 1592 1593 1594 1595 1596   
## 1117.077107 1122.818884 1157.269551 1188.849330 1243.396219 1277.846886   
## 1597 1598 1599 1600 1601 1602   
## 1306.555775 1312.297553 1341.006443 1338.135554 1315.168442 1303.684887   
## 1603 1604 1605 1606 1607 1608   
## 1295.072220 1254.879775 1180.236663 1165.882218 1163.011329 1160.140440   
## 1609 1610 1611 1612 1613 1614   
## 1151.527774 1145.785996 1142.915107 1137.173329 1134.302440 1140.044218   
## 1615 1616 1617 1618 1619 1620   
## 1125.689773 1128.560662 1145.785996 1214.687330 1252.008886 1297.943109   
## 1621 1622 1623 1624 1625 1626   
## 1326.651998 1343.877331 1349.619109 1341.006443 1326.651998 1306.555775   
## 1627 1628 1629 1630 1631 1632   
## 1266.363331 1191.720219 1137.173329 1105.593551 1079.755551 1053.917550   
## 1633 1634 1635 1636 1637 1638   
## 1056.788439 1042.433995 1030.950439 1028.079550 1013.725105 1007.983327   
## 1639 1640 1641 1642 1643 1644   
## 1016.595994 1033.821328 1074.013773 1140.044218 1203.203774 1257.750664   
## 1645 1646 1647 1648 1649 1650   
## 1309.426664 1349.619109 1375.457110 1392.682443 1409.907777 1381.198887   
## 1651 1652 1653 1654 1655 1656   
## 1352.489998 1346.748220 1289.330442 1286.459553 1257.750664 1231.912663   
## 1657 1658 1659 1660 1661 1662   
## 990.757994 982.145327 970.661771 956.307327 944.823771 930.469327   
## 1663 1664 1665 1666 1667 1668   
## 921.856660 930.469327 970.661771 1030.950439 1091.239106 1140.044218   
## 1669 1670 1671 1672 1673 1674   
## 1165.882218 1134.302440 1076.884662 1033.821328 1010.854216 1010.854216   
## 1675 1676 1677 1678 1679 1680   
## 1007.983327 987.887105 979.274438 982.145327 944.823771 933.340215   
## 1681 1682 1683 1684 1685 1686   
## 1045.304883 1051.046661 1045.304883 1028.079550 1022.337772 1025.208661   
## 1687 1688 1689 1690 1691 1692   
## 1030.950439 1033.821328 1042.433995 1053.917550 1085.497328 1088.368217   
## 1693 1694 1695 1696 1697 1698   
## 1111.335329 1145.785996 1125.689773 1117.077107 1128.560662 1105.593551   
## 1699 1700 1701 1702 1703 1704   
## 1085.497328 1056.788439 1051.046661 1048.175772 1042.433995 1033.821328   
## 1705 1706 1707 1708 1709 1710   
## 1022.337772 1016.595994 1007.983327 1005.112439 1002.241550 999.370661   
## 1711 1712 1713 1714 1715 1716   
## 993.628883 993.628883 999.370661 1028.079550 1068.271995 1102.722662   
## 1717 1718 1719 1720 1721 1722   
## 1134.302440 1160.140440 1177.365774 1206.074663 1188.849330 1171.623996   
## 1723 1724 1725 1726 1727 1728   
## 1151.527774 1096.980884 1065.401106 1039.563106 1028.079550 1019.466883   
## 1729 1730 1731 1732 1733 1734   
## 1045.304883 1039.563106 1033.821328 1030.950439 1025.208661 1022.337772   
## 1735 1736 1737 1738 1739 1740   
## 1019.466883 1022.337772 1030.950439 1013.725105 1005.112439 1016.595994   
## 1741 1742 1743 1744 1745 1746   
## 1022.337772 1051.046661 1071.142884 1074.013773 1068.271995 987.887105   
## 1747 1748 1749 1750 1751 1752   
## 964.919994 959.178216 953.436438 956.307327 959.178216 959.178216   
## 1753 1754 1755 1756 1757 1758   
## 950.565549 947.694660 936.211104 927.598438 921.856660 916.114882   
## 1759 1760 1761 1762 1763 1764   
## 910.373104 913.243993 924.727549 956.307327 999.370661 1039.563106   
## 1765 1766 1767 1768 1769 1770   
## 1076.884662 1096.980884 1122.818884 1102.722662 1114.206218 1128.560662   
## 1771 1772 1773 1774 1775 1776   
## 1105.593551 1056.788439 1016.595994 993.628883 973.532660 959.178216   
## 1777 1778 1779 1780 1781 1782   
## 913.243993 896.018659 878.793326 858.697103 844.342659 829.988214   
## 1783 1784 1785 1786 1787 1788   
## 824.246436 821.375547 847.213548 904.631326 964.919994 1016.595994   
## 1789 1790 1791 1792 1793 1794   
## 1039.563106 1074.013773 1076.884662 1082.626439 1068.271995 1065.401106   
## 1795 1796 1797 1798 1799 1800   
## 1045.304883 1016.595994 993.628883 973.532660 956.307327 936.211104   
## 1801 1802 1803 1804 1805 1806   
## 990.757994 990.757994 990.757994 985.016216 982.145327 973.532660   
## 1807 1808 1809 1810 1811 1812   
## 967.790883 964.919994 964.919994 976.403549 993.628883 1007.983327   
## 1813 1814 1815 1816 1817 1818   
## 1016.595994 1013.725105 1007.983327 1002.241550 982.145327 967.790883   
## 1819 1820 1821 1822 1823 1824   
## 953.436438 944.823771 941.952882 944.823771 950.565549 947.694660   
## 1825 1826 1827 1828 1829 1830   
## 878.793326 881.664215 884.535104 867.309770 850.084437 847.213548   
## 1831 1832 1833 1834 1835 1836   
## 841.471770 841.471770 847.213548 858.697103 864.438881 878.793326   
## 1837 1838 1839 1840 1841 1842   
## 884.535104 904.631326 950.565549 962.049105 953.436438 944.823771   
## 1843 1844 1845 1846 1847 1848   
## 936.211104 918.985771 910.373104 907.502215 901.760437 896.018659   
## 1849 1850 1851 1852 1853 1854   
## 829.988214 807.021103 795.537547 789.795769 801.279325 804.150214   
## 1855 1856 1857 1858 1859 1860   
## 809.891992 809.891992 824.246436 864.438881 890.276882 913.243993   
## 1861 1862 1863 1864 1865 1866   
## 933.340215 987.887105 1030.950439 1053.917550 1042.433995 1028.079550   
## 1867 1868 1869 1870 1871 1872   
## 976.403549 939.081993 916.114882 884.535104 867.309770 844.342659   
## 1873 1874 1875 1876 1877 1878   
## 689.314657 672.089323 654.863990 646.251323 634.767767 617.542434   
## 1879 1880 1881 1882 1883 1884   
## 608.929767 600.317100 620.413323 686.443768 766.828658 850.084437   
## 1885 1886 1887 1888 1889 1890   
## 887.405993 916.114882 916.114882 927.598438 918.985771 910.373104   
## 1891 1892 1893 1894 1895 1896   
## 855.826215 807.021103 781.183103 769.699547 749.603324 723.765324   
## 1897 1898 1899 1900 1901 1902   
## 597.446211 580.220878 565.866433 554.382878 540.028433 528.544877   
## 1903 1904 1905 1906 1907 1908   
## 525.673988 514.190433 548.641100 623.284212 697.927324 772.570436   
## 1909 1910 1911 1912 1913 1914   
## 812.762881 861.567992 890.276882 904.631326 893.147771 873.051548   
## 1915 1916 1917 1918 1919 1920   
## 809.891992 761.086880 732.377991 697.927324 672.089323 651.993101   
## 1921 1922 1923 1924 1925 1926   
## 663.476657 643.380434 637.638656 629.025990 623.284212 606.058878   
## 1927 1928 1929 1930 1931 1932   
## 600.317100 591.704434 614.671545 677.831101 755.345102 815.633770   
## 1933 1934 1935 1936 1937 1938   
## 858.697103 893.147771 927.598438 916.114882 901.760437 878.793326   
## 1939 1940 1941 1942 1943 1944   
## 832.859103 784.053991 752.474213 720.894435 700.798213 680.701990   
## 1945 1946 1947 1948 1949 1950   
## 646.251323 629.025990 608.929767 606.058878 594.575323 580.220878   
## 1951 1952 1953 1954 1955 1956   
## 568.737322 560.124655 568.737322 626.155101 709.410879 786.924880   
## 1957 1958 1959 1960 1961 1962   
## 818.504659 829.988214 841.471770 852.955326 858.697103 824.246436   
## 1963 1964 1965 1966 1967 1968   
## 769.699547 735.248880 712.281768 683.572879 669.218435 651.993101   
## 1969 1970 1971 1972 1973 1974   
## 433.805543 422.321987 396.483987 385.000431 382.129542 367.775098   
## 1975 1976 1977 1978 1979 1980   
## 359.162431 373.516875 376.387764 442.418210 511.319544 551.511989   
## 1981 1982 1983 1984 1985 1986   
## 580.220878 617.542434 643.380434 649.122212 651.993101 620.413323   
## 1987 1988 1989 1990 1991 1992   
## 577.349989 565.866433 554.382878 554.382878 554.382878 557.253767   
## 1993 1994 1995 1996 1997 1998   
## 540.028433 525.673988 519.932211 496.965099 479.739766 453.901765   
## 1999 2000 2001 2002 2003 2004   
## 439.547321 428.063765 442.418210 482.610655 542.899322 585.962656   
## 2005 2006 2007 2008 2009 2010   
## 623.284212 657.734879 677.831101 680.701990 674.960212 660.605768   
## 2011 2012 2013 2014 2015 2016   
## 606.058878 577.349989 554.382878 554.382878 531.415766 519.932211   
## 2017 2018 2019 2020 2021 2022   
## 542.899322 525.673988 511.319544 499.835988 485.481543 473.997988   
## 2023 2024 2025 2026 2027 2028   
## 465.385321 453.901765 471.127099 537.157544 623.284212 703.669102   
## 2029 2030 2031 2032 2033 2034   
## 763.957769 809.891992 852.955326 870.180659 875.922437 824.246436   
## 2035 2036 2037 2038 2039 2040   
## 755.345102 703.669102 672.089323 646.251323 623.284212 614.671545   
## 2041 2042 2043 2044 2045 2046   
## 588.833545 580.220878 554.382878 540.028433 517.061322 511.319544   
## 2047 2048 2049 2050 2051 2052   
## 494.094210 485.481543 491.223321 562.995544 651.993101 752.474213   
## 2053 2054 2055 2056 2057 2058   
## 809.891992 847.213548 855.826215 867.309770 873.051548 815.633770   
## 2059 2060 2061 2062 2063 2064   
## 743.861547 720.894435 683.572879 654.863990 623.284212 600.317100   
## 2065 2066 2067 2068 2069 2070   
## 623.284212 617.542434 614.671545 606.058878 597.446211 588.833545   
## 2071 2072 2073 2074 2075 2076   
## 580.220878 574.479100 585.962656 626.155101 672.089323 709.410879   
## 2077 2078 2079 2080 2081 2082   
## 752.474213 798.408436 835.729992 804.150214 812.762881 775.441325   
## 2083 2084 2085 2086 2087 2088   
## 738.119769 718.023546 715.152657 709.410879 689.314657 686.443768   
## 2089 2090 2091 2092 2093 2094   
## 677.831101 677.831101 680.701990 646.251323 640.509545 654.863990   
## 2095 2096 2097 2098 2099 2100   
## 651.993101 646.251323 660.605768 657.734879 677.831101 692.185546   
## 2101 2102 2103 2104 2105 2106   
## 715.152657 752.474213 781.183103 778.312214 772.570436 763.957769   
## 2107 2108 2109 2110 2111 2112   
## 749.603324 732.377991 718.023546 723.765324 715.152657 706.539991   
## 2113 2114 2115 2116 2117 2118   
## 491.223321 479.739766 473.997988 468.256210 451.030876 451.030876   
## 2119 2120 2121 2122 2123 2124   
## 445.289099 433.805543 430.934654 485.481543 574.479100 631.896879   
## 2125 2126 2127 2128 2129 2130   
## 689.314657 718.023546 743.861547 732.377991 706.539991 674.960212   
## 2131 2132 2133 2134 2135 2136   
## 640.509545 617.542434 594.575323 580.220878 554.382878 534.286655   
## 2137 2138 2139 2140 2141 2142   
## 439.547321 428.063765 419.451098 407.967543 407.967543 402.225765   
## 2143 2144 2145 2146 2147 2148   
## 390.742209 396.483987 410.838431 436.676432 473.997988 554.382878   
## 2149 2150 2151 2152 2153 2154   
## 600.317100 620.413323 626.155101 611.800656 606.058878 585.962656   
## 2155 2156 2157 2158 2159 2160   
## 577.349989 562.995544 548.641100 540.028433 531.415766 537.157544   
## 2161 2162 2163 2164 2165 2166   
## 542.899322 534.286655 534.286655 522.803099 528.544877 531.415766   
## 2167 2168 2169 2170 2171 2172   
## 528.544877 522.803099 519.932211 519.932211 534.286655 548.641100   
## 2173 2174 2175 2176 2177 2178   
## 557.253767 565.866433 528.544877 499.835988 511.319544 499.835988   
## 2179 2180 2181 2182 2183 2184   
## 491.223321 482.610655 482.610655 468.256210 468.256210 448.159987   
## 2185 2186 2187 2188 2189 2190   
## 430.934654 425.192876 416.580209 405.096654 399.354876 396.483987   
## 2191 2192 2193 2194 2195 2196   
## 387.871320 385.000431 393.613098 425.192876 482.610655 542.899322   
## 2197 2198 2199 2200 2201 2202   
## 597.446211 672.089323 703.669102 715.152657 715.152657 663.476657   
## 2203 2204 2205 2206 2207 2208   
## 608.929767 577.349989 545.770211 528.544877 514.190433 491.223321

test.pred <- data.frame(test.pred)  
  
write.csv(test.pred,"testing\_predictions\_4407409.csv")

Running Permutation Test on each of the predictors using Random Forests in order to find out which predictors are most significant and how significant they are.

The variables are Day,Month,Year,Hour,Temperature,Humidity,Wind,Solar,Rainfall,Snowfall,Seasons,Holiday,Functioning, Dew, Visibility

mse.perm <- numeric()   
set.seed(1)   
for (i in 1:15)   
{   
 if(i == 1)   
 {   
 shuffleTrain = train  
 shuffleTrain$Day = sample(train$Day,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 2)  
 {   
 shuffleTrain = train  
 shuffleTrain$Month = sample(train$Month,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 3 )  
 {   
 shuffleTrain = train  
 shuffleTrain$Year = sample(train$Year,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 4)  
 {   
 shuffleTrain = train  
 shuffleTrain$Hour = sample(train$Hour,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 5)  
 {   
 shuffleTrain = train  
 shuffleTrain$Temperature = sample(train$Temperature,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 6)  
 {   
 shuffleTrain = train  
 shuffleTrain$Humidity = sample(train$Humidity,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 7)  
 {   
 shuffleTrain = train  
 shuffleTrain$Wind = sample(train$Wind,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 8)  
 {   
 shuffleTrain = train  
 shuffleTrain$Solar = sample(train$Solar,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 9)  
 {   
 shuffleTrain = train  
 shuffleTrain$Rainfall = sample(train$Rainfall,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 10)  
 {   
 shuffleTrain = train  
 shuffleTrain$Snowfall = sample(train$Snowfall,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 11)   
 {   
 shuffleTrain = train  
 shuffleTrain$Seasons = sample(train$Seasons,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 12)   
 {   
 shuffleTrain = train  
 shuffleTrain$Holiday = sample(train$Holiday,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 13)   
 {   
 shuffleTrain = train  
 shuffleTrain$Functioning = sample(train$Functioning,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else if(i == 14)   
 {   
 shuffleTrain = train  
 shuffleTrain$Dew = sample(train$Dew,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }   
 else   
 {   
 shuffleTrain = train  
 shuffleTrain$Visibility = sample(train$Visibility,replace = FALSE)   
 randfor.mod <- randomForest(Count~.,data=shuffleTrain,mtry = 8,importance = TRUE)   
   
 #Calculating test MSE   
 randfor.pred <- predict(randfor.mod,test)   
 MSE <- mean ((test$Count - randfor.pred)^2)   
 mse.perm[i] <- MSE  
 }  
}   
plot(mse.perm,type="b",axes=F,ann=F,ylim=c(0,max(mse.perm)+1))  
axis(1,at=1:15,lab=names(train)[-1])  
axis(2,at=seq(0,max(mse.perm)+1,0.25),las=1)  
box()

Analyzing the trends between Count and most significant variables-Temperature,Hour,Seasons

Temperature

ggplot(data = bikeData\_new) +   
 geom\_smooth(mapping = aes(x = Temperature, y = Count))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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range(bikeData\_new$Temperature)

## [1] -17.8 39.4

Hour

ggplot(data = bikeData\_new) +   
 geom\_smooth(mapping = aes(x = Hour, y = Count))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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Continuing Data Exploration to better understand how season affects the bike counts

bikeData\_new %>%   
 group\_by(Seasons) %>%   
 summarise()

## # A tibble: 4 x 1  
## Seasons  
## <chr>   
## 1 Autumn   
## 2 Spring   
## 3 Summer   
## 4 Winter

#Calculating the total counts for each season   
  
  
##Winter  
only\_Winter <- bikeData\_new %>%   
 select(Count,Seasons) %>%   
 filter(Seasons == "Winter")   
  
winter\_sum = sum(only\_Winter$Count)   
winter\_sum

## [1] 389211

##Summer  
only\_Summer <- bikeData\_new %>%   
 select(Count,Seasons) %>%   
 filter(Seasons == "Summer")   
  
summer\_sum = sum(only\_Summer$Count)   
summer\_sum

## [1] 1634082

##Spring  
only\_Spring <- bikeData\_new %>%   
 select(Count,Seasons) %>%   
 filter(Seasons == "Spring")   
  
spring\_sum = sum(only\_Spring$Count)   
spring\_sum

## [1] 1175208

##Fall   
only\_Autumn <- bikeData\_new %>%   
 select(Count,Seasons) %>%   
 filter(Seasons == "Autumn")   
  
autumn\_sum = sum(only\_Autumn$Count)   
autumn\_sum

## [1] 1406891

Seasons\_x <- c("Winter","Summer","Spring","Autumn")   
Counts\_y <- c(winter\_sum,summer\_sum,spring\_sum,autumn\_sum)   
  
my\_data <- data.frame(Seasons\_x,Counts\_y)   
ggplot(data = my\_data) +   
 geom\_bar(mapping = aes(x=reorder(Seasons\_x,Counts\_y),y=Counts\_y),stat="identity") +   
 labs(x = "Season",y = "Counts")
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Analyzing the trends between Count and other variables(not considered the most significant)

ggplot(data = bikeData\_new) +   
 geom\_smooth(mapping = aes(x = Month, y = Count))

## `geom\_smooth()` using method = 'gam' and formula 'y ~ s(x, bs = "cs")'
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ggplot(data = bikeData\_new) +   
 geom\_bar(mapping = aes(x = Year, y = Count),stat = "identity")
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