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**Overall Status**

In our project we have implemented all 5 functions such as **BeginTx, ReadTx, WriteTx, AbortTx and CommitTx.**

The first operation any transaction encounters is **BeginTx**. Transaction Manager object will be initialised with appropriate values in this function. This is done after locking the transaction manager. This brings the transaction to active state. Each operation in the BeginTx function explained with easy understandable comments in the code.

Second function is ReadTx, which is called when the transaction has to access the object for reading the data. This in turn call the **set\_lock** function which grants two type of locks. Exclusive lock Read/Write transaction. Shared lock for Read only transaction. If the requesting transaction already holds a lock on the object, it directly moves on to **perform\_readWrite** function. If the requesting transaction needs a lock on a object which is currently being used by another transaction, it is put in the waiting queue. To grant the object a lock, it is put on to Hash table and then it can move on to perform\_readWrite. Comment section in the code explains each and every scenario of set\_lock function.

Third function **WriteTx** is also similar to readTx, this function is called when the transaction has to access an object to write on to it. WriteTx also calls set\_lock and exclusive lock is granted, and in perform\_readWrite, write is simulated.

After Read and Write Transaction has to commit if it executed smoothly or has to be Aborted if there occurs any error. **AbortTx** aborts any transaction. AbortTx call the **do\_commit\_abort** function. Here all the holding locks are set to free. All the waiting transactions are informed that locks are set free by doing the ‘v’ operation on the sem\_no. Similarly, **CommitTx** calls do\_commit\_abort and sets all the locks free of the transactions being commited.

**File Description**

No additional files have been created in this project.

**Division of Labor**

In this project we (Shreyas Mohan, Kanthi Komar) worked together on major 5 functions. Understanding the concepts and planning on what functions to use for what operations was worked out in the team. Major part of Set\_locks was worked out by Shreyas Mohan. Major part of do\_commit\_abort, Perform\_readWrite was done by Kanthi Komar. Testing was done by Shreyas and Report was done by Kanthi.

**Encountering Logical Errors**

1. Even after a transaction commits, it was moving on to performing ReadTx or writeTx. This was because we were not releasing all the locks in do\_commit\_abort function. After doing the ‘V’ operation on the number of transaction waiting in the queue, this problem was solved. We had to release all the semaphores on the waiting transaction.
2. We missed out of a few conditions to be applied when making a transaction wait. If Lock requested for is a Shared lock, the current lock on the object is an Shared lock and there is more than 1 transactions waiting for it, the transaction has to be added to the waiting queue. This condition was not applied and we encountered major problems and were unable to get the output. After adding this condition in the set\_lock function we could move further.
3. We had not called start\_operation in some functions which gave us errors. We understood that start\_operation manages each transaction operations to execute one after the other.
4. We had missed on releasing the transaction manager in commit and abort operations, which was leading to malfunctioning of the program. Later,we were able to resolve it.
5. While testing the program, we were encountering ‘permission denied’. By giving executable permissions to tmtest, the error got resolved.
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