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# Keras Basics

tensorflow.keras has all the functionality of keras but also allows TensorFlow specific functions as well. [tf.keras](https://www.tensorflow.org/api_docs/python/tf/keras) can run any Keras-compatible code (assuming versions of Keras are the same).

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import tensorflow as tf  
from tensorflow.keras import layers

In Keras, you assemble layers to build models.

 To build a simple, fully-connected network:

model = tf.keras.Sequential() # A model with stack of layers.  
# Adds a densely-connected/fully-connected layer with 64 units to the model:  
model.add(layers.Dense(64, activation='relu'))  
# Add another:  
model.add(layers.Dense(64, activation='relu'))  
# Add a softmax layer with 10 output units:  
model.add(layers.Dense(10, activation='softmax'))

Visit [tf.keras.layers](https://www.tensorflow.org/api_docs/python/tf/keras/layers) for more layer options. Common constructor parameters for the layers:

* activation: Specified by the name of a built-in function or as a callable object. By default, no activation is applied.
* kernel\_initializer and bias\_initializer: This parameter is a name or a callable object. This defaults to the "Glorot uniform" initializer.
* kernel\_regularizer and bias\_regularizer: options include L1 or L2 regularization. By default, no regularization is applied.

# Create a sigmoid layer:  
layers.Dense(64, activation='sigmoid')  
# Or:  
layers.Dense(64, activation=tf.sigmoid)  
  
# A linear layer with L1 regularization of factor 0.01 applied to the kernel matrix:  
layers.Dense(64, kernel\_regularizer=tf.keras.regularizers.l1(0.01))  
  
# A linear layer with L2 regularization of factor 0.01 applied to the bias vector:  
layers.Dense(64, bias\_regularizer=tf.keras.regularizers.l2(0.01))  
  
# A linear layer with a kernel initialized to a random orthogonal matrix:  
layers.Dense(64, kernel\_initializer='orthogonal')  
  
# A linear layer with a bias vector initialized to 2.0s:  
layers.Dense(64, bias\_initializer=tf.keras.initializers.constant(2.0))

Configure learning process with compile method:

model.compile(optimizer=tf.train.AdamOptimizer(0.001),  
              loss='categorical\_crossentropy',  
              metrics=['accuracy'])

[tf.keras.Model.compile](https://www.tensorflow.org/api_docs/python/tf/keras/Model#compile) takes three important arguments:

* optimizer: This object specifies the training procedure. Pass it optimizer instances from the [tf.train](https://www.tensorflow.org/api_docs/python/tf/train) module, such as [tf.train.AdamOptimizer](https://www.tensorflow.org/api_docs/python/tf/train/AdamOptimizer), [tf.train.RMSPropOptimizer](https://www.tensorflow.org/api_docs/python/tf/train/RMSPropOptimizer), or [tf.train.GradientDescentOptimizer](https://www.tensorflow.org/api_docs/python/tf/train/GradientDescentOptimizer).
* loss: The function to minimize during optimization. Common choices include mean square error (mse), categorical\_crossentropy, and binary\_crossentropy. Loss functions are specified by name or by passing a callable object from the [tf.keras.losses](https://www.tensorflow.org/api_docs/python/tf/keras/losses) module.
* metrics: Used to monitor training. These are string names or callables from the [tf.keras.metrics](https://www.tensorflow.org/api_docs/python/tf/keras/metrics) module.

More examples of optimizer parameters:

# Configure a model for categorical classification.  
model.compile(optimizer=tf.train.RMSPropOptimizer(0.01),  
              loss=tf.keras.losses.categorical\_crossentropy,  
              metrics=[tf.keras.metrics.categorical\_accuracy])

Train model with fit method (Use in-memory NumPy arrays for small datasets):

import numpy as np

# To create data  
def random\_one\_hot\_labels(shape):  
  n, n\_class = shape  
  classes = np.random.randint(0, n\_class, n)  
  labels = np.zeros((n, n\_class))  
  labels[np.arange(n), classes] = 1  
  return labels  
#Creating 1000 training data and their labels.   
data = np.random.random((1000, 32))  
labels = random\_one\_hot\_labels((1000, 10))  
  
model.fit(data, labels, epochs=10, batch\_size=32) # Notice that numpy arrays are accepted as data and labels.

[tf.keras.Model.fit](https://www.tensorflow.org/api_docs/python/tf/keras/Model#fit) takes three important arguments:

* epochs
* batch\_size
* validation\_data: Used to monitor performance; consists of a tuple of data and labels.

An example with validation data:

model.fit(data, labels, epochs=10, batch\_size=32, validation\_data=(val\_data, val\_labels))

Can use tf.data.Dataset:

# Instantiates a toy dataset instance:  
dataset = tf.data.Dataset.from\_tensor\_slices((data, labels))  
dataset = dataset.batch(32)  
dataset = dataset.repeat()  
  
# Don't forget to specify `steps\_per\_epoch` when calling `fit` on a dataset.  
model.fit(dataset, epochs=10, steps\_per\_epoch=30)

Complete fit method using all referenced parameters.

val\_dataset = tf.data.Dataset.from\_tensor\_slices((val\_data, val\_labels))  
val\_dataset = val\_dataset.batch(32).repeat()  
  
model.fit(dataset, epochs=10, steps\_per\_epoch=30,  
          validation\_data=val\_dataset,  
          validation\_steps=3)

Evaluate and predict:

data = np.random.random((1000, 32))  
labels = random\_one\_hot\_labels((1000, 10))

model.evaluate(data, labels, batch\_size=32) # Can use numpy array or dataset object.   
model.evaluate(dataset, steps=30)

# To predict with a batch of data.

result = model.predict(data, batch\_size=32)

Keras functional API allows complex models beyond the sequential model. The following example uses the functional API to build a simple, fully-connected network:

inputs = tf.keras.Input(shape=(32,))  # Returns a placeholder tensor

# A layer instance is callable on a tensor, and returns a tensor.  
x = layers.Dense(64, activation='relu')(inputs)  
x = layers.Dense(64, activation='relu')(x)  
predictions = layers.Dense(10, activation='softmax')(x)

#Instantiate the model given inputs and outputs. This creates a model that includes the Input layer and

# three dense layers. Note this replaces tf.keras.Sequential()

model = tf.keras.Model(inputs=inputs, outputs=predictions)  
  
# The compile step specifies the training configuration.  
model.compile(optimizer=tf.train.RMSPropOptimizer(0.001),  
              loss='categorical\_crossentropy',  
              metrics=['accuracy'])  
  
# Trains for 5 epochs  
model.fit(data, labels, batch\_size=32, epochs=5)

The value of the functional API can be shared with shared vectors:

*# We can then concatenate the two vectors:*

merged\_vector = keras.layers.concatenate([encoded\_a, encoded\_b], axis=-1)

*# And add a logistic regression on top*

predictions = Dense(1, activation='sigmoid')(merged\_vector)

*# We define a trainable model linking the*

*# tweet inputs to the predictions*

model = Model(inputs=[tweet\_a, tweet\_b], outputs=predictions)

Build a fully-customizable model by subclassing [tf.keras.Model](https://www.tensorflow.org/api_docs/python/tf/keras/Model):

class MyModel(tf.keras.Model):  
  
  def \_\_init\_\_(self, num\_classes=10):  
    super(MyModel, self).\_\_init\_\_(name='my\_model')  
    self.num\_classes = num\_classes  
    # Define your layers here.  
    self.dense\_1 = layers.Dense(32, activation='relu')  
    self.dense\_2 = layers.Dense(num\_classes, activation='sigmoid')  
  
  def call(self, inputs):  
    # Define your forward pass here,  
    # using layers you previously defined (in `\_\_init\_\_`).  
    x = self.dense\_1(inputs)  
    return self.dense\_2(x)  
  
  def compute\_output\_shape(self, input\_shape):  
    # You need to override this function if you want to use the subclassed model  
    # as part of a functional-style model.  
    # Otherwise, this method is optional.  
    shape = tf.TensorShape(input\_shape).as\_list()  
    shape[-1] = self.num\_classes  
    return tf.TensorShape(shape)

Instantiate the new model:

model = MyModel(num\_classes=10)  
  
# The compile step specifies the training configuration.  
model.compile(optimizer=tf.train.RMSPropOptimizer(0.001),  
              loss='categorical\_crossentropy',  
              metrics=['accuracy'])  
  
# Trains for 5 epochs.  
model.fit(data, labels, batch\_size=32, epochs=5)

Create a custom layer by subclassing [tf.keras.layers.Layer](https://www.tensorflow.org/api_docs/python/tf/keras/layers/Layer) and implementing the following methods:

* build: Create the weights of the layer. Add weights with the add\_weight method.
* call: Define the forward pass.
* compute\_output\_shape: Specify how to compute the output shape of the layer given the input shape.
* Optionally, a layer can be serialized by implementing the get\_config method and the from\_config class method.

class MyLayer(layers.Layer):

‘’’

\*\*kwargs break up a diction to pass arguments like a=2 while \*args break up tuples and pass them as arguments.

\*args extracts positional parameters and \*\*kwargs extract keyword parameters.

‘’’  
  def \_\_init\_\_(self, output\_dim, \*\*kwargs):  
    self.output\_dim = output\_dim  
    super(MyLayer, self).\_\_init\_\_(\*\*kwargs)  
  
  def build(self, input\_shape):  
    shape = tf.TensorShape((input\_shape[1], self.output\_dim))  
    # Create a trainable weight variable for this layer.  
    self.kernel = self.add\_weight(name='kernel',  
                                  shape=shape,  
                                  initializer='uniform',  
                                  trainable=True)  
    # Make sure to call the `build` method at the end  
    super(MyLayer, self).build(input\_shape)  
  
  def call(self, inputs):  
    return tf.matmul(inputs, self.kernel)  
  
  def compute\_output\_shape(self, input\_shape):  
    shape = tf.TensorShape(input\_shape).as\_list()  
    shape[-1] = self.output\_dim  
    return tf.TensorShape(shape)  
  
  def get\_config(self):  
    base\_config = super(MyLayer, self).get\_config()  
    base\_config['output\_dim'] = self.output\_dim  
    return base\_config  
  
  @classmethod  
  def from\_config(cls, config):  
    return cls(\*\*config)

Create a model with custom layers:

model = tf.keras.Sequential([  
    MyLayer(10),  
    layers.Activation('softmax')])

Callback is an object passed to a model to execute during training: You can write custom callback, or use built-in tf.keras.callbacks that include:

* [tf.keras.callbacks.ModelCheckpoint](https://www.tensorflow.org/api_docs/python/tf/keras/callbacks/ModelCheckpoint): Save checkpoints of your model at regular intervals.
* [tf.keras.callbacks.LearningRateScheduler](https://www.tensorflow.org/api_docs/python/tf/keras/callbacks/LearningRateScheduler): Dynamically change the learning rate.
* [tf.keras.callbacks.EarlyStopping](https://www.tensorflow.org/api_docs/python/tf/keras/callbacks/EarlyStopping): Interrupt training when validation performance has stopped improving.
* [tf.keras.callbacks.TensorBoard](https://www.tensorflow.org/api_docs/python/tf/keras/callbacks/TensorBoard): Monitor the model's behavior using [TensorBoard](https://www.tensorflow.org/guide/summaries_and_tensorboard).

Example in use:

callbacks = [  
  # Interrupt training if `val\_loss` stops improving for over 2 epochs  
  tf.keras.callbacks.EarlyStopping(patience=2, monitor='val\_loss'),  
  # Write TensorBoard logs to `./logs` directory  
  tf.keras.callbacks.TensorBoard(log\_dir='./logs')  
]  
model.fit(data, labels, batch\_size=32, epochs=5, callbacks=callbacks,  
          validation\_data=(val\_data, val\_labels))

save and load weights from TensorFlow Checkpoint file:

# Save weights to a TensorFlow Checkpoint file  
model.save\_weights('./weights/my\_model')  
  
# Restore the model's state,  
# this requires a model with the same architecture.  
model.load\_weights('./weights/my\_model')

Can also save weights to HDF5 format, which is the default method for keras:

# Save weights to a HDF5 file  
model.save\_weights('my\_model.h5', save\_format='h5')  
# Restore the model's state  
model.load\_weights('my\_model.h5')

Save and load a model’s configuration. Weights are not saved, however.

# Serialize a model to JSON format  
json\_string = model.to\_json()

To read in model configurations:

import json  
import pprint  
pprint.pprint(json.loads(json\_string)) # Prints out model info

fresh\_model = tf.keras.models.model\_from\_json(json\_string)

Serializing a model to YAML format requires pyyaml to be installed before importing to TensorFlow:

yaml\_string = model.to\_yaml()

fresh\_model = tf.keras.models.model\_from\_yaml(yaml\_string)

Subclassed models are not serializable because their architecture is defined by the Python code in the body of the **call** method.

The entire model can be saved to a file that contains the weight values, the model's configuration, and the optimizer's configuration. Allows you to resume training later at exact same state without need for original code:

# Save entire model to a HDF5 file  
model.save('my\_model.h5')  
  
# Recreate the exact same model, including weights and optimizer.  
model = tf.keras.models.load\_model('my\_model.h5') # Have to compile model again after this step.

Keras also support Eager Execution, Estimators, and multiple GPUs. More info is available on guide listed in references.

# Basic Fashion Classification with Kera

Basics details about Kera. Some notable information is recorded.

keras.layers.Flatten(input\_shape=(28, 28)) # Flattens ndarray into 1D.

[tf.keras](https://www.tensorflow.org/api_docs/python/tf/keras) models are optimized to make predictions on a *batch*, or collection, of examples at once. So even though we're using a single image, we need to add it to a list to change 28x28 to 1x28x28.

# Text Classification:

Use the following to pad sequences to maintain same lengths:

train\_data = keras.preprocessing.sequence.pad\_sequences(train\_data,  
                                                        value=word\_index["<PAD>"],  
                                                        padding='post',  
                                                        maxlen=256)

The Embedding layer takes the integer-encoded vocabulary and looks up the embedding vector for each word-index. These vectors are learned as the model trains.

model.add(keras.layers.Embedding(vocab\_size, 16))

Get a fixed-length output vector out to handle inputs of variable lengths:

model.add(keras.layers.GlobalAveragePooling1D()) # Not too clear.

model.fit() returns a History object that contains a dictionary with everything that happened during training:

history = model.fit(partial\_x\_train,  
                    partial\_y\_train,  
                    epochs=40,  
                    batch\_size=512,  
                    validation\_data=(x\_val, y\_val),  
                    verbose=1)

history\_dict = history.history  
  
acc = history\_dict['acc']  
val\_acc = history\_dict['val\_acc']  
loss = history\_dict['loss']  
val\_loss = history\_dict['val\_loss']

# Keras Regularization

Dropout layer:

    keras.layers.Dropout(0.5),

Further, with little data, one regularization technique is to reduce the capacity of the network to prevent overfitting.

Save uniquely named checkpoint once every 5-epochs:

# include the epoch in the file name. (uses `str.format`)  
checkpoint\_path = "training\_2/cp-{epoch:04d}.ckpt"  
checkpoint\_dir = os.path.dirname(checkpoint\_path)  
  
cp\_callback = tf.keras.callbacks.ModelCheckpoint(  
    checkpoint\_path, verbose=1, save\_weights\_only=True,  
    # Save weights, every 5-epochs.  
    period=5)  
  
model = create\_model()  
model.fit(train\_images, train\_labels,  
          epochs = 50, callbacks = [cp\_callback],  
          validation\_data = (test\_images,test\_labels),  
          verbose=0)

Chooses the latest checkpoint:

latest = tf.train.latest\_checkpoint(checkpoint\_dir)

model = create\_model()  
model.load\_weights(latest)

# Eager Execution

In order to interact with the model as it is being built, must use eager execution. Necessary imports and code for eager execution:

from \_\_future\_\_ import absolute\_import, division, print\_function  
  
import tensorflow as tf  
  
tf.enable\_eager\_execution()

# Tensors

Tensors are multi-dimensional arrays with data type and shape. They come with various operations, including overloaded ones, that consume and produce tensors (these operations will automatically convert native Python types). The benefit of Tensors is that they can be used by GPU or TPU. They are also immutable.

some example methods:

print(tf.add(1, 2))  
print(tf.add([1, 2], [3, 4]))  
print(tf.square(5))  
print(tf.reduce\_sum([1, 2, 3]))  
print(tf.encode\_base64("hello world"))  
  
# Operator overloading is also supported  
print(tf.square(2) + tf.square(3))

TensorFlow operations automatically convert NumPy ndarrays to Tensors and NumPy operations automatically convert Tensors to NumPy ndarrays.

Use tensor.numpy() to convert to numpy ndarray. This operation is usually inexpensive.

# GPU Acceleration

Without any annotations, TensorFlow automatically decides whether to use the GPU or CPU for an operation (and copies the tensor between CPU and GPU memory if necessary).

Detailed GPU management is possible if desired. Visit tutorial for more details.,

# Datasets

Create dataset using one of the factory functions like [Dataset.from\_tensors](https://www.tensorflow.org/api_docs/python/tf/data/Dataset" \l "from_tensors), [Dataset.from\_tensor\_slices](https://www.tensorflow.org/api_docs/python/tf/data/Dataset" \l "from_tensor_slices) or using objects that read from files like [TextLineDataset](https://www.tensorflow.org/api_docs/python/tf/data/TextLineDataset) or [TFRecordDataset](https://www.tensorflow.org/api_docs/python/tf/data/TFRecordDataset):

ds\_tensors = tf.data.Dataset.from\_tensor\_slices([1, 2, 3, 4, 5, 6])  
  
# Create a CSV file  
import tempfile  
\_, filename = tempfile.mkstemp()  
  
with open(filename, 'w') as f:  
  f.write("""Line 1  
Line 2  
Line 3  
  """)  
  
ds\_file = tf.data.TextLineDataset(filename)

Use the transformations functions like [map](https://www.tensorflow.org/api_docs/python/tf/data/Dataset#map), [batch](https://www.tensorflow.org/api_docs/python/tf/data/Dataset#batch), [shuffle](https://www.tensorflow.org/api_docs/python/tf/data/Dataset#shuffle) etc. to apply transformations to the records of the dataset:

# Map applies the function to the elements in dataset. Shuffle and batch have intuitive functions.

ds\_tensors = ds\_tensors.map(tf.square).shuffle(2).batch(2)  
ds\_file = ds\_file.batch(2)

With eager execution, dataset objects support iteration:

print('Elements of ds\_tensors:')  
for x in ds\_tensors:  
  print(x)  
  
print('\nElements in ds\_file:')  
for x in ds\_file:  
  print(x)

# Automatic Differentiation

Enable Eager Execution to follow.

[tf.GradientTape](https://www.tensorflow.org/api_docs/python/tf/GradientTape) is an API for computing the gradient of a computation with respect to its input variables. TensorFlow records operations onto a GradientTape, which can be used to compute gradients of those operations.

Operations are recorded if at least one of their inputs is being "watched". Trainable variables are automatically watched.

x = tf.ones((2, 2))  
  
with tf.GradientTape() as t:  
  t.watch(x) # This line is necessary as we are finding gradient with respect to x and x is not a part of a model.  
  y = tf.reduce\_sum(x)  
  z = tf.multiply(y, y)  
  
# Derivative of z with respect to the original input tensor x  
dz\_dx = t.gradient(z, x) # Can also do dz\_dy = t.gradient(x, y)  
for i in [0, 1]:  
  for j in [0, 1]:  
    assert dz\_dx[i][j].numpy() == 8.0

GradientTape are released after GradientTape.gradient() is called. Used persistent gradient tape to compute multiple gradients over the same record of computations.

x = tf.constant(3.0)  
with tf.GradientTape(persistent=True) as t:  
  t.watch(x)  
  y = x \* x  
  z = y \* y  
dz\_dx = t.gradient(z, x)  # 108.0 (4\*x^3 at x = 3)  
dy\_dx = t.gradient(y, x)  # 6.0  
del t  # Drop the reference to the tape

The following is another more complicated example of GradientTape:

def f(x, y):  
  output = 1.0  
  for i in range(y):  
    if i > 1 and i < 5:  
      output = tf.multiply(output, x)  
  return output  
  
def grad(x, y):  
  with tf.GradientTape() as t:  
    t.watch(x)  
    out = f(x, y)  
  return t.gradient(out, x)  
  
x = tf.convert\_to\_tensor(2.0)  
  
assert grad(x, 6).numpy() == 12.0  
assert grad(x, 5).numpy() == 12.0  
assert grad(x, 4).numpy() == 4.0

Higher-order gradients are allowed as well:

x = tf.Variable(1.0)  # Create a Tensorflow variable initialized to 1.0  
  
with tf.GradientTape() as t:  
  with tf.GradientTape() as t2:  
    y = x \* x \* x  
  # Compute the gradient inside the 't' context manager  
  # which means the gradient computation is differentiable as well.  
  dy\_dx = t2.gradient(y, x)  
d2y\_dx2 = t.gradient(dy\_dx, x)  
  
assert dy\_dx.numpy() == 3.0  
assert d2y\_dx2.numpy() == 6.0

# Custom Training Basics

Enable eager execution to follow.

Tensors are immutable objects; however, during training, there should be changes over time. Variable objects can be changed and are traced for computing gradients.

v = tf.Variable(1.0)  
assert v.numpy() == 1.0  
  
# Re-assign the value  
v.assign(3.0)  
assert v.numpy() == 3.0  
  
# Use `v` in a TensorFlow operation like tf.square() and reassign  
v.assign(tf.square(v))  
assert v.numpy() == 9.0

## Implementing a Simple Linear Model

Trying to fit f(x) = x\*W + b where W = 3, b = 2

class Model(object):  
 def \_\_init\_\_(self):  
    # Initialize variable to (5.0, 0.0)  
    # In practice, these should be initialized to random values.  
    self.W = tf.Variable(5.0)  
    self.b = tf.Variable(0.0)  
  
  def \_\_call\_\_(self, x):  
    return self.W \* x + self.b

# Test setup  
model = Model()  
assert model(3.0).numpy() == 15.0

def loss(predicted\_y, desired\_y):  
  return tf.reduce\_mean(tf.square(predicted\_y - desired\_y))

TRUE\_W = 3.0  
TRUE\_b = 2.0  
NUM\_EXAMPLES = 1000  
  
inputs  = tf.random\_normal(shape=[NUM\_EXAMPLES])  
noise   = tf.random\_normal(shape=[NUM\_EXAMPLES])  
outputs = inputs \* TRUE\_W + TRUE\_b + noise

def train(model, inputs, outputs, learning\_rate):  
  with tf.GradientTape() as t:  
    current\_loss = loss(model(inputs), outputs)  
  dW, db = t.gradient(current\_loss, [model.W, model.b]) # Can pass array as argument!   
  model.W.assign\_sub(learning\_rate \* dW)  
  model.b.assign\_sub(learning\_rate \* db)

model = Model()  
  
# Collect the history of W-values and b-values to plot later  
Ws, bs = [], []  
epochs = range(10)  
for epoch in epochs:  
  Ws.append(model.W.numpy())  
  bs.append(model.b.numpy())  
  current\_loss = loss(model(inputs), outputs)  
  
  train(model, inputs, outputs, learning\_rate=0.1)  
  print('Epoch %2d: W=%1.2f b=%1.2f, loss=%2.5f' %  
        (epoch, Ws[-1], bs[-1], current\_loss))

Note that GradientTape is needed only for eager execution. In static graphics, the gradients are automatically computed with information from the created graphs. GradientTape is needed to access gradients as the model is being built.

# More Complex Custom Model

The main class used when creating a layer-like thing which contains other layers is tf.keras.Model. Implementing one is done by inheriting from tf.keras.Model.

class ResnetIdentityBlock(tf.keras.Model):  
  def \_\_init\_\_(self, kernel\_size, filters):  
    super(ResnetIdentityBlock, self).\_\_init\_\_(name='')  
    filters1, filters2, filters3 = filters  
  
    self.conv2a = tf.keras.layers.Conv2D(filters1, (1, 1))  
    self.bn2a = tf.keras.layers.BatchNormalization()  
  
    self.conv2b = tf.keras.layers.Conv2D(filters2, kernel\_size, padding='same')  
    self.bn2b = tf.keras.layers.BatchNormalization()  
  
    self.conv2c = tf.keras.layers.Conv2D(filters3, (1, 1))  
    self.bn2c = tf.keras.layers.BatchNormalization()  
  
  def call(self, input\_tensor, training=False):  
    x = self.conv2a(input\_tensor)  
    x = self.bn2a(x, training=training)  
    x = tf.nn.relu(x)  
  
    x = self.conv2b(x)  
    x = self.bn2b(x, training=training)  
    x = tf.nn.relu(x)  
  
    x = self.conv2c(x)  
    x = self.bn2c(x, training=training)  
  
    x += input\_tensor  
    return tf.nn.relu(x)  
  
  
block = ResnetIdentityBlock(1, [1, 2, 3])  
print(block(tf.zeros([1, 2, 3, 3])))  
print([x.name for x in block.trainable\_variables])

Much of the time, however, models which compose many layers simply call one layer after the other. This can be done in very little code using tf.keras.Sequential:

 my\_seq = tf.keras.Sequential([tf.keras.layers.Conv2D(1, (1, 1)),  
                               tf.keras.layers.BatchNormalization(), # New layer type!  
                               tf.keras.layers.Conv2D(2, 1,  
                                                      padding='same'),  
                               tf.keras.layers.BatchNormalization(),  
                               tf.keras.layers.Conv2D(3, (1, 1)),  
                               tf.keras.layers.BatchNormalization()])  
my\_seq(tf.zeros([1, 2, 3, 3])) # Execute a forward pass/prediction.

# Custom Training: Walkthrough

Let’s walkthrough building an iris classifier from measurements on the flower.

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import os  
import matplotlib.pyplot as plt  
  
import tensorflow as tf  
  
tf.enable\_eager\_execution()

Download and inspect the data to understand format. The data is in a csv.

Next, parse dataset:

# column order in CSV file  
column\_names = ['sepal\_length', 'sepal\_width', 'petal\_length', 'petal\_width', 'species']  
  
feature\_names = column\_names[:-1]  
label\_name = column\_names[-1]

class\_names = ['Iris setosa', 'Iris versicolor', 'Iris virginica']

Create a tf.data.Dataset:

batch\_size = 32

# train\_dataset\_fp is a file path created when downloading and analyzing data.   
train\_dataset = tf.contrib.data.make\_csv\_dataset(  
    train\_dataset\_fp,  
    batch\_size,  
    column\_names=column\_names,  
    label\_name=label\_name,  
    num\_epochs=1)

The default behavior is to shuffle the data (shuffle=True, shuffle\_buffer\_size=10000), and repeat the dataset forever (num\_epochs=None).

The make\_csv\_dataset function returns a [tf.data.Dataset](https://www.tensorflow.org/api_docs/python/tf/data/Dataset) of (features, label) pairs, where features is a dictionary: {'feature\_name': value}. With eager execution enabled, these Dataset objects are iterable.

features, labels = next(iter(train\_dataset)) # Gets batch from dataset.

Repackages array into shape (batch\_size, num\_features):

def pack\_features\_vector(features, labels):  
  """Pack the features into a single array instead of using a dictionary."""  
  features = tf.stack(list(features.values()), axis=1)  
  return features, labels

train\_dataset = train\_dataset.map(pack\_features\_vector) # Applies function on all data in dataset.

Now select a model. Let’s create a simple fully connected NN:

model = tf.keras.Sequential([  
  tf.keras.layers.Dense(10, activation=tf.nn.relu, input\_shape=(4,)),     
  tf.keras.layers.Dense(10, activation=tf.nn.relu),  
  tf.keras.layers.Dense(3)  
])

Make a prediction:

predictions = model(features) # Note that features is a regular tensor array.

tf.argmax(predictions, axis=1) # Grabs index of max value actual classification prediction.

Let’s try writing our own training loop. Necessary components for training loop:

def loss(model, x, y):  
  y\_ = model(x)  
  return tf.losses.sparse\_softmax\_cross\_entropy(labels=y, logits=y\_)

Find gradients:

def grad(model, inputs, targets):  
  with tf.GradientTape() as tape:  
    loss\_value = loss(model, inputs, targets)  
  return loss\_value, tape.gradient(loss\_value, model.trainable\_variables)

Let’s setup an optimizer and gloab\_step counter:

optimizer = tf.train.GradientDescentOptimizer(learning\_rate=0.01)  
global\_step = tf.Variable(0) # Stores the number of learning steps taken.

loss\_value, grads = grad(model, features, labels)  
  
print("Step: {}, Initial Loss: {}".format(global\_step.numpy(),  
                                          loss\_value.numpy()))  
  
optimizer.apply\_gradients(zip(grads, model.trainable\_variables), global\_step)  
  
print("Step: {},         Loss: {}".format(global\_step.numpy(),  
                                          loss(model, features, labels).numpy()))

# Step: 0, Initial Loss: 1.7886989116668701

# Step: 1, Loss: 1.3980517387390137

Now let’s train!

from tensorflow import contrib  
tfe = contrib.eager # contrib module is for experimental code.  
  
# keep results for plotting  
train\_loss\_results = []  
train\_accuracy\_results = []  
  
num\_epochs = 201  
  
for epoch in range(num\_epochs):  
  epoch\_loss\_avg = tfe.metrics.Mean()  
  epoch\_accuracy = tfe.metrics.Accuracy()

  # Training loop - using batches of 32  
  for x, y in train\_dataset:  
    # Optimize the model  
    loss\_value, grads = grad(model, x, y)  
    optimizer.apply\_gradients(zip(grads, model.trainable\_variables),  
                              global\_step)  
  
    # Track progress  
    epoch\_loss\_avg(loss\_value)  # add current batch loss  
    # compare predicted label to actual label  
    epoch\_accuracy(tf.argmax(model(x), axis=1, output\_type=tf.int32), y)  
  
  # end epoch  
  train\_loss\_results.append(epoch\_loss\_avg.result())  
  train\_accuracy\_results.append(epoch\_accuracy.result())  
  
  if epoch % 50 == 0:  
    print("Epoch {:03d}: Loss: {:.3f}, Accuracy: {:.3%}".format(epoch,  
                                                                epoch\_loss\_avg.result(),  
                                                                epoch\_accuracy.result()))

Testing:

test\_dataset = tf.contrib.data.make\_csv\_dataset(  
    test\_fp,  
    batch\_size,  
    column\_names=column\_names,  
    label\_name='species',  
    num\_epochs=1,  
    shuffle=False)  
  
test\_dataset = test\_dataset.map(pack\_features\_vector)

test\_accuracy = tfe.metrics.Accuracy()  
  
for (x, y) in test\_dataset:  
  logits = model(x)  
  prediction = tf.argmax(logits, axis=1, output\_type=tf.int32)  
  test\_accuracy(prediction, y)  
  
print("Test set accuracy: {:.3%}".format(test\_accuracy.result()))

Lets make prediction on three inputs:

# Creating three inputs.

predict\_dataset = tf.convert\_to\_tensor([  
    [5.1, 3.3, 1.7, 0.5,],  
    [5.9, 3.0, 4.2, 1.5,],  
    [6.9, 3.1, 5.4, 2.1]  
])  
  
predictions = model(predict\_dataset)  
  
for i, logits in enumerate(predictions):  
  class\_idx = tf.argmax(logits).numpy() # Get index of max value   
  p = tf.nn.softmax(logits)[class\_idx] # Get percentage  
  name = class\_names[class\_idx] # Matches index to class name.   
  print("Example {} prediction: {} ({:4.1f}%)".format(i, name, 100\*p))

# Linear Model with Estimators…Outdated

Estimators are essentially premade models, just need to specify some configurations then feed input data.

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import tensorflow as tf  
import tensorflow.feature\_column as fc  
  
import os  
import sys  
  
import matplotlib.pyplot as plt  
from IPython.display import clear\_output

tf.enable\_eager\_execution()

The tutorial tells you how to download a model, data, and run it from the command line. I skipped this part. I am only interested in downloading the data and building our own model, which I will detail below.

Download dataset:

from official.wide\_deep import census\_dataset  
from official.wide\_deep import census\_main  
  
census\_dataset.download("/tmp/census\_data/")

Analyze data. Then load data into dataset object. Note this shows another way to load CSV data:

import pandas

train\_df = pandas.read\_csv(train\_file, header = None, names = census\_dataset.\_CSV\_COLUMNS)  
test\_df = pandas.read\_csv(test\_file, header = None, names = census\_dataset.\_CSV\_COLUMNS)

# This method is not scalable; try the method input\_fn written below instead.

def easy\_input\_function(df, label\_key, num\_epochs, shuffle, batch\_size):  
  label = df[label\_key]  
  ds = tf.data.Dataset.from\_tensor\_slices((dict(df),label))  
  
  if shuffle:  
    ds = ds.shuffle(10000)  
  
  ds = ds.batch(batch\_size).repeat(num\_epochs)  
  
  return ds

ds = easy\_input\_function(train\_df, label\_key='income\_bracket', num\_epochs=5, shuffle=True, batch\_size=10)

def input\_fn(data\_file, num\_epochs, shuffle, batch\_size):

"""Generate an input function for the Estimator."""

assert tf.gfile.Exists(data\_file), (

'%s not found. Please make sure you have run census\_dataset.py and '

'set the --data\_dir argument to the correct path.' % data\_file)

def parse\_csv(value):

tf.logging.info('Parsing {}'.format(data\_file))

columns = tf.decode\_csv(value, record\_defaults=\_CSV\_COLUMN\_DEFAULTS)

features = dict(zip(\_CSV\_COLUMNS, columns))

labels = features.pop('income\_bracket')

classes = tf.equal(labels, '>50K') # binary classification

return features, classes

# Extract lines from input files using the Dataset API.

dataset = tf.data.TextLineDataset(data\_file)

if shuffle:

# Where did \_NUM\_EXAMPLES dict come from? Not important though.

dataset = dataset.shuffle(buffer\_size=\_NUM\_EXAMPLES['train'])

dataset = dataset.map(parse\_csv, num\_parallel\_calls=5)

# We call repeat after shuffling, rather than before, to prevent separate

# epochs from blending together.

dataset = dataset.repeat(num\_epochs)

dataset = dataset.batch(batch\_size)

return dataset

ds = census\_dataset.input\_fn(train\_file, num\_epochs=5, shuffle=True, batch\_size=10)

Estimators expect an input\_fn with no arguments, so we much wrap input function into an object with expected signature.

import functools  
  
train\_inpf = functools.partial(census\_dataset.input\_fn, train\_file, num\_epochs=2, shuffle=True, batch\_size=64)  
test\_inpf = functools.partial(census\_dataset.input\_fn, test\_file, num\_epochs=1, shuffle=False, batch\_size=64)

An Estimator expects a vector of numeric inputs, and feature columns describe how the model should convert each feature.

import tensorflow.feature\_column as fc # I believe this is needed.

age = fc.numeric\_column('age')

fc.input\_layer(feature\_batch, [age]).numpy() # Inspect resulting data that will be feed to model.

# Training model using only age feature.

classifier = tf.estimator.LinearClassifier(feature\_columns=[age])  
classifier.train(train\_inpf)  
result = classifier.evaluate(test\_inpf)  
  
clear\_output()  # used for display in notebook  
print(result)

For categorical data, use one of the tf.feature\_column.categorical\_column functions. Create sparse one hot vectors with categorical\_column\_with\_vocabulary\_list.

relationship = fc.categorical\_column\_with\_vocabulary\_list('relationship',  
    ['Husband', 'Not-in-family', 'Wife', 'Own-child', 'Unmarried', 'Other-relative'])

fc.input\_layer(feature\_batch, [age, fc.indicator\_column(relationship)]) # The indicator\_column creates a dense one-hot output.

If the number of categorical data is unknow, use the following:

occupation = tf.feature\_column.categorical\_column\_with\_hash\_bucket(  
    'occupation', hash\_bucket\_size=1000)

More examples:

education = tf.feature\_column.categorical\_column\_with\_vocabulary\_list(  
    'education', [  
        'Bachelors', 'HS-grad', '11th', 'Masters', '9th', 'Some-college',  
        'Assoc-acdm', 'Assoc-voc', '7th-8th', 'Doctorate', 'Prof-school',  
        '5th-6th', '10th', '1st-4th', 'Preschool', '12th'])  
  
marital\_status = tf.feature\_column.categorical\_column\_with\_vocabulary\_list(  
    'marital\_status', [  
        'Married-civ-spouse', 'Divorced', 'Married-spouse-absent',  
        'Never-married', 'Separated', 'Married-AF-spouse', 'Widowed'])  
  
workclass = tf.feature\_column.categorical\_column\_with\_vocabulary\_list(  
    'workclass', [  
        'Self-emp-not-inc', 'Private', 'State-gov', 'Federal-gov',  
        'Local-gov', '?', 'Self-emp-inc', 'Without-pay', 'Never-worked'])  
  
  
my\_categorical\_columns = [relationship, occupation, education, marital\_status, workclass]

Using them to train and evaluate:

classifier = tf.estimator.LinearClassifier(feature\_columns=my\_numeric\_columns+my\_categorical\_columns)  
classifier.train(train\_inpf)  
result = classifier.evaluate(test\_inpf)

Make continuous features categorical with bucketization:

age\_buckets = tf.feature\_column.bucketized\_column(  
    age, boundaries=[18, 25, 30, 35, 40, 45, 50, 55, 60, 65])

fc.input\_layer(feature\_batch, [age, age\_buckets]).numpy()

# Output

array([[35., 0., 0., 0., 0., 1., 0., 0., 0., 0., 0., 0.],

[48., 0., 0., 0., 0., 0., 0., 1., 0., 0., 0., 0.],

[43., 0., 0., 0., 0., 0., 1., 0., 0., 0., 0., 0.],

[64., 0., 0., 0., 0., 0., 0., 0., 0., 0., 1., 0.],

[41., 0., 0., 0., 0., 0., 1., 0., 0., 0., 0., 0.],

[55., 0., 0., 0., 0., 0., 0., 0., 0., 1., 0., 0.],

[31., 0., 0., 0., 1., 0., 0., 0., 0., 0., 0., 0.],

[34., 0., 0., 0., 1., 0., 0., 0., 0., 0., 0., 0.],

[46., 0., 0., 0., 0., 0., 0., 1., 0., 0., 0., 0.],

[44., 0., 0., 0., 0., 0., 1., 0., 0., 0., 0., 0.]],

dtype=float32)

This gives the model information about the value of the data and its location relative to other data. More powerful at times.

Cross columns to give connections between feature columns (Not too useful and confusing):

age\_buckets\_x\_education\_x\_occupation = tf.feature\_column.crossed\_column(  
    [age\_buckets, 'education', 'occupation'], hash\_bucket\_size=1000)

Define the logistic regression model:

import tempfile  
  
base\_columns = [  
    education, marital\_status, relationship, workclass, occupation,  
    age\_buckets,  
]  
  
crossed\_columns = [  
    tf.feature\_column.crossed\_column(  
        ['education', 'occupation'], hash\_bucket\_size=1000),  
    tf.feature\_column.crossed\_column(  
        [age\_buckets, 'education', 'occupation'], hash\_bucket\_size=1000),  
]  
  
model = tf.estimator.LinearClassifier(  
    model\_dir=tempfile.mkdtemp(),  
    feature\_columns=base\_columns + crossed\_columns,  
    optimizer=tf.train.FtrlOptimizer(learning\_rate=0.1))

The learned model files are stored in model\_dir.

Train and evaluate:

train\_inpf = functools.partial(census\_dataset.input\_fn, train\_file,  
                               num\_epochs=40, shuffle=True, batch\_size=64)  
  
model.train(train\_inpf)

results = model.evaluate(test\_inpf)

Adding regularization:

model\_l1 = tf.estimator.LinearClassifier(  
    feature\_columns=base\_columns + crossed\_columns,  
    optimizer=tf.train.FtrlOptimizer(  
        learning\_rate=0.1,  
        l1\_regularization\_strength=10.0,  
        l2\_regularization\_strength=0.0))

# Boosted Trees

Skipped. Revisit at the end.

# Boosted Trees Model Understanding

Skipped. Revisit at the end.

# Build a CNN Using Estimators…Outdated

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import tensorflow as tf  
import numpy as np  
  
tf.logging.set\_verbosity(tf.logging.INFO)

This function takes MNIST feature data, labels, and mode (from[tf.estimator.ModeKeys](https://www.tensorflow.org/api_docs/python/tf/estimator/ModeKeys): TRAIN, EVAL, PREDICT) as arguments; configures the CNN; and returns predictions, loss, and a training operation:

def cnn\_model\_fn(features, labels, mode):  
  """Model function for CNN."""  
  # Input Layer, [batch\_size, height, width, channel]. Can also channel data mode to have

#channel before height and width.  
  input\_layer = tf.reshape(features["x"], [-1, 28, 28, 1])  
  
  # Convolutional Layer #1. Can change input format as well to be channel before h x w.   
  conv1 = tf.layers.conv2d(  
      inputs=input\_layer,  
      filters=32,  
      kernel\_size=[5, 5],  
      padding="same",  
      activation=tf.nn.relu)  
  
  # Pooling Layer #1  
  pool1 = tf.layers.max\_pooling2d(inputs=conv1, pool\_size=[2, 2], strides=2)  
  
  # Convolutional Layer #2 and Pooling Layer #2. Each filter is applied to one channel.  
  conv2 = tf.layers.conv2d(  
      inputs=pool1,  
      filters=64,  
      kernel\_size=[5, 5],  
      padding="same",  
      activation=tf.nn.relu)  
  pool2 = tf.layers.max\_pooling2d(inputs=conv2, pool\_size=[2, 2], strides=2)  
  
  # Dense Layer  
  pool2\_flat = tf.reshape(pool2, [-1, 7 \* 7 \* 64])  
  dense = tf.layers.dense(inputs=pool2\_flat, units=1024, activation=tf.nn.relu)  
  dropout = tf.layers.dropout(  
      inputs=dense, rate=0.4, training=mode == tf.estimator.ModeKeys.TRAIN)  
  
  # Logits Layer  
  logits = tf.layers.dense(inputs=dropout, units=10)  
  
  predictions = {  
      # Generate predictions (for PREDICT and EVAL mode)  
      "classes": tf.argmax(input=logits, axis=1),  
      # Add `softmax\_tensor` to the graph. It is used for PREDICT and by the  
      # `logging\_hook`.  
      "probabilities": tf.nn.softmax(logits, name="softmax\_tensor")  
  }  
  
  if mode == tf.estimator.ModeKeys.PREDICT:  
    return tf.estimator.EstimatorSpec(mode=mode, predictions=predictions)  
  
  # Calculate Loss (for both TRAIN and EVAL modes)  
  loss = tf.losses.sparse\_softmax\_cross\_entropy(labels=labels, logits=logits)  
  
  # Configure the Training Op (for TRAIN mode)  
  if mode == tf.estimator.ModeKeys.TRAIN:  
    optimizer = tf.train.GradientDescentOptimizer(learning\_rate=0.001)  
    train\_op = optimizer.minimize(  
        loss=loss,  
        global\_step=tf.train.get\_global\_step())  
    return tf.estimator.EstimatorSpec(mode=mode, loss=loss, train\_op=train\_op)  
  
  # Add evaluation metrics (for EVAL mode)  
  eval\_metric\_ops = {  
      "accuracy": tf.metrics.accuracy(  
          labels=labels, predictions=predictions["classes"])  
  }  
  return tf.estimator.EstimatorSpec(  
      mode=mode, loss=loss, eval\_metric\_ops=eval\_metric\_ops)

Load and process data:

# Load training and eval data  
((train\_data, train\_labels),  
 (eval\_data, eval\_labels)) = tf.keras.datasets.mnist.load\_data()  
  
train\_data = train\_data/np.float32(255)  
train\_labels = train\_labels.astype(np.int32)  # not required  
  
eval\_data = eval\_data/np.float32(255)  
eval\_labels = eval\_labels.astype(np.int32)  # not required

Creating the estimator:

# Create the Estimator  
mnist\_classifier = tf.estimator.Estimator(  
    model\_fn=cnn\_model\_fn, model\_dir="/tmp/mnist\_convnet\_model")

The model\_fn argument specifies the model function to use for training, evaluation, and prediction; we pass it the cnn\_model\_fn we created in ["Building the CNN MNIST Classifier."](https://www.tensorflow.org/tutorials/estimators/cnn#building_the_cnn_mnist_classifier) The model\_dir argument specifies the directory where model data (checkpoints) will be saved.

Set up logging hook to track progress:

# Set up logging for predictions  
tensors\_to\_log = {"probabilities": "softmax\_tensor"} # softmax\_tensor is the name of a tensor

#in the TensorFlow graph.   
  
logging\_hook = tf.train.LoggingTensorHook(  
    tensors=tensors\_to\_log, every\_n\_iter=50)

Training the model:

# Train the model  
train\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    x={"x": train\_data},  
    y=train\_labels,  
    batch\_size=100,   
    num\_epochs=None, # Will train until specified number of steps is reached.  
    shuffle=True)  
  
# train one step and display the probabilties  
mnist\_classifier.train(  
    input\_fn=train\_input\_fn,  
    steps=1,  
    hooks=[logging\_hook])

Evaluate performance:

eval\_input\_fn = tf.estimator.inputs.numpy\_input\_fn(  
    x={"x": eval\_data},  
    y=eval\_labels,  
    num\_epochs=1,  
    shuffle=False)  
  
eval\_results = mnist\_classifier.evaluate(input\_fn=eval\_input\_fn)

# Generative Models

Skipped DCGAN and VAE.

# Distributed Training

The [tf.distribute.Strategy](https://www.tensorflow.org/api_docs/python/tf/distribute/Strategy) API provides an abstraction for distributing your training across multiple processing units.

This tutorial uses the [tf.distribute.MirroredStrategy](https://www.tensorflow.org/api_docs/python/tf/distribute/MirroredStrategy), which does in-graph replication with synchronous training on many GPUs on one machine. Essentially, it copies all of the model's variables to each processor. Then, it uses [all-reduce](http://mpitutorial.com/tutorials/mpi-reduce-and-allreduce/) to combine the gradients from all processors and applies the combined value to all copies of the model. For more techniques, visit [distribution strategy guide](https://www.tensorflow.org/guide/distribute_strategy).

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals

# Import TensorFlow  
!pip install -q tf-nightly-gpu  
import tensorflow as tf  
import tensorflow\_datasets as tfds  
  
import os

Download and load data (with\_info downloads metadata like number of training and testing examples)

datasets, ds\_info = tfds.load(name='mnist', with\_info=True, as\_supervised=True)  
mnist\_train, mnist\_test = datasets['train'], datasets['test']

Define strategy:

strategy = tf.distribute.MirroredStrategy()

Setup input pipeline:

# Gets num of training and testing examples.

num\_train\_examples = ds\_info.splits['train'].num\_examples  
num\_test\_examples = ds\_info.splits['test'].num\_examples  
  
BUFFER\_SIZE = 10000  
  
BATCH\_SIZE\_PER\_REPLICA = 64

# Total batch size across all GPUs.  
BATCH\_SIZE = BATCH\_SIZE\_PER\_REPLICA \* strategy.num\_replicas\_in\_sync

Scale inputs (labels are accepted in order to pass it to map function):

def scale(image, label):  
  image = tf.cast(image, tf.float32)  
  image /= 255  
  
  return image, label

Apply changes to data:

train\_dataset = mnist\_train.map(scale).shuffle(BUFFER\_SIZE).batch(BATCH\_SIZE)  
eval\_dataset = mnist\_test.map(scale).batch(BATCH\_SIZE)

Create and compile the Keras model in the context of strategy.scope:

with strategy.scope():  
  model = tf.keras.Sequential([  
      tf.keras.layers.Conv2D(32, 3, activation='relu', input\_shape=(28, 28, 1)),  
      tf.keras.layers.MaxPooling2D(),  
      tf.keras.layers.Flatten(),  
      tf.keras.layers.Dense(64, activation='relu'),  
      tf.keras.layers.Dense(10, activation='softmax')  
  ])  
  
  model.compile(loss='sparse\_categorical\_crossentropy',  
                optimizer=tf.keras.optimizers.Adam(),  
                metrics=['accuracy'])

Defining callbacks:

# Define the checkpoint directory to store the checkpoints  
  
checkpoint\_dir = './training\_checkpoints'  
# Name of the checkpoint files  
checkpoint\_prefix = os.path.join(checkpoint\_dir, "ckpt\_{epoch}")

# Function for decaying the learning rate.  
# You can define any decay function you need.  
def decay(epoch):  
  if epoch < 3:  
    return 1e-3  
  elif epoch >= 3 and epoch < 7:  
    return 1e-4  
  else:  
    return 1e-5

# Callback for printing the LR at the end of each epoch. Custom callback class!  
class PrintLR(tf.keras.callbacks.Callback):  
  def on\_epoch\_end(self, epoch, logs=None):  
    print ('\nLearning rate for epoch {} is {}'.format(  
        epoch + 1, tf.keras.backend.get\_value(model.optimizer.lr)))

callbacks = [  
    tf.keras.callbacks.TensorBoard(log\_dir='./logs'),  
    tf.keras.callbacks.ModelCheckpoint(filepath=checkpoint\_prefix,  
                                       save\_weights\_only=True),  
    tf.keras.callbacks.LearningRateScheduler(decay),  
    PrintLR()  
]

Training:

model.fit(train\_dataset, epochs=10, callbacks=callbacks)

Evaluating:

model.load\_weights(tf.train.latest\_checkpoint(checkpoint\_dir))  
  
eval\_loss, eval\_acc = model.evaluate(eval\_dataset)  
print ('Eval loss: {}, Eval Accuracy: {}'.format(eval\_loss, eval\_acc))

To see the output, you can download and view the TensorBoard logs at the terminal:

$ tensorboard --logdir=path/to/log-directory

Save your model:

tf.keras.experimental.export\_saved\_model(model, path)

Load the model without strategy.scope:

unreplicated\_model = tf.keras.experimental.load\_from\_saved\_model(path)  
  
unreplicated\_model.compile(  
    loss='sparse\_categorical\_crossentropy',  
    optimizer=tf.keras.optimizers.Adam(),  
    metrics=['accuracy'])  
  
eval\_loss, eval\_acc = unreplicated\_model.evaluate(eval\_dataset)  
print ('Eval loss: {}, Eval Accuracy: {}'.format(eval\_loss, eval\_acc))

# Training Loops

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
# Import TensorFlow  
!pip install -q tf-nightly-gpu  
import tensorflow as tf  
  
# Helper libraries  
import numpy as np  
import os

Downloading fashion mnist dataset:

fashion\_mnist = tf.keras.datasets.fashion\_mnist  
  
(train\_images, train\_labels), (test\_images, test\_labels) = fashion\_mnist.load\_data()  
  
# Adding a dimension to the array -> new shape == (28, 28, 1)  
# We are doing this because the first layer in our model is a convolutional  
# layer and it requires a 4D input (batch\_size, height, width, channels).  
# batch\_size dimension will be added later on.  
train\_images = train\_images[..., None]  
test\_images = test\_images[..., None]  
  
# Getting the images in [0, 1] range.  
train\_images = train\_images / np.float32(255)  
test\_images = test\_images / np.float32(255)  
  
train\_labels = train\_labels.astype('int64')  
test\_labels = test\_labels.astype('int64')

Getting strategy for distributed training:

# If the list of devices is not specified in the  
# `tf.distribute.MirroredStrategy` constructor, it will be auto-detected.  
strategy = tf.distribute.MirroredStrategy()

Input pipeline:

BUFFER\_SIZE = len(train\_images)  
  
BATCH\_SIZE\_PER\_REPLICA = 64  
BATCH\_SIZE = BATCH\_SIZE\_PER\_REPLICA \* strategy.num\_replicas\_in\_sync  
  
EPOCHS = 10

[tf.distribute.Strategy.experimental\_distribute\_dataset](https://www.tensorflow.org/api_docs/python/tf/distribute/Strategy#experimental_distribute_dataset) evenly distributes the dataset across all the replicas.

with strategy.scope():  
  train\_dataset = tf.data.Dataset.from\_tensor\_slices(  
  (train\_images, train\_labels)).shuffle(BUFFER\_SIZE).batch(BATCH\_SIZE)  
  train\_ds = strategy.experimental\_distribute\_dataset(train\_dataset)  
  
  test\_dataset = tf.data.Dataset.from\_tensor\_slices(  
      (test\_images, test\_labels)).batch(BATCH\_SIZE)  
  test\_ds = strategy.experimental\_distribute\_dataset(test\_dataset)

Model creation:

with strategy.scope():  
  model = tf.keras.Sequential([  
      tf.keras.layers.Conv2D(32, 3, activation='relu',  
                             input\_shape=(28, 28, 1)),  
      tf.keras.layers.MaxPooling2D(),  
      tf.keras.layers.Conv2D(64, 3, activation='relu'),  
      tf.keras.layers.MaxPooling2D(),  
      tf.keras.layers.Flatten(),  
      tf.keras.layers.Dense(64, activation='relu'),  
      tf.keras.layers.Dense(10, activation='softmax')  
    ])  
  optimizer = tf.train.GradientDescentOptimizer(0.001)

Note, loss is divided by the GLOBAL\_BATCH\_SIZE even though the global batch is divided evenly among the GPUs because when the GPUs sync up, the gradients are added.

This information is so confusing.

When writing own training loop, don’t forget to divide loss by GLOBAL\_BATCH\_SIZE. But, if you are using regularization losses in your model then you need to scale the loss value by number of replicas. You can do this by using the tf.nn.scale\_regularization\_loss function.

This reduction and scaling to the loss is done automatically in keras model.compile and model.fit

If using [tf.keras.losses](https://www.tensorflow.org/api_docs/python/tf/keras/losses) classes, the loss reduction needs to be explicitly specified to be one of NONE or SUM.

Training Loop (replaces fit in keras), VERY CONFUSING:

with strategy.scope():  
  def train\_step(dist\_inputs):  
    def step\_fn(inputs):  
      images, labels = inputs  
      logits = model(images)  
      cross\_entropy = tf.nn.sparse\_softmax\_cross\_entropy\_with\_logits(  
          logits=logits, labels=labels)  
      loss = tf.nn.compute\_average\_loss(cross\_entropy, global\_batch\_size=BATCH\_SIZE)  
      train\_op = optimizer.minimize(loss)  
      with tf.control\_dependencies([train\_op]):  
        return tf.identity(loss)  
  
    per\_replica\_losses = strategy.experimental\_run\_v2(  
        step\_fn, args=(dist\_inputs,))  
    mean\_loss = strategy.reduce(  
        tf.distribute.ReduceOp.SUM, per\_replica\_losses, axis=None)  
    return mean\_loss

with strategy.scope():  
  train\_iterator = train\_ds.make\_initializable\_iterator()  
  iterator\_init = train\_iterator.initialize()  
  var\_init = tf.global\_variables\_initializer()  
  loss = train\_step(next(train\_iterator))  
  with tf.Session() as sess:  
    sess.run([var\_init])  
    for epoch in range(EPOCHS):  
        sess.run([iterator\_init])  
        for step in range(10000):  
          if step % 1000 == 0:  
            print('Epoch {} Step {} Loss {:.4f}'.format(epoch+1,  
                                                        step,  
                                                        sess.run(loss)))

# TPU Custom Training

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
# Import TensorFlow  
import tensorflow as tf  
  
# Helper libraries  
import numpy as np  
import os

Create model:

def create\_model(input\_shape):  
  """Creates a simple convolutional neural network model using the Keras API"""  
  return tf.keras.Sequential([  
      tf.keras.layers.Conv2D(28, kernel\_size=(3, 3), activation='relu', input\_shape=input\_shape),  
      tf.keras.layers.MaxPooling2D(pool\_size=(2, 2)),  
      tf.keras.layers.Flatten(),  
      tf.keras.layers.Dense(128, activation=tf.nn.relu),  
      tf.keras.layers.Dropout(0.2),  
      tf.keras.layers.Dense(10, activation=tf.nn.softmax),  
  ])

Loss and gradient methods:

def loss(model, x, y):  
  """Calculates the loss given an example (x, y)"""  
  logits = model(x)  
  return logits, tf.losses.sparse\_softmax\_cross\_entropy(labels=y, logits=logits)  
  
def grad(model, x, y):  
  """Calculates the loss and the gradients given an example (x, y)"""  
  logits, loss\_value = loss(model, x, y)  
  return logits, loss\_value, tf.gradients(loss\_value, model.trainable\_variables)

Main function:

tf.keras.backend.clear\_session()  
  
resolver = tf.contrib.cluster\_resolver.TPUClusterResolver(tpu=TPU\_WORKER)  
tf.contrib.distribute.initialize\_tpu\_system(resolver)  
strategy = tf.contrib.distribute.TPUStrategy(resolver)  
  
# Load MNIST training and test data  
(x\_train, y\_train), (x\_test, y\_test) = tf.keras.datasets.mnist.load\_data()  
x\_train, x\_test = x\_train / 255.0, x\_test / 255.0  
  
# All MNIST examples are 28x28 pixel greyscale images (hence the 1  
# for the number of channels).  
input\_shape = (28, 28, 1)  
  
# Only specific data types are supported on the TPU, so it is important to  
# pay attention to these.  
# More information:  
# https://cloud.google.com/tpu/docs/troubleshooting#unsupported\_data\_type  
x\_train = x\_train.reshape(x\_train.shape[0], \*input\_shape).astype(np.float32) # \* splits tuple.   
x\_test = x\_test.reshape(x\_test.shape[0], \*input\_shape).astype(np.float32)  
y\_train, y\_test = y\_train.astype(np.int64), y\_test.astype(np.int64)  
  
# The batch size must be divisible by the number of workers (8 workers),  
# so batch sizes of 8, 16, 24, 32, ... are supported.  
BATCH\_SIZE = 32  
  
NUM\_EPOCHS = 5  
  
train\_steps\_per\_epoch = len(x\_train) // BATCH\_SIZE  
test\_steps\_per\_epoch = len(x\_test) // BATCH\_SIZE

Create objects within strategy’s scope:

with strategy.scope():  
  model = create\_model(input\_shape)  
  
  optimizer = tf.train.GradientDescentOptimizer(learning\_rate=0.01)  
  
  training\_loss = tf.keras.metrics.Mean('training\_loss', dtype=tf.float32)  
  training\_accuracy = tf.keras.metrics.SparseCategoricalAccuracy(  
      'training\_accuracy', dtype=tf.float32)  
  test\_loss = tf.keras.metrics.Mean('test\_loss', dtype=tf.float32)  
  test\_accuracy = tf.keras.metrics.SparseCategoricalAccuracy(  
      'test\_accuracy', dtype=tf.float32)

Define custom train and test steps:

with strategy.scope():  
  def train\_step(inputs):  
    """Each training step runs this custom function which calculates  
    gradients and updates weights.  
    """  
    x, y = inputs  
  
    logits, loss\_value, grads = grad(model, x, y)  
  
    # Show that this is truly a custom training loop  
    # Multiply all gradients by 2.   
    grads = grads \* 2  
  
    update\_vars = optimizer.apply\_gradients(  
        zip(grads, model.trainable\_variables))  
  
    update\_loss = training\_loss.update\_state(loss\_value)  
    update\_accuracy = training\_accuracy.update\_state(y, logits)  
  
    with tf.control\_dependencies([update\_vars, update\_loss, update\_accuracy]):  
      return tf.identity(loss\_value)  
  
  def test\_step(inputs):  
    """Each training step runs this custom function"""  
    x, y = inputs  
  
    logits, loss\_value = loss(model, x, y)  
  
    update\_loss = test\_loss.update\_state(loss\_value)  
    update\_accuracy = test\_accuracy.update\_state(y, logits)  
  
    with tf.control\_dependencies([update\_loss, update\_accuracy]):  
      return tf.identity(loss\_value)

Do the training:

def run\_train():  
  # Train  
  session.run(train\_iterator\_init)  
  while True:  
    try:  
      session.run(dist\_train)  
    except tf.errors.OutOfRangeError:  
      break  
  print('Train loss: {:0.4f}\t Train accuracy: {:0.4f}%'.format(  
      session.run(training\_loss\_result),  
      session.run(training\_accuracy\_result) \* 100))  
  training\_loss.reset\_states()  
  training\_accuracy.reset\_states()  
  
def run\_test():  
  # Test  
  session.run(test\_iterator\_init)  
  while True:  
    try:  
      session.run(dist\_test)  
    except tf.errors.OutOfRangeError:  
      break  
  print('Test loss: {:0.4f}\t Test accuracy: {:0.4f}%'.format(  
      session.run(test\_loss\_result),  
      session.run(test\_accuracy\_result) \* 100))  
  test\_loss.reset\_states()  
  test\_accuracy.reset\_states()

with strategy.scope():  
  training\_loss\_result = training\_loss.result()  
  training\_accuracy\_result = training\_accuracy.result()  
  test\_loss\_result = test\_loss.result()  
  test\_accuracy\_result = test\_accuracy.result()  
    
  config = tf.ConfigProto()  
  config.allow\_soft\_placement = True  
  cluster\_spec = resolver.cluster\_spec()  
  if cluster\_spec:  
    config.cluster\_def.CopyFrom(cluster\_spec.as\_cluster\_def())  
  
  print('Starting training...')  
  
  # Do all the computations inside a Session (as opposed to doing eager mode)  
  with tf.Session(target=resolver.master(), config=config) as session:  
    all\_variables = (  
        tf.global\_variables() + training\_loss.variables +  
        training\_accuracy.variables + test\_loss.variables +  
        test\_accuracy.variables)  
      
    train\_dataset = tf.data.Dataset.from\_tensor\_slices((x\_train, y\_train)).batch(BATCH\_SIZE, drop\_remainder=True)  
    train\_iterator = strategy.make\_dataset\_iterator(train\_dataset)  
  
    test\_dataset = tf.data.Dataset.from\_tensor\_slices((x\_test, y\_test)).batch(BATCH\_SIZE, drop\_remainder=True)  
    test\_iterator = strategy.make\_dataset\_iterator(train\_dataset)  
      
    train\_iterator\_init = train\_iterator.initialize()  
    test\_iterator\_init = test\_iterator.initialize()  
  
    session.run([v.initializer for v in all\_variables])  
      
    dist\_train = strategy.experimental\_run(train\_step, train\_iterator).values  
    dist\_test = strategy.experimental\_run(test\_step, test\_iterator).values  
  
    # Custom training loop  
    for epoch in range(0, NUM\_EPOCHS):  
      print('Starting epoch {}'.format(epoch))  
  
      run\_train()  
  
      run\_test()

# Transfer Learning with TFHub

!pip install -q -U tensorflow\_hub  
!pip install -q tf-nightly-gpu

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import matplotlib.pylab as plt  
  
import tensorflow as tf  
tf.enable\_eager\_execution()

import tensorflow\_hub as hub  
  
from tensorflow.keras import layers

classifier\_url ="https://tfhub.dev/google/tf2-preview/mobilenet\_v2/classification/2" #@param {type:"string"}

IMAGE\_SHAPE = (224, 224)  
  
classifier = tf.keras.Sequential([  
    hub.KerasLayer(classifier\_url, input\_shape=IMAGE\_SHAPE+(3,))  
])

Testing on one image:

import numpy as np  
import PIL.Image as Image  
  
grace\_hopper = tf.keras.utils.get\_file('image.jpg','https://storage.googleapis.com/download.tensorflow.org/example\_images/grace\_hopper.jpg')  
grace\_hopper = Image.open(grace\_hopper).resize(IMAGE\_SHAPE)

grace\_hopper = np.array(grace\_hopper)/255.0  
result = classifier.predict(grace\_hopper[np.newaxis, ...])

predicted\_class = np.argmax(result[0], axis=-1)

labels\_path = tf.keras.utils.get\_file('ImageNetLabels.txt','https://storage.googleapis.com/download.tensorflow.org/data/ImageNetLabels.txt')  
imagenet\_labels = np.array(open(labels\_path).read().splitlines())

# Now can link predicted\_class with label.

Transfer learning now.

Get new dataset:

data\_root = tf.keras.utils.get\_file(  
  'flower\_photos','https://storage.googleapis.com/download.tensorflow.org/example\_images/flower\_photos.tgz', untar=True) # untar necessary because the file is a tgz, or TAR Archive file.

# Provides tons of augmentations

image\_generator = tf.keras.preprocessing.image.ImageDataGenerator(rescale=1/255)

# Applies augmentations to images in data\_root. Resizing all images to target\_size.  
image\_data = image\_generator.flow\_from\_directory(str(data\_root), target\_size=IMAGE\_SHAPE)

The resulting object is an iterator that returns image\_batch, label\_batch pairs.

In the guide, they only passed the new data directly to the model without retraining top layer. Not useful.

Can download headless model to train classification layer:

feature\_extractor\_url = "https://tfhub.dev/google/tf2-preview/mobilenet\_v2/feature\_vector/2" #@param {type:"string"}. URL for model with classifiers/softmax.

feature\_extractor\_layer = hub.KerasLayer(feature\_extractor\_url,  
                                         input\_shape=(224,224,3))

feature\_batch = feature\_extractor\_layer(image\_batch) # Gets a batch of features.

Now freeze the variables in the model so only the new classifier layer is trained:

feature\_extractor\_layer.trainable = False

model = tf.keras.Sequential([  
  feature\_extractor\_layer,  
  layers.Dense(image\_data.num\_classes, activation='softmax')  
])

# Use model.summary() to get summary of components in model.

Compile model:

model.compile(  
  optimizer=tf.keras.optimizers.Adam(),  
  loss='categorical\_crossentropy',  
  metrics=['acc'])

Now train with callbacks:

class CollectBatchStats(tf.keras.callbacks.Callback):  
  def \_\_init\_\_(self):  
    self.batch\_losses = []  
    self.batch\_acc = []  
  
  def on\_train\_batch\_end(self, batch, logs=None):  
    self.batch\_losses.append(logs['loss'])  
    self.batch\_acc.append(logs['acc'])  
    self.model.reset\_metrics()

steps\_per\_epoch = np.ceil(image\_data.samples/image\_data.batch\_size)  
  
batch\_stats\_callback = CollectBatchStats()  
  
history = model.fit(image\_data, epochs=2,  
                    steps\_per\_epoch=steps\_per\_epoch,  
                    callbacks = [batch\_stats\_callback])

Export your model:

import time  
t = time.time()  
  
export\_path = "/tmp/saved\_models/{}".format(int(t))  
tf.keras.experimental.export\_saved\_model(model, export\_path)

Load model:

reloaded = tf.keras.experimental.load\_from\_saved\_model(export\_path, custom\_objects={'KerasLayer':hub.KerasLayer})

# Transfer Learning Using Pretrained ConvNets

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import os  
  
import tensorflow as tf  
from tensorflow import keras  
  
import numpy as np  
  
import matplotlib.pyplot as plt  
import matplotlib.image as mpimg

Data collection and sorting:

zip\_file = tf.keras.utils.get\_file(origin="https://storage.googleapis.com/mledu-datasets/cats\_and\_dogs\_filtered.zip",  
                                   fname="cats\_and\_dogs\_filtered.zip", extract=True)  
base\_dir, \_ = os.path.splitext(zip\_file) # Splits at extension, which is .zip

train\_dir = os.path.join(base\_dir, 'train') # Gets training path.  
validation\_dir = os.path.join(base\_dir, 'validation') # Gets validation path.  
  
# Directory with our training cat pictures  
train\_cats\_dir = os.path.join(train\_dir, 'cats') # Gets training cat path.  
print ('Total training cat images:', len(os.listdir(train\_cats\_dir)))  
  
# Directory with our training dog pictures  
train\_dogs\_dir = os.path.join(train\_dir, 'dogs') # Gets training dog path.  
print ('Total training dog images:', len(os.listdir(train\_dogs\_dir)))  
  
# Directory with our validation cat pictures  
validation\_cats\_dir = os.path.join(validation\_dir, 'cats')  
print ('Total validation cat images:', len(os.listdir(validation\_cats\_dir)))  
  
# Directory with our validation dog pictures  
validation\_dogs\_dir = os.path.join(validation\_dir, 'dogs')  
print ('Total validation dog images:', len(os.listdir(validation\_dogs\_dir)))

Preprocessing:

image\_size = 160 # All images will be resized to 160x160  
batch\_size = 32  
  
# Rescale all images by 1./255 and apply image augmentation  
train\_datagen = keras.preprocessing.image.ImageDataGenerator(  
                rescale=1./255)  
  
validation\_datagen = keras.preprocessing.image.ImageDataGenerator(rescale=1./255)  
  
# Flow training images in batches of 20 using train\_datagen generator. Tensor (feature, label) pairs are return.  
train\_generator = train\_datagen.flow\_from\_directory(  
                train\_dir,  # Source directory for the training images  
                target\_size=(image\_size, image\_size),  
                batch\_size=batch\_size,  
                # Autogenerated labels. Since we use binary\_crossentropy loss, we need binary labels.   
                class\_mode='binary')  
  
# Flow validation images in batches of 20 using test\_datagen generator  
validation\_generator = validation\_datagen.flow\_from\_directory(  
                validation\_dir, # Source directory for the validation images  
                target\_size=(image\_size, image\_size),  
                batch\_size=batch\_size,  
                class\_mode='binary')

Create pretrained model with dense layers left out:

IMG\_SHAPE = (image\_size, image\_size, 3)  
  
# Create the base model from the pre-trained model MobileNet V2  
base\_model = tf.keras.applications.MobileNetV2(input\_shape=IMG\_SHAPE,  
                                               include\_top=False,  
                                               weights='imagenet')

base\_model.trainable = False # Freeze conv layers from training

model = tf.keras.Sequential([  
  base\_model,  
  keras.layers.GlobalAveragePooling2D(),  
  keras.layers.Dense(1, activation='sigmoid')  
])

model.compile(optimizer=tf.keras.optimizers.RMSprop(lr=0.0001),  
              loss='binary\_crossentropy',  
              metrics=['accuracy'])

Train the model:

epochs = 10  
steps\_per\_epoch = train\_generator.n // batch\_size  
validation\_steps = validation\_generator.n // batch\_size  
  
history = model.fit\_generator(train\_generator,  
                              steps\_per\_epoch = steps\_per\_epoch,  
                              epochs=epochs,  
                              workers=4,  
                              validation\_data=validation\_generator,  
                              validation\_steps=validation\_steps)

Lets train some of the last convolution layers, where abstraction and specialization takes place:

base\_model.trainable = True

# Let's take a look to see how many layers are in the base model  
print("Number of layers in the base model: ", len(base\_model.layers))  
  
# Fine tune from this layer onwards  
fine\_tune\_at = 100  
  
# Freeze all the layers before the `fine\_tune\_at` layer  
for layer in base\_model.layers[:fine\_tune\_at]:  
  layer.trainable =  False

Compile the model using a much-lower training rate.

model.compile(optimizer = tf.keras.optimizers.RMSprop(lr=2e-5),  
              loss='binary\_crossentropy',  
              metrics=['accuracy'])

history\_fine = model.fit\_generator(train\_generator,  
                                   steps\_per\_epoch = steps\_per\_epoch,  
                                   epochs=epochs,  
                                   workers=4,  
                                   validation\_data=validation\_generator,  
                                   validation\_steps=validation\_steps)

# Advanced CNN

All the code is neatly provided for this tutorial.

Image distortions:

* [tf.random\_crop](https://www.tensorflow.org/api_docs/python/tf/image/random_crop) for random cropping
* [tf.image.per\_image\_standardization](https://www.tensorflow.org/api_docs/python/tf/image/per_image_standardization) to make the model insensitive to dynamic range.
* [tf.image.random\_flip\_left\_right](https://www.tensorflow.org/api_docs/python/tf/image/random_flip_left_right) flips the image from left to right.
* Randomly distort the image with [tf.image.random\_brightness](https://www.tensorflow.org/api_docs/python/tf/image/random_brightness).
* Randomly distort the image with [tf.image.random\_contrast](https://www.tensorflow.org/api_docs/python/tf/image/random_contrast).

Please see the [Images](https://www.tensorflow.org/api_guides/python/image) page for the list of available distortions.

Reading images from disk and distorting them can use a non-trivial amount of processing time. To prevent these operations from slowing down training, we apply the transformation in parallel (num\_parallel\_calls argument of dataset.map()), and prefetch the data.

The rest is a standard CNN model.

This tutorial briefly mentions Tensorboard.

This tutorial also talks about training on multiple GPUs.

# Text Generation with an RNN

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import tensorflow as tf  
tf.enable\_eager\_execution()  
  
import numpy as np  
import os  
import time

Download and read text:

path\_to\_file = tf.keras.utils.get\_file('shakespeare.txt', 'https://storage.googleapis.com/download.tensorflow.org/data/shakespeare.txt')

# Read, then decode for py2 compat.  
text = open(path\_to\_file, 'rb').read().decode(encoding='utf-8')

Map text to indices, indices to text, and vectorize text:

# Creating a mapping from unique characters to indices  
char2idx = {u:i for i, u in enumerate(vocab)}  
idx2char = np.array(vocab)  
  
text\_as\_int = np.array([char2idx[c] for c in text])

Creating training examples and targets with the following format: the input sequence would be "Hell", and the target sequence "ello".

# The maximum length sentence we want for a single input in characters  
seq\_length = 100  
examples\_per\_epoch = len(text)//seq\_length  
  
# Create training examples / targets  
char\_dataset = tf.data.Dataset.from\_tensor\_slices(text\_as\_int)

sequences = char\_dataset.batch(seq\_length+1, drop\_remainder=True)

Create example and target:

def split\_input\_target(chunk):  
    input\_text = chunk[:-1]  
    target\_text = chunk[1:]  
    return input\_text, target\_text  
  
dataset = sequences.map(split\_input\_target)

Shuffle and batch data:

# Batch size  
BATCH\_SIZE = 64  
steps\_per\_epoch = examples\_per\_epoch//BATCH\_SIZE  
  
# Buffer size to shuffle the dataset  
# (TF data is designed to work with possibly infinite sequences,  
# so it doesn't attempt to shuffle the entire sequence in memory. Instead,  
# it maintains a buffer in which it shuffles elements).  
BUFFER\_SIZE = 10000  
  
dataset = dataset.shuffle(BUFFER\_SIZE).batch(BATCH\_SIZE, drop\_remainder=True)

Building model:

# Length of the vocabulary in chars  
vocab\_size = len(vocab)  
  
# The embedding dimension  
embedding\_dim = 256  
  
# Number of RNN units  
rnn\_units = 1024

Note, CuDNNGRU expects running on GPU:

if tf.test.is\_gpu\_available():  
  rnn = tf.keras.layers.CuDNNGRU  
else:  
  import functools  
  rnn = functools.partial(  
    tf.keras.layers.GRU, recurrent\_activation='sigmoid')

def build\_model(vocab\_size, embedding\_dim, rnn\_units, batch\_size):  
  model = tf.keras.Sequential([  
    tf.keras.layers.Embedding(vocab\_size, embedding\_dim,  
                              batch\_input\_shape=[batch\_size, None]),  
    rnn(rnn\_units,  
        return\_sequences=True,  
        recurrent\_initializer='glorot\_uniform',  
        stateful=True),  
    tf.keras.layers.Dense(vocab\_size)  
  ])  
  return model

model = build\_model(  
  vocab\_size = len(vocab),  
  embedding\_dim=embedding\_dim,  
  rnn\_units=rnn\_units,  
  batch\_size=BATCH\_SIZE)

Get prediction:

for input\_example\_batch, target\_example\_batch in dataset.take(1):  
  example\_batch\_predictions = model(input\_example\_batch)

Get indices from distribution:

sampled\_indices = tf.random.categorical(example\_batch\_predictions[0], num\_samples=1)  
sampled\_indices = tf.squeeze(sampled\_indices,axis=-1).numpy()

Lost function:

def loss(labels, logits):  
  return tf.keras.losses.sparse\_categorical\_crossentropy(labels, logits, from\_logits=True)

Compile:

model.compile(  
    optimizer = tf.train.AdamOptimizer(),  
    loss = loss)

Callbacks:

# Directory where the checkpoints will be saved  
checkpoint\_dir = './training\_checkpoints'  
# Name of the checkpoint files  
checkpoint\_prefix = os.path.join(checkpoint\_dir, "ckpt\_{epoch}")  
  
checkpoint\_callback=tf.keras.callbacks.ModelCheckpoint(  
    filepath=checkpoint\_prefix,  
    save\_weights\_only=True)

Train:

EPOCHS=3

history = model.fit(dataset.repeat(), epochs=EPOCHS, steps\_per\_epoch=steps\_per\_epoch, callbacks=[checkpoint\_callback])

Get latest checkpoint:

model = build\_model(vocab\_size, embedding\_dim, rnn\_units, batch\_size=1)  
  
model.load\_weights(tf.train.latest\_checkpoint(checkpoint\_dir))  
  
model.build(tf.TensorShape([1, None]))

Generate sample text:

def generate\_text(model, start\_string):  
  # Evaluation step (generating text using the learned model)  
  
  # Number of characters to generate  
  num\_generate = 1000  
  
  # Converting our start string to numbers (vectorizing)  
  input\_eval = [char2idx[s] for s in start\_string]  
  input\_eval = tf.expand\_dims(input\_eval, 0)  
  
  # Empty string to store our results  
  text\_generated = []  
  
  # Low temperatures results in more predictable text.  
  # Higher temperatures results in more surprising text.  
  # Experiment to find the best setting.  
  temperature = 1.0  
  
  # Here batch size == 1  
  model.reset\_states()  
  for i in range(num\_generate):  
      predictions = model(input\_eval)  
      # remove the batch dimension  
      predictions = tf.squeeze(predictions, 0)  
  
      # using a multinomial distribution to predict the word returned by the model  
      predictions = predictions / temperature  
      predicted\_id = tf.multinomial(predictions, num\_samples=1)[-1,0].numpy()  
  
      # We pass the predicted word as the next input to the model  
      # along with the previous hidden state  
      input\_eval = tf.expand\_dims([predicted\_id], 0)  
  
      text\_generated.append(idx2char[predicted\_id])  
  
  return (start\_string + ''.join(text\_generated))

print(generate\_text(model, start\_string=u"ROMEO: "))

Custom training: first, initialize the RNN state. We do this by calling the [tf.keras.Model.reset\_states](https://www.tensorflow.org/api_docs/python/tf/keras/Model" \l "reset_states) method. Reset\_states clear hidden states, which is important for GRU and LSTM which has hidden\_states that capture information from surrounding inputs.

model = build\_model(  
  vocab\_size = len(vocab),  
  embedding\_dim=embedding\_dim,  
  rnn\_units=rnn\_units,  
  batch\_size=BATCH\_SIZE)

optimizer = tf.train.AdamOptimizer()

# Training step  
EPOCHS = 1  
  
for epoch in range(EPOCHS):  
    start = time.time()  
  
    # initializing the hidden state at the start of every epoch  
    # initially hidden is None  
    hidden = model.reset\_states()  
  
    for (batch\_n, (inp, target)) in enumerate(dataset):  
          with tf.GradientTape() as tape:  
              # feeding the hidden state back into the model  
              # This is the interesting step  
              predictions = model(inp)  
              loss = tf.losses.sparse\_softmax\_cross\_entropy(target, predictions)  
  
          grads = tape.gradient(loss, model.trainable\_variables)  
          optimizer.apply\_gradients(zip(grads, model.trainable\_variables))  
  
          if batch\_n % 100 == 0:  
              template = 'Epoch {} Batch {} Loss {:.4f}'  
              print(template.format(epoch+1, batch\_n, loss))  
  
    # saving (checkpoint) the model every 5 epochs  
    if (epoch + 1) % 5 == 0:  
      model.save\_weights(checkpoint\_prefix.format(epoch=epoch))  
  
    print ('Epoch {} Loss {:.4f}'.format(epoch+1, loss))  
    print ('Time taken for 1 epoch {} sec\n'.format(time.time() - start))  
  
model.save\_weights(checkpoint\_prefix.format(epoch=epoch))

# Neural Machine Translation with Attention

Skipped because I should learn this when I want to actually built it. For now, focus on getting basics of Tensorflow down.

# Image Captioning

Skipped for same reason as above.

# Recurrent Neural Network with LSTM

Hard to follow. Look else where for tutorial.

# Drawing Classification

Skipped for same reason as NN translation with Attention.

# Simple Audio Recognition

Literally tells you have to use the provided files. What I want is to build a model. This section does not provide that.

# Load Images

Setup:

from \_\_future\_\_ import absolute\_import, division, print\_function, unicode\_literals  
  
import tensorflow as tf  
tf.enable\_eager\_execution()

AUTOTUNE = tf.data.experimental.AUTOTUNE # Sets number of elements to prefetch  
import pathlib  
data\_root\_orig = tf.keras.utils.get\_file('flower\_photos',  
                                         'https://storage.googleapis.com/download.tensorflow.org/example\_images/flower\_photos.tgz', untar=True) # Untar as tgz files are a TAR Archive.

‘’’

The folder contained in the path data\_root\_orig has more folders, one for each label. The names of those folders are the labels. Inside label folders are the actual images.

‘’’

data\_root = pathlib.Path(data\_root\_orig)

Flower photos now in data\_root.

import random  
all\_image\_paths = list(data\_root.glob('\*/\*')) # Gets all the images. \* is a greedy any regex.   
all\_image\_paths = [str(path) for path in all\_image\_paths] # Converts to string path.  
random.shuffle(all\_image\_paths)

Determine labels for each image:

# Gets labels, which are folder names.

label\_names = sorted(item.name for item in data\_root.glob('\*/') if item.is\_dir())

Assign index to label. For example, “daisy” 🡺 1:

label\_to\_index = dict((name, index) for index,name in enumerate(label\_names))

Create list of every file and its label index:

all\_image\_labels = [label\_to\_index[pathlib.Path(path).parent.name]  
                    for path in all\_image\_paths] # Gets labels for all images. Order of images and labels match up.

Print raw data:

img\_path = all\_image\_paths[0]

img\_raw = tf.io.read\_file(img\_path)  
print(repr(img\_raw)[:100]+"...")

Get image tensor:

img\_tensor = tf.image.decode\_image(img\_raw) # Before, images where paths

Resize:

img\_final = tf.image.resize(img\_tensor, [192, 192])  
img\_final = img\_final/255.0

Put neatly in function:

def preprocess\_image(image):  
  image = tf.image.decode\_jpeg(image, channels=3)  
  image = tf.image.resize(image, [192, 192])  
  image /= 255.0  # normalize to [0,1] range  
  
  return image

def load\_and\_preprocess\_image(path):  
  image = tf.read\_file(path)  
  return preprocess\_image(image)

Build tf.data.Dataset:

path\_ds = tf.data.Dataset.from\_tensor\_slices(all\_image\_paths)

Load and format all dataset image paths:

image\_ds = path\_ds.map(load\_and\_preprocess\_image, num\_parallel\_calls=AUTOTUNE)

Dataset of labels:

label\_ds = tf.data.Dataset.from\_tensor\_slices(tf.cast(all\_image\_labels, tf.int64))

Since labels and images datasets are in the same order, use zip to get image and labels:

image\_label\_ds = tf.data.Dataset.zip((image\_ds, label\_ds))

Another method to create the dataset:

ds = tf.data.Dataset.from\_tensor\_slices((all\_image\_paths, all\_image\_labels))  
  
# The tuples are unpacked into the positional arguments of the mapped function  
def load\_and\_preprocess\_from\_path\_label(path, label):  
  return load\_and\_preprocess\_image(path), label  
  
image\_label\_ds = ds.map(load\_and\_preprocess\_from\_path\_label)

Shuffling, batching, repeating, and prefetching data:

BATCH\_SIZE = 32

# buffer\_size shuffles only that many data.  
# Setting a shuffle buffer size as large as the dataset ensures that the entire data is shuffled.  
ds = image\_label\_ds.shuffle(buffer\_size=image\_count)  
ds = ds.repeat() # Items can be seen multiple times.   
ds = ds.batch(BATCH\_SIZE)  
# `prefetch` lets the dataset fetch batches, in the background while the model is training.  
ds = ds.prefetch(buffer\_size=AUTOTUNE)

* The repeat() method allows the dataset to be reinitialize after it has been completely read. Further, the order of shuffle, repeat, and batch matter.

Merge shuffle and repeat function:

ds = image\_label\_ds.apply(  
  tf.data.experimental.shuffle\_and\_repeat(buffer\_size=image\_count))  
ds = ds.batch(BATCH\_SIZE)  
ds = ds.prefetch(buffer\_size=AUTOTUNE)

Pipe dataset to a model. But first, create the model:

mobile\_net = tf.keras.applications.MobileNetV2(input\_shape=(192, 192, 3), include\_top=False)  
mobile\_net.trainable=False

Using the following method, you know that the input should be between [-1, 1]:

help(keras\_applications.mobilenet\_v2.preprocess\_input)

Adjust data:

def change\_range(image,label):  
  return 2\*image-1, label  
  
keras\_ds = ds.map(change\_range)

Next build model, compile it, and train:

model = tf.keras.Sequential([  
  mobile\_net,  
  tf.keras.layers.GlobalAveragePooling2D(),  
  tf.keras.layers.Dense(len(label\_names))])

model.compile(optimizer=tf.train.AdamOptimizer(),  
              loss=tf.keras.losses.sparse\_categorical\_crossentropy,  
              metrics=["accuracy"])

model.fit(ds, epochs=1, steps\_per\_epoch=tf.ceil(len(all\_image\_paths)/BATCH\_SIZE))

# I believe ds should be keras\_ds.

This simple input pipeline above is slow and only sufficient on CPU. However, before continuing on enhancing performance, examine if loading input data is the bottleneck.

Speed up shuffling, repeating, and prefetching with cache for other epochs to use:

ds = image\_label\_ds.cache()  
ds = ds.apply(  
  tf.data.experimental.shuffle\_and\_repeat(buffer\_size=image\_count))  
ds = ds.batch(BATCH\_SIZE).prefetch(buffer\_size=AUTOTUNE)

Cache must be built on first run though.

If data doesn’t fit in memory, use cache file:

ds = image\_label\_ds.cache(filename='./cache.tf-data')  
ds = ds.apply(  
  tf.data.experimental.shuffle\_and\_repeat(buffer\_size=image\_count))  
ds = ds.batch(BATCH\_SIZE).prefetch(1)

No need to rebuild with cache file but it is slower than cache in memory.

This is new information! Can also save preprocessed dataset as TFRecord. But let’s start with something simple:

Save unpreprocessed images in TFRecord:

image\_ds = tf.data.Dataset.from\_tensor\_slices(all\_image\_paths).map(tf.read\_file)  
tfrec = tf.data.experimental.TFRecordWriter(‘images.tfrec’)  
tfrec.write(image\_ds) # Might need to close stream.

Read in TFRecord:

image\_ds = tf.data.TFRecordDataset('images.tfrec').map(preprocess\_image)

# To get image, label pair

ds = tf.data.Dataset.zip((image\_ds, label\_ds))  
ds = ds.apply(  
  tf.data.experimental.shuffle\_and\_repeat(buffer\_size=image\_count))  
ds=ds.batch(BATCH\_SIZE).prefetch(AUTOTUNE)

In this case, the preprocessed Tensors are not saved in TFRecord, so read in is slowed down. To save preprocessed Tensors:

paths\_ds = tf.data.Dataset.from\_tensor\_slices(all\_image\_paths)  
image\_ds = paths\_ds.map(load\_and\_preprocess\_image)

ds = image\_ds.map(tf.serialize\_tensor) # Converts tensors to strings

tfrec = tf.data.experimental.TFRecordWriter('images.tfrec')  
tfrec.write(ds)

Read in and deserialize:

ds = tf.data.TFRecordDataset('images.tfrec')  
  
def parse(x):  
  result = tf.parse\_tensor(x, out\_type=tf.float32)  
  result = tf.reshape(result, [192, 192, 3])  
  return result  
  
ds = ds.map(parse, num\_parallel\_calls=AUTOTUNE)

Add labels:

ds = tf.data.Dataset.zip((ds, label\_ds))  
ds = ds.apply(  
  tf.data.experimental.shuffle\_and\_repeat(buffer\_size=image\_count))  
ds=ds.batch(BATCH\_SIZE).prefetch(AUTOTUNE)

# TFRecords and tf.example

Important for storing and reading in data using TFRecords. Will be important. Can only serialize and store models right now. Serializing processed data will be important.

# Vector Representation of Words

Word2Vec article. Builds a simple Word2Vec model. Not useful.

# Kernal Methods

This is for people with SVM background

# Large-scale Linear Model

A one hidden layer model.

# Unicode

Important for storing characters from foreign languages of emojis.

# Loading From Model Checkpoint (Double Check Section)

*Model\_name*.ckpt.data-00000-of-00001

*Model\_name*.ckpt.index

*Model\_name*.ckpt.meta

When saving a model checkpoint, three files will get saved. To load a model, all three files must be in the same directory and then you can simply load the “*name.*ckpt” file.

# Estimators from GUIDE

Keras layers module is considered lower level than estimators. TensorFlow made creating computational graphics easy with Estimators; a pre-made Estimator has a pre-made model while a custom Estimator requires the user to build his/her own. It handles the details of initialization, logging, saving and restoring, and many other features so you can concentrate on your model.
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## Premade Estimators

To write a TensorFlow program based on pre-made Estimators, you must perform the following tasks:

* Create one or more input functions.
* Define the model's feature columns.
* Instantiate an Estimator, specifying the feature columns and various hyperparameters.
* Call one or more methods on the Estimator object, passing the appropriate input function as the source of the data.

Let’s complete those following steps now, starting with the input function. An **input function** returns a [tf.data.Dataset](https://www.tensorflow.org/api_docs/python/tf/data/Dataset) object which outputs the following two-element tuple:

* [features](https://developers.google.com/machine-learning/glossary/#feature) - A Python dictionary in which:
  + Each key is the name of a feature.
  + Each value is an array containing all of that feature's values.
* label

An example USELESS input function:

def input\_evaluation\_set():  
    features = {'SepalLength': np.array([6.4, 5.0]),  
                'SepalWidth':  np.array([2.8, 2.3]),  
                'PetalLength': np.array([5.6, 3.3]),  
                'PetalWidth':  np.array([2.2, 1.0])}  
    labels = np.array([2, 1]) # Two labels b/c only 2 examples.   
    return features, labels
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Pre-made functions to parse data.

Input function for training:

def train\_input\_fn(features, labels, batch\_size):  
    """An input function for training"""  
    # Convert the inputs to a Dataset.  
    dataset = tf.data.Dataset.from\_tensor\_slices((dict(features), labels))  
  
    # Shuffle, repeat, and batch the examples.  
    return dataset.shuffle(1000).repeat().batch(batch\_size)

When you build an Estimator model, you pass it a list of feature columns that describes each of the features you want the model to use. The numeric\_column tells the Estimator to use 32float for the values in each column:

# Feature columns describe how to use the input.  
my\_feature\_columns = []  
for key in train\_x.keys():  
    my\_feature\_columns.append(tf.feature\_column.numeric\_column(key=key))

Instantiate an Estimator. The link, <https://www.tensorflow.org/api_docs/python/tf/estimator>, provides list of pre-made Estimators.

# Build a DNN with 2 hidden layers and 10 nodes in each hidden layer.  
classifier = tf.estimator.DNNClassifier(  
    feature\_columns=my\_feature\_columns,  
    # Two hidden layers of 10 nodes each.  
    hidden\_units=[10, 10],  
    # The model must choose between 3 classes.  
    n\_classes=3)

We can now train, evaluate, or predict. Let’s train first:

# Train the Model.  
classifier.train(  
    input\_fn=lambda:iris\_data.train\_input\_fn(train\_x, train\_y, args.batch\_size),  
    steps=args.train\_steps)

Must use lambda as input\_fn must have no arguments.

Evaluate the trained model:

# Evaluate the model.  
eval\_result = classifier.evaluate(  
    input\_fn=lambda:iris\_data.eval\_input\_fn(test\_x, test\_y, args.batch\_size))  
  
print('\nTest set accuracy: {accuracy:0.3f}\n'.format(\*\*eval\_result))

The eval\_result dictionary also contains the average\_loss (mean loss per sample), the loss (mean loss per mini-batch) and the value of the estimator's global\_step (the number of training iterations it underwent).

Making predictions:

predict\_x = {  
    'SepalLength': [5.1, 5.9, 6.9],  
    'SepalWidth': [3.3, 3.0, 3.1],  
    'PetalLength': [1.7, 4.2, 5.4],  
    'PetalWidth': [0.5, 1.5, 2.1],  
}

# Returns dictionary for each input. “class\_ids” is one key and “probability” is second key. Both # keys return a list.   
predictions = classifier.predict(  
    input\_fn=lambda:iris\_data.eval\_input\_fn(predict\_x, batch\_size=args.batch\_size))

## Checkpoints from Estimators

This will focus on saving checkpoints (model dependent; will save all variables but not actual model), not saving models (model independent; will save everything to replicate saved model).

Estimators automatically create checkpoints and event files (used for TensorBoard). Specific top-level directory to stored these files as follows:

classifier = tf.estimator.DNNClassifier(  
    feature\_columns=my\_feature\_columns,  
    hidden\_units=[10, 10],  
    n\_classes=3,  
    model\_dir='models/iris') # 🡨 specify directory here.

If model\_dir is not specified, a directory created by Python’s tempfile.mkdtemp function.

By default, the Estimator saves [checkpoints](https://developers.google.com/machine-learning/glossary/#checkpoint) in the directory according to the following schedule:

* Writes a checkpoint every 10 minutes.
* Writes a checkpoint when the train method starts (first iteration) and completes (final iteration).
* Retains only the 5 most recent checkpoints in the directory.

Alter schedule by:

1. Creating a [tf.estimator.RunConfig](https://www.tensorflow.org/api_docs/python/tf/estimator/RunConfig) object that defines the desired schedule.
2. When instantiating the Estimator, pass that RunConfig object to the Estimator's config argument.

my\_checkpointing\_config = tf.estimator.RunConfig(  
    save\_checkpoints\_secs = 20\*60,  # Save checkpoints every 20 minutes.  
    keep\_checkpoint\_max = 10,       # Retain the 10 most recent checkpoints.  
)  
  
classifier = tf.estimator.DNNClassifier(  
    feature\_columns=my\_feature\_columns,  
    hidden\_units=[10, 10],  
    n\_classes=3,  
    model\_dir='models/iris',  
    config=my\_checkpointing\_config)

Each call to the Estimator's train, evaluate, or predict method builds model’s graph from model\_fn(), then initializes weights of the new model either from scratch (using default an algorithm) or from most recent checkpoint.

To compare slightly different versions of a model (say add more hidden neurons), save code to create the model and its checkpoints. One method is to save them in different branches in GIT.

## Feature Columns

![](data:image/png;base64,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)

Note that feature\_columns must store feature\_column objects. This image spans creating data, creating feature\_column, initializing model.

Categorical data is usually represented as a one hot vector. Let’s visit 6 functions from tf.feature\_column:

Numeric\_column:

# Each entry for SepalLength is of shape [10, 5] (default shape is [1,]) where each cell is a tf.float64 scalar #(default is folat32).  
numeric\_feature\_column = tf.feature\_column.numeric\_column(key="SepalLength", dtype=tf.float64, shape = [10 ,5])

Bucketized Column:

Split the year a house was built into buckets as follows:
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Each input will then be represented as one hot vector like [1, 0, 0, 0]. Why do this? This method uses 4 weights as oppose to 1. This creates a more expressive model. Create bucketized feature as follows:

# First, convert the raw input to a numeric column.  
numeric\_feature\_column = tf.feature\_column.numeric\_column("Year")  
  
# Then, bucketize the numeric column on the years 1960, 1980, and 2000.  
bucketized\_feature\_column = tf.feature\_column.bucketized\_column(  
    source\_column = numeric\_feature\_column,  
    boundaries = [1960, 1980, 2000])

Categorical Identity Column:

Each bucket represents one value as oppose to a range in bucketized column. Data is still converted to one hot-vector for model. Note, in categorical identity column, data must by integers.

# Create categorical output for an integer feature named "my\_feature\_b",  
# The values of my\_feature\_b must be >= 0 and < num\_buckets  
identity\_feature\_column = tf.feature\_column.categorical\_column\_with\_identity(  
    key='my\_feature\_b',  
    num\_buckets=4) # Values [0, 4)  
  
# In order for the preceding call to work, the input\_fn() must return  
# a dictionary containing 'my\_feature\_b' as a key. Furthermore, the values  
# assigned to 'my\_feature\_b' must belong to the set [0, 4).  
def input\_fn():  
    ...  
    return ({ 'my\_feature\_a':[7, 9, 5, 2], 'my\_feature\_b':[3, 1, 2, 2] },  
            [Label\_values])

Categorical Vocabulary Column:

This function creates a one-hot vector very similar to categorical identity column. The only difference is that the actual data can be strings. The feature\_column will generate one hot vector from the strings.

There are two functions available for this: tf.feature\_column.categorical\_column\_with\_vocabulary\_list and tf.feature\_column.categorical\_column\_with\_vocabulary\_file. The list version allows you to directly type the unique vocabs for bucketing while the file version reads from a file:

vocabulary\_feature\_column =  
    tf.feature\_column.categorical\_column\_with\_vocabulary\_list(  
        key=feature\_name\_from\_input\_fn,  
        vocabulary\_list=["kitchenware", "electronics", "sports"])

vocabulary\_feature\_column =  
    tf.feature\_column.categorical\_column\_with\_vocabulary\_file(  
        key=feature\_name\_from\_input\_fn,  
        vocabulary\_file="product\_class.txt", # Should contain one vocab per line.  
        vocabulary\_size=3) # Three vocab in file.

Hashed Column:

Rather than assign buckets manually for each vocab, the hash column will automatically hash the string into a bucket. All you have to do is determine how many buckets you are willing to have:

hashed\_feature\_column =  
    tf.feature\_column.categorical\_column\_with\_hash\_bucket(  
        key = "some\_feature",  
        hash\_bucket\_size = 100) # The number of categories

Collisions are not that big of a problem.

Crossed Column:

This method combines multiple features into a single feature. For example, suppose we want to estimate pricing in Atlanta, GA. Suppose we represent Atlanta, GA as a 100x100 grid, if we have feature columns for latitude and longitude to pinpoint a cell, we can cross them to form 10,000 sections to pass into the model.

def make\_dataset(latitude, longitude, labels):  
    assert latitude.shape == longitude.shape == labels.shape  
  
    features = {'latitude': latitude.flatten(),  
                'longitude': longitude.flatten()}  
    labels=labels.flatten()  
  
    return tf.data.Dataset.from\_tensor\_slices((features, labels))  
  
  
# Bucketize the latitude and longitude using the `edges`  
latitude\_bucket\_fc = tf.feature\_column.bucketized\_column(  
    tf.feature\_column.numeric\_column('latitude'),  
    list(atlanta.latitude.edges)) # atlanta.latitude.edges represents the edges to make the 100x100 grid.  
  
longitude\_bucket\_fc = tf.feature\_column.bucketized\_column(  
    tf.feature\_column.numeric\_column('longitude'),  
    list(atlanta.longitude.edges))  
  
# Cross the bucketized columns, using 5000 hash bins. A pair of 5000 possibilities are created.   
crossed\_lat\_lon\_fc = tf.feature\_column.crossed\_column(  
    [latitude\_bucket\_fc, longitude\_bucket\_fc], 5000)  
  
fc = [  
    latitude\_bucket\_fc,  
    longitude\_bucket\_fc,  
    crossed\_lat\_lon\_fc]  
  
# Build and train the Estimator.  
est = tf.estimator.LinearRegressor(fc, ...)

You may create a feature cross from either of the following:

* Feature names; that is, names from the dict returned from input\_fn.
* Any categorical column, except categorical\_column\_with\_hash\_bucket (since crossed\_column hashes the input).

When creating feature crosses, you typically still should include the original (uncrossed) features in your model.

I believe crossing numerical column is not helpful as it’s the same as providing the uncross columns into the model.

IMPORTANT: as of now, all categorical feature columns are stored as a sparse one-hot vector, meaning they can be stored efficiently but the entire vector is not stored. Not all models accept this representation of vectors, thus, indicator columns can be used to create a dense feature column from a sparse one. The dense version now stores all values in the vector.

Create indicator column:

# Represent the categorical column as an indicator column.  
indicator\_column = tf.feature\_column.indicator\_column(categorical\_column)

Embedding Column:

## Dataset for Estimators

In TensorFlow, arguments expecting an "array" can accept nearly anything that can be converted to an array with numpy.array except for tuples, which have a special meaning.

The [tf.data.Dataset.from\_tensor\_slices](https://www.tensorflow.org/api_docs/python/tf/data/Dataset#from_tensor_slices) function creates a [tf.data.Dataset](https://www.tensorflow.org/api_docs/python/tf/data/Dataset) representing slices of the array. The array is sliced across the first dimension. Thus, 60,000x28x28 passed to from\_tensor\_slices would produce 60,000 tensors each representing a 28x28 array. Note that a Dataset can slice the first dimension in an array even if it is nested in any combination of dictionaries or tuples. For example, a dictionary where each key holds a 100 element array would get sliced to 100 dictionaries with each key holding 1 element (the dictionaries would be represented as a tensor however).

In eager mode, you can iterate through dictionary with iterator.

Know shuffle, repeat, and batch functions.

To read data from a text file:

ds = tf.data.TextLineDataset(train\_path).skip(1)

The TextLineDataset is an object to read the file one line at a time. The skip method skips line 1.

The following takes a line and parses it as a CSV:

# Metadata describing the text columns  
COLUMNS = ['SepalLength', 'SepalWidth',  
           'PetalLength', 'PetalWidth',  
           'label']  
FIELD\_DEFAULTS = [[0.0], [0.0], [0.0], [0.0], [0]]  
def \_parse\_line(line):  
    # Decode the line into its fields  
    fields = tf.decode\_csv(line, FIELD\_DEFAULTS)  
  
    # Pack the result into a dictionary  
    features = dict(zip(COLUMNS,fields))  
  
    # Separate the label from the features  
    label = features.pop('label')  
  
    return features, label

Apply the \_parse\_line function to all lines with map functions.

ds = ds.map(\_parse\_line)

## Creating Custom Estimators

Premade Estimators subclass tf.estimator.Estimator while custom Estimators are an instance of it. In custom Estimator, must write the model function.

First, get dataset with batches of (feature\_dictionary, labels) pairs. Next, create feature columns. Then, we can write the model function. The functions signature is as follows:

def my\_model\_fn(  
   features, # This is batch\_features from input\_fn  
   labels,   # This is batch\_labels from input\_fn  
   mode,     # An instance of tf.estimator.ModeKeys for training, evaluating, or predicting  
   params):  # Additional configuration

The caller may pass params to an **Estimator's** constructor. Any params passed to the constructor are in turn passed on to the model\_fn method. Next, create the Estimator and configure it:

classifier = tf.estimator.Estimator(  
    model\_fn=my\_model\_fn,  
    params={  
        'feature\_columns': my\_feature\_columns,  
        # Two hidden layers of 10 nodes each.  
        'hidden\_units': [10, 10],  
        # The model must choose between 3 classes.  
        'n\_classes': 3,  
    })

To implement a typical model function, you must define the model and specify calculations for predict, evaluate, and train mode.

For the model we are trying to build (
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) we need to define input layer, hidden layers, and output layer.

Convert the feature dictionary and feature\_columns into input for your model,:

# Use `input\_layer` to apply the feature columns.  
    net = tf.feature\_column.input\_layer(features, params['feature\_columns'])

Create hidden layers:

  # Build the hidden layers, sized according to the 'hidden\_units' param.  
    for units in params['hidden\_units']:  
        net = tf.layers.dense(net, units=units, activation=tf.nn.relu)

More tf.layers objects available at <https://www.tensorflow.org/api_docs/python/tf/layers>.

Output layer:

# Compute logits (1 per class).  
    logits = tf.layers.dense(net, params['n\_classes'], activation=None)

How to call various modes (train, evaluate, predict):

classifier = tf.estimator.Estimator(...)  
classifier.train(input\_fn=lambda: my\_input\_fn(FILE\_TRAIN, True, 500))

The preceding then calls model function with ModeKeys.TRAIN. Obviously, the method function must handle train, evaluate, and predict. Each mode must return a tf.estimator.EstimatorSpec.

Note, the model function is called (model is rebuilt) whenever someone calls train, eval, or predict.

Lets handle all three modes now. First, predict:

# Compute predictions.  
predicted\_classes = tf.argmax(logits, 1) # Logits is likely an array of shape (1, m)  
if mode == tf.estimator.ModeKeys.PREDICT:  
    predictions = {  
        'class\_ids': predicted\_classes[:, tf.newaxis], # This is now of shape (1, 1).   
        'probabilities': tf.nn.softmax(logits),  
        'logits': logits,  
    }  
    return tf.estimator.EstimatorSpec(mode, predictions=predictions)

Calculate loss for evaluation and training:

loss = tf.losses.sparse\_softmax\_cross\_entropy(labels=labels, logits=logits)

The [tf.estimator.EstimatorSpec](https://www.tensorflow.org/api_docs/python/tf/estimator/EstimatorSpec) returned for evaluation contains the following information:

* loss, which is the model's loss
* And optionally, eval\_metric\_ops, which is an optional dictionary of metrics.

Calculate accuracy metric:

# Compute evaluation metrics.  
accuracy = tf.metrics.accuracy(labels=labels,  
                               predictions=predicted\_classes,  
                               name='acc\_op')

metrics = {'accuracy': accuracy}  
tf.summary.scalar('accuracy', accuracy[1]) # Makes accuracy available to TensorBoard in train and eval mode.   
  
if mode == tf.estimator.ModeKeys.EVAL:  
    return tf.estimator.EstimatorSpec(  
        mode, loss=loss, eval\_metric\_ops=metrics)

When train is called, model function returns EstimatorSpec that contains loss and training operation.

The optimizer for the training operation:

optimizer = tf.train.AdagradOptimizer(learning\_rate=0.1)

Now code to train the model:

train\_op = optimizer.minimize(loss, global\_step=tf.train.get\_global\_step())

global\_step, which counts training steps, is important for TensorBoard and to know when to stop training.

The returned EstimatorSpec must have lost and train\_op, which is the training operation.

return tf.estimator.EstimatorSpec(mode, loss=loss, train\_op=train\_op)

Instantiate the custom estimator as follows:

# Build 2 hidden layer DNN with 10, 10 units respectively.  
    classifier = tf.estimator.Estimator(  
        model\_fn=my\_model\_fn,  
        params={  
            'feature\_columns': my\_feature\_columns,  
            # Two hidden layers of 10 nodes each.  
            'hidden\_units': [10, 10],  
            # The model must choose between 3 classes.  
            'n\_classes': 3,  
        })

Training, evaluating, and predicting is the same as premade Estimators:

# Train the Model.  
classifier.train(  
    input\_fn=lambda:iris\_data.train\_input\_fn(train\_x, train\_y, args.batch\_size),  
    steps=args.train\_steps)

Execute the following to use TensorBoard:

# Replace PATH with the actual path passed as model\_dir  
tensorboard --logdir=PATH

Then browse to  [http://localhost:6006](http://localhost:6006/).

# Low Level APIs From GUIDE

## Introduction

Tensors store primitives in arrays. They do not have values; they are just handlers.

Can think of TensorFlow Core in two sections: the computational graph and the session that runs it.

Computational Graph:

* Nodes are tf.Operations (or ops) that describe calculations that consume and produce tensor(s).
* Edges are tf.Tensor that represent values that flow through the graph.

A very simple computational graph:

a = tf.constant(3.0, dtype=tf.float32)  
b = tf.constant(4.0) # also tf.float32 implicitly  
total = a + b  
print(a) #==> Tensor("Const:0", shape=(), dtype=float32)  
print(b) #==> Tensor("Const\_1:0", shape=(), dtype=float32)  
print(total) #==> Tensor("add:0", shape=(), dtype=float32)

The outputs are not 3.0, 4.0, and 7.0 as expected because the preceding code builds the computational graph; it does not run it. The tensor objects just handle the results of the operations that will be run.

Visualize the graph with TensorBoard. First write the event file to a directory:

writer = tf.summary.FileWriter('.') # Specify directory to save event file  
writer.add\_graph(tf.get\_default\_graph())  
writer.flush() # File will be in the format “events.out.tfevents.{timestamp}.{hostname}”

Command to launch TensorBoard:

tensorboard --logdir .

Then visit <http://localhost:6006/#graphs>.

Create a tf.Session object to run TensorFlow operations. The following creates a [tf.Session](https://www.tensorflow.org/api_docs/python/tf/Session) object and then invokes its run method to evaluate the total tensor we created:

sess = tf.Session()  
print(sess.run(total))

The Session.run backtracks through the graph and runs all the nodes that provide input to the requested output node.

Run can transparently handle any combination of tuples and dictionaries.

print(sess.run({'ab':(a, b), 'total':total})) # Returns {'total': 7.0, 'ab': (3.0, 4.0)}

Session.run recomputes graph each time.

vec = tf.random\_uniform(shape=(3,))  
out1 = vec + 1  
out2 = vec + 2  
print(sess.run(vec)) # Different from next line  
print(sess.run(vec))  
print(sess.run((out1, out2))) # out2 – out1 will always be 1

Session.run on a tf.Operation, which is returned by some function, will result in None.

Can have placeholders, which are promised to have a value later:

x = tf.placeholder(tf.float32)  
y = tf.placeholder(tf.float32)  
z = x + y

print(sess.run(z, feed\_dict={x: 3, y: 4.5})) #==> 7.5  
print(sess.run(z, feed\_dict={x: [1, 3], y: [2, 4]})) #==> [ 3.  7.]

feed\_dict can also overwrite any value a Tensor handles.

Run graph with Dataset:

my\_data = [  
    [0, 1,],  
    [2, 3,],  
    [4, 5,],  
    [6, 7,],  
]  
slices = tf.data.Dataset.from\_tensor\_slices(my\_data)  
next\_item = slices.make\_one\_shot\_iterator().get\_next() # Must get iterator.

while True:  
  try:  
    print(sess.run(next\_item))   
  except tf.errors.OutOfRangeError:  
    break

If the Dataset depends on stateful operations (dataset changes with each run) you may need to initialize the iterator before using it, as shown below:

r = tf.random\_normal([10,3])  
dataset = tf.data.Dataset.from\_tensor\_slices(r)  
iterator = dataset.make\_initializable\_iterator()  
next\_row = iterator.get\_next()  
  
sess.run(iterator.initializer)  
while True:  
  try:  
    print(sess.run(next\_row))  
  except tf.errors.OutOfRangeError:  
    break

Create layers:

x = tf.placeholder(tf.float32, shape=[None, 3]) # Why is it None?   
linear\_model = tf.layers.Dense(units=1)  
y = linear\_model(x)

The layer object inspects input to determine size of internal variables. Thus, must set shape of placeholder.

Must initialize variables now. Can initialize them individually, but the following initializes all variables in tf.GraphKeys.GLOBAL\_VARIABLES **up to this point**:

init = tf.global\_variables\_initializer() # Return tf.Operations  
sess.run(init)

Execute layer:

print(sess.run(y, {x: [[1, 2, 3],[4, 5, 6]]}))

Here’s a shortcut!

linear\_model = tf.layers.Dense(units=1)  
y = linear\_model(x)

# Same as

y = tf.layers.dense(x, units=1)

Easiest way to use feature columns is to use tf.feature\_column.input\_layer(), which only accept dense columns as inputs. Thus, categorical column must be wrapped in indicator\_column.

features = {  
    'sales' : [[5], [10], [8], [9]], # Comma is used to separate dictionary entries. Mx1 shape is necessary.  
    'department': ['sports', 'sports', 'gardening', 'gardening']}  
  
department\_column = tf.feature\_column.categorical\_column\_with\_vocabulary\_list(  
        'department', ['sports', 'gardening'])  
department\_column = tf.feature\_column.indicator\_column(department\_column)  
  
columns = [  
    tf.feature\_column.numeric\_column('sales'),  
    department\_column  
]  
  
inputs = tf.feature\_column.input\_layer(features, columns)

Feature columns have internal variables that also need to be initialize. Categorical feature columns need to be initialized separately from global\_variable\_initializer() since they use tf.contrib.lookup:

var\_init = tf.global\_variables\_initializer()  
table\_init = tf.tables\_initializer()  
sess = tf.Session()  
sess.run((var\_init, table\_init))

Let’s use our knowledge to train a small regression model manually. The following is the complete program:

x = tf.constant([[1], [2], [3], [4]], dtype=tf.float32) # numbers in brackets to create 2D array instead of 1D.   
y\_true = tf.constant([[0], [-1], [-2], [-3]], dtype=tf.float32)  
  
linear\_model = tf.layers.Dense(units=1)  
  
y\_pred = linear\_model(x)  
loss = tf.losses.mean\_squared\_error(labels=y\_true, predictions=y\_pred)  
  
optimizer = tf.train.GradientDescentOptimizer(0.01)  
train = optimizer.minimize(loss)  
  
init = tf.global\_variables\_initializer()  
  
sess = tf.Session()  
sess.run(init)  
for i in range(100):  
  \_, loss\_value = sess.run((train, loss))  
  print(loss\_value)  
  
print(sess.run(y\_pred))

## Tensors

Has two properties: data type and shape. The datatype is always known though the shape might only be known at execution.

The main Tensors are: tf.Variable, tf.constant, tf.placeholder, tf.SparseTensor. Ony tf.Variable is mutable.

Example of creating a Tensor:

cool\_numbers  = tf.Variable([3.14159, 2.71828], tf.float32)

Get rank:

r = tf.rank(a\_tensor)  
# After the graph runs, r will hold the value 4.

Dynamically indexing a multidimensional tensor can accept scalar tensors in index brackets, [].

Indexing and slicing a tensor works as normal. To get shape of Tensor while building model, read Tensor property by printing out Tensor. Can also use a\_tensor.shape to get tuple of shape.

Reshaping Tensor:

rank\_three\_tensor = tf.ones([3, 4, 5])  
matrixB = tf.reshape(matrix, [3, -1])  #  Reshape existing content into a 3x20

Cast tensors with:

float\_tensor = tf.cast(tf.constant([1, 2, 3]), dtype=tf.float32)

When converting Python object to tensors, can specify type, otherwise automatically given.

.eval() and .Print() was discussed. However, much easier to run a session to print it.

## Variables

Note, tf.Variable is mutable. [tf.Variable](https://www.tensorflow.org/api_docs/python/tf/Variable) exists outside the context of a single session.run call.

Modifications on tf.Variables are visible across multiple [tf.Session](https://www.tensorflow.org/api_docs/python/tf/Session)s, so multiple workers can see the same values for a [tf.Variable](https://www.tensorflow.org/api_docs/python/tf/Variable).

To create a tf.Variable:

my\_variable = tf.get\_variable("my\_variable", [1, 2, 3], dtype=tf.int32,  
  initializer=tf.zeros\_initializer)

)

default dtype is float32 and default initializer is tf.glorot\_uniform\_initializer.

Can also initialize from a tf.Tensor:

other\_variable = tf.get\_variable("other\_variable", dtype=tf.int32,  
  initializer=tf.constant([23, 42]))

every [tf.Variable](https://www.tensorflow.org/api_docs/python/tf/Variable) gets placed in the following two collections:

* [tf.GraphKeys.GLOBAL\_VARIABLES](https://www.tensorflow.org/api_docs/python/tf/GraphKeys#GLOBAL_VARIABLES) --- variables that can be shared across multiple devices,
* [tf.GraphKeys.TRAINABLE\_VARIABLES](https://www.tensorflow.org/api_docs/python/tf/GraphKeys#TRAINABLE_VARIABLES) --- variables for which TensorFlow will calculate gradients.

If you don’t want a variable to be trainable, add it another collection as follows:

my\_local = tf.get\_variable("my\_local", shape=(),  
collections=[tf.GraphKeys.LOCAL\_VARIABLES])

Or specify trainable = false:

my\_non\_trainable = tf.get\_variable("my\_non\_trainable",  
                                   shape=(),  
                                   trainable=False)

Create own collection:

tf.add\_to\_collection("my\_collection\_name", my\_local)

Retrieve all variables from a collection:

tf.get\_collection("my\_collection\_name")

Device placement is discussed here; placing variables in certain GPUs. This is out of my scope for now.

Call [tf.global\_variables\_initializer()](https://www.tensorflow.org/api_docs/python/tf/initializers/global_variables) to initialize all variables in the [tf.GraphKeys.GLOBAL\_VARIABLES](https://www.tensorflow.org/api_docs/python/tf/GraphKeys" \l "GLOBAL_VARIABLES) collection.

session.run(tf.global\_variables\_initializer())

Initialize one variable:

session.run(my\_variable.initializer)

Prints uninitialized variables:

print(session.run(tf.report\_uninitialized\_variables()))

Since global initializer does not initialize in a particular order, use the following if one variable depends another:

v = tf.get\_variable("v", shape=(), initializer=tf.zeros\_initializer())  
w = tf.get\_variable("w", initializer=v.initialized\_value() + 1) # Note the v.initialized\_value()

Can use tf.Variable like any other tf.Tensor. tf.Variable will simply get converted to tf.Tensor.

Assign or assign\_add to tf.Variables as follows:

v = tf.get\_variable("v", shape=(), initializer=tf.zeros\_initializer())  
assignment = v.assign\_add(1)  
tf.global\_variables\_initializer().run()  
sess.run(assignment)  # or assignment.op.run(), or assignment.eval()

Force re-read of variable to ensure correct value (pretty confusing):

v = tf.get\_variable("v", shape=(), initializer=tf.zeros\_initializer())  
assignment = v.assign\_add(1)  
with tf.control\_dependencies([assignment]):  
  w = v.read\_value()  # w is guaranteed to reflect v's value after the  
                      # assign\_add operation.

If a function uses variables and the function is called multiple times, it is important to put each function call in its own scope as TensorFlow would not know to reuse or create new tf.Variables as the function is called repeatedly:

def my\_image\_filter(input\_images):  
    with tf.variable\_scope("conv1"):  
        # Variables created here will be named "conv1/weights", "conv1/biases".  
        relu1 = conv\_relu(input\_images, [5, 5, 32, 32], [32])  
    with tf.variable\_scope("conv2"):  
        # Variables created here will be named "conv2/weights", "conv2/biases".  
        return conv\_relu(relu1, [5, 5, 32, 32], [32])

Or reuse variables:

with tf.variable\_scope("model"):  
  output1 = my\_image\_filter(input1)  
with tf.variable\_scope("model", reuse=True):  
  output2 = my\_image\_filter(input2)

same as:

with tf.variable\_scope("model") as scope:  
  output1 = my\_image\_filter(input1)  
  scope.reuse\_variables()  
  output2 = my\_image\_filter(input2)

## Graphs and Sessions

Name scope; all tf.Tensors and tf.Operations accept optional name argument:

c\_0 = tf.constant(0, name="c")  # => operation named "c"  
  
# Already-used names will be "uniquified".  
c\_1 = tf.constant(2, name="c")  # => operation named "c\_1"  
  
# Name scopes add a prefix to all operations created in the same context.  
with tf.name\_scope("outer"):  
  c\_2 = tf.constant(2, name="c")  # => operation named "outer/c"  
  
  # Name scopes nest like paths in a hierarchical file system.  
  with tf.name\_scope("inner"):  
    c\_3 = tf.constant(3, name="c")  # => operation named "outer/inner/c"  
  
  # Exiting a name scope context will return to the previous prefix.  
  c\_4 = tf.constant(4, name="c")  # => operation named "outer/c\_1"  
  
  # Already-used name scopes will be "uniquified".  
  with tf.name\_scope("inner"):  
    c\_5 = tf.constant(5, name="c")  # => operation named "outer/inner\_1/c"

Name scope reduces visual complexity of the graph.

NOTE, all functions have a default graph they belong to.

Can place operation in different devices. This is out of my scope for now. For now, now that I can use “tf.device(tf.train.replica\_device\_setter(ps\_tasks=3))” to apply a heuristic for device placement:

with tf.device(tf.train.replica\_device\_setter(ps\_tasks=3)):  
  # tf.Variable objects are, by default, placed on tasks in "/job:ps" in a  
  # round-robin fashion.  
  w\_0 = tf.Variable(...)  # placed on "/job:ps/task:0"  
  b\_0 = tf.Variable(...)  # placed on "/job:ps/task:1"  
  w\_1 = tf.Variable(...)  # placed on "/job:ps/task:2"  
  b\_1 = tf.Variable(...)  # placed on "/job:ps/task:0"  
  
  input\_data = tf.placeholder(tf.float32)     # placed on "/job:worker"  
  layer\_0 = tf.matmul(input\_data, w\_0) + b\_0  # placed on "/job:worker"  
  layer\_1 = tf.matmul(layer\_0, w\_1) + b\_1     # placed on "/job:worker"

TensorFlow automatically convert Tensors from numpy array or other tensor-like objects. However, the conversion occurs each time the numpy array is used, which could eat up memory. Do one conversion total with [**tf.convert\_to\_tensor**](https://www.tensorflow.org/api_docs/python/tf/convert_to_tensor) to save memory.

Use session in with block or call tf.Session.close once you are done with the session.

Visualizing graph:

# Build your graph.  
…  
with tf.Session() as sess:  
  # `sess.graph` provides access to the graph used in a `tf.Session`.  
  writer = tf.summary.FileWriter("/tmp/log/...", sess.graph)  
  
  # Perform your computation...  
  for i in range(1000):  
    sess.run(train\_op)  
    # ...  
  
  writer.close()

Working with multiple graphs:

g\_1 = tf.Graph()  
with g\_1.as\_default():  
  # Operations created in this scope will be added to `g\_1`.  
  c = tf.constant("Node in g\_1")  
  
  # Sessions created in this scope will run operations from `g\_1`.  
  sess\_1 = tf.Session()  
  
g\_2 = tf.Graph()  
with g\_2.as\_default():  
  # Operations created in this scope will be added to `g\_2`.  
  d = tf.constant("Node in g\_2")  
  
# Alternatively, you can pass a graph when constructing a `tf.Session`:  
# `sess\_2` will run operations from `g\_2`.  
sess\_2 = tf.Session(graph=g\_2)

# Print all of the operations in the default graph.  
g = tf.get\_default\_graph()  
print(g.get\_operations())

## Save and Restore

Save variables to checkpoint:

tf.reset\_default\_graph()  
# Create some variables.  
v1 = tf.get\_variable("v1", [3], initializer = tf.zeros\_initializer)  
v2 = tf.get\_variable("v2", [5], initializer = tf.zeros\_initializer)  
  
# Add ops to save and restore only `v2` using the name "v2"  
saver = tf.train.Saver({"v2": v2}) # Leave arg empty to save/restore all variables.   
  
# Use the saver object normally after that.  
with tf.Session() as sess:  
  # Initialize v1 since the saver will not.  
  v1.initializer.run()  
  saver.restore(sess, "/tmp/model.ckpt") # use saver.save(sess, “path”) to save instead.  
  
  print("v1 : %s" % v1.eval())  
  print("v2 : %s" % v2.eval())

Inspect saved variables:

# import the inspect\_checkpoint library  
from tensorflow.python.tools import inspect\_checkpoint as chkp  
  
# Print all tensors in checkpoint file. Specify name of tensor and set all\_tensor = false to search a # specific tensor.  
chkp.print\_tensors\_in\_checkpoint\_file("/tmp/model.ckpt", tensor\_name='', all\_tensors=True)  
  
# tensor\_name:  v1  
# [ 1.  1.  1.]  
# tensor\_name:  v2  
# [-1. -1. -1. -1. -1.]

Can save and restore models- variables, the graph, and the graph's metadata.

But first, some definitions: A **MetaGraph** is a dataflow graph, plus its associated variables, assets, and signatures. A **MetaGraphDef** is the protocol buffer representation of a MetaGraph. A **signature** is the set of inputs to and outputs from a graph. Further, Assets mean any external files that are needed for you model. Common examples are vocabularies and embedding matrices.

Example of saving model:

export\_dir = ...  
...  
builder = tf.saved\_model.builder.SavedModelBuilder(export\_dir)  
with tf.Session(graph=tf.Graph()) as sess:  
  ...

# <https://stackoverflow.com/questions/46513923/tensorflow-how-and-why-to-use-savedmodel>

# Clears things up for me.  
  builder.add\_meta\_graph\_and\_variables(sess,  
                                       [tag\_constants.TRAINING],  
                                       signature\_def\_map=foo\_signatures, # describes inputs and outputs.  
                                       assets\_collection=foo\_assets, # Not mandatory to set.   
                                       strip\_default\_attrs=True) # For forward capabilities.   
...  
# Add a second MetaGraphDef for inference.  
with tf.Session(graph=tf.Graph()) as sess:  
  ...  
  builder.add\_meta\_graph([tag\_constants.SERVING], strip\_default\_attrs=True)   
...  
builder.save()

Load and restore:

export\_dir = ...  
...  
with tf.Session(graph=tf.Graph()) as sess:  
  tf.saved\_model.loader.load(sess, [tag\_constants.TRAINING], export\_dir)  
  ...

There more complicated information outside my scope for a long time.

## Control Flow

Normal if else statements don’t work as the condition is evaluated at graph construction time. If the condition depends on tensor1, which also depends on another tensor2, then tensor1 will not have a value at construction time.

## Ragged Tensors

Skipped.

References

* <https://www.tensorflow.org/tutorials>