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# Lab Section

In this lab, we will go over neural networks.

# Neural Networks

## Step 1. Create model architecture

## Step 2. Initialize weights

## Step 3. Forward Propagation

## Step 4. Calculate error

## Step 5. Back Propagation / Gradient Descent

## Repeat Steps 3-5

## Step 1.

We will use a Neural network with two input nodes, two hidden nodes, and one output node. We will train this network on the XOR function.

Define activation function

sigmoid = function(x) {  
 1 / (1 + exp(-x))  
}

XOR

X <- data.frame(A = c(0,0,1,1), B = c(0,1,1,0))  
Y <- data.frame(Y = c(0,1,0,1))  
b <- data.frame(b = c(1,1))  
X

## A B  
## 1 0 0  
## 2 0 1  
## 3 1 1  
## 4 1 0

Y

## Y  
## 1 0  
## 2 1  
## 3 0  
## 4 1

b

## b  
## 1 1  
## 2 1

Neural Network Architecture

wts.in <- c(1,1,1,1,1,1,1,1,1)  
struct <- c(2,2,1) #two inputs, two hidden, one output   
plot.nnet(wts.in,struct=struct)

## Loading required package: scales

## Loading required package: reshape
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weights <- plot.nnet(wts.in,struct=struct, wts.only=T)  
weights

## $`hidden 1 1`  
## [1] 1 1 1  
##   
## $`hidden 1 2`  
## [1] 1 1 1  
##   
## $`out 1`  
## [1] 1 1 1

## Step 2.

Randomly initialize weights

set.seed(342)  
wts.in <- round(runif(9, 0, 1), digits = 2)  
plot.nnet(wts.in,struct=struct)
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weights <- plot.nnet(wts.in,struct=struct, wts.only=T)  
weights

## $`hidden 1 1`  
## [1] 0.22 0.99 0.18  
##   
## $`hidden 1 2`  
## [1] 0.63 0.90 0.89  
##   
## $`out 1`  
## [1] 0.43 0.98 0.70

Input layer

I <- cbind(b,X)  
I

## b A B  
## 1 1 0 0  
## 2 1 0 1  
## 3 1 1 1  
## 4 1 1 0

## Step 3. Forward Pass: Hidden Layer

#multiply the weights by the inputs for each Hidden node  
H1\_a <- weights$`hidden 1 1` \* I[1,]  
#sum these values together  
H1\_b <- sum(H1\_a)  
# apply activation function   
H1\_c <- sigmoid(H1\_b)  
  
#multiply weights  
H2\_a <- weights$`hidden 1 2` \* I[1,]  
#sum values  
H2\_b <- sum(H2\_a)  
#apply activation function  
H2\_c <- sigmoid(H2\_b)

Hidden layer values

H <- data.frame(b = 1, H1 = H1\_c, H2 = H2\_c)  
H

## b H1 H2  
## 1 1 0.5547792 0.6524895

## Step 3. Forward Pass: Output Layer

#mulitply the weights by the values of the nodes of the hidden layer  
O1\_a <- weights$`out 1` \* H  
#sum these values together  
O1\_b <- sum(O1\_a)  
#apply activation function  
O1\_c <- sigmoid(O1\_b)  
print(O1\_c)

## [1] 0.8069677

## Step 4. Calculate error

#only one output so no need to sum  
MSE <- 0.5\*(O1\_c - Y[1,])^2  
MSE

## [1] 0.3255985

## Step 5. Backpropagation: Output layer to Hidden layer

# we want to update these weights   
weights$`out 1`

## [1] 0.43 0.98 0.70

# to improve our model  
  
# Start with the weight corresponding to the bias. Lets call it w\_Ob for weight between output and bias  
wOb <- weights$`out 1`[1]  
wOH1 <- weights$`out 1`[2]  
wOH2 <- weights$`out 1`[3]

How does a change in each weight affect the MSE? We figure it out by calculating the partial derivative of the MSE with repect to each weight. . Then adjust the weights accordingly.

First let's remember what operations we did on wOb to get to MSE: (1) we multiplied the weights by the values of the nodes of the hidden layer and summed these values together, (2) we applied the activation function, (3) we calculated the error.

We can solve by applying the chain rule. The answer comes out to . Let's break it down into pieces:

1. We multiplied the weights by the values of the nodes of the hidden layer and added these values together

Calculate the partial derivative of with respect to .

# b is 1  
H[1,1]

## [1] 1

Therefore:

1. We applied the activation function

Calculate the partial derivative of with respect to .

O1\_c\*(1-O1\_c)

## [1] 0.1557708

Therefore:

1. Calculate error

Calculate the derivative of MSE with respect to the O1\_c

O1\_c - Y[1,]

## [1] 0.8069677

Therefore:

Bring it all together

(O1\_c - Y[1,]) + O1\_c\*(1-O1\_c) + b[1,1]

## [1] 1.962739

Therefore:

## Gradient Descent

Subtract from wOb. can be mulitplied by some learning rate . Lets use

((O1\_c - Y[1,]) + O1\_c\*(1-O1\_c) + H[1,1])\*0.3

## [1] 0.5888216

## Repeat backprop and gradient descent wOH1 and wOH2.

## Using the caret package to create a 1 layer neural network on the XOR function

Get log loss from model

fit neural net to XOR

Test on one data point

test <-data.frame( A=0, B=0)  
y\_test <- Y[1]  
prediction\_nn <- predict(nnetFit, newdata = test)  
prediction\_nn

## [1] X1  
## Levels: X0 X1

confusionMatrix(prediction\_nn, reference = y\_test)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction X0 X1  
## X0 0 0  
## X1 1 0  
##   
## Accuracy : 0   
## 95% CI : (0, 0.975)  
## No Information Rate : 1   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0   
## Mcnemar's Test P-Value : 1   
##   
## Sensitivity : 0   
## Specificity : NA   
## Pos Pred Value : NA   
## Neg Pred Value : NA   
## Prevalence : 1   
## Detection Rate : 0   
## Detection Prevalence : 0   
## Balanced Accuracy : NA   
##   
## 'Positive' Class : X0   
##

help(trainControl)

# Homework

# <https://cran.r-project.org/web/packages/nnet/nnet.pdf>

1. Train a neural network on the XOR function. Try increasing the data set, playing with the number of nodes, and other hyperparameters. Plot ROC and loss.

prediction\_nn <- predict(nnetFit, newdata = X,type="prob")  
rocobj <- roc(Y~as.numeric(prediction\_nn[[1]]))  
  
#  
plot(rocobj)
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#loss  
plot(nnetFit$results$LogLoss,type='l')
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1. Use the iris dataset and train a neural net to classify the species. Be sure to split into training and test set, use cross validation, and plot the ROC curves and loss. Draw the structure of your Neural network, including the position of the activating functions.

library(RSNNS)

## Warning: package 'RSNNS' was built under R version 3.4.4

## Loading required package: Rcpp

##   
## Attaching package: 'RSNNS'

## The following objects are masked from 'package:caret':  
##   
## confusionMatrix, train

plot(nnetFit$results$LogLoss,type='l')

![](data:image/png;base64,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)

par(mar=c(0.1,0.1,1,0.1),mfrow=c(2,2))  
par(mar=c(0.1,0.1,1,0.1),mfrow=c(2,2))  
irisTargets<- decodeClassLabels(Y[test])  
prediction\_nn <- predict(nnetFit, newdata = X[test,],type="prob")  
for(i in 1:3)  
{  
  
   
 k=roc(irisTargets[,i],as.numeric(prediction\_nn[[i]]),plot=T,col=i);  
 title(main=paste("roc",colnames(irisTargets)[i],collapse =" "))  
}  
  
  
  
#loss  
  
  
prediction\_nn <- predict(nnetFit, newdata = X[test,])  
  
table(prediction\_nn, Y[test])

##   
## prediction\_nn setosa versicolor virginica  
## setosa 9 0 0  
## versicolor 0 11 0  
## virginica 0 1 9
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wts.in <- rep(1,19)  
struct <- c(4,3,1) #four rinputs, tree hidden, one output   
plot.nnet(wts.in,struct=struct)
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1. Finish the lab work: Update O1\_B2, O1\_I1, and O1\_I2. Bonus: Update H1\_I1, H1\_I2, H2\_b1, H2\_I1, H2\_I2, H2\_b1

nnetFit1$finalModel$wts

## [1] -1.657174e-06 -8.426081e-07 -1.533149e-06 1.257305e-06 4.746762e-07  
## [6] 1.003918e-06 1.808084e-07 -1.899722e-08 3.371332e-08

<http://www.emergentmind.com/neural-network>

<https://mattmazur.com/2015/03/17/a-step-by-step-backpropagation-example/>