**单循环列表**

1. **实验目的和要求**

用单循环链表实现一个队列，并只能用一个指针表示队列，则最好情况下入队和出队的时间性能分别是多少。

设计并实现上述队列类。

**二、实验内容**

1. 实验准备
   1. 理论知识介绍
      1. 时间复杂度计算: 通常采用下属办法来估计算法在给定输入下的计算量：
         1. 根据问题的特点合理地选择一种或几种操作作为“标准操作”，将标准操作作为一个抽象的运算单位。
         2. 确定每个算法在给定输入下共执行了多少次标准操作，并将它作为算法的计算量。
         3. 利用求和定理和求积定理相结合可以计算出最终的时间复杂度
      2. 队列
         1. 队列基本概念：队列可以看成是一种特殊的线性表。在这种线性表上，插入限定在表的一端，删除限定再表的另一端。允许进行插入的一端称为队尾，允许进行删除的一段称为队头。位于队头的元素称为队头元素，位于对位的元素称为对位元素。新插入的匀速是对位元素，即将被删除的是队头元素。队列中的元素的个数称为队列长度。若队列中没有元素，则成为空队列。队列也被称为先进先出的线性表。
         2. 队列的顺序实现
            1. 队列的顺序实现称为顺序队列。与顺序表相似，队列的顺序是先也是有一个一维数组组成，队列的元素依次存放在数组中。在栈的顺序实现中，可将栈底位置设在数组两段的任意一段，因为栈的操作仅在栈底进行，因而不会引起大量数据的移动。而在队列的顺序实现中，队头队尾设在哪里是很值得讨论的，这对队列的性能有很大的影响。
            2. 循环队列：普通的顺序队列的实现存在空间利用率的问题。通常的情况下，当rear指针指向数组的末尾的时候，此时这个队列已经被占满，不能再进行入队的操作，但是实际上数组的空间并没有被完全占满，在front指针前面的空间实际上还是空的，所以说一般的方法就不能有效地进行空间的利用，但是循环队列不同，循环队列的实现可以将整个数组的空间充分利用。解决这个问题很简单，可以把数组的头尾看成是相连的，当rear指针指向数组的末尾的时候我们就可以将下一个将要入队的元素放在下标为0的空间中，这种方案被称为循环队列。
         3. 队列的链接实现：

队列的链接实现称为链接队列。由于队列的操作是现在队列的梁端进行的，不会对队列中的其他元素进行操作，也不需要找某一元素直接前驱的操作，因此不需要双链表，用单链表就足够了。单链表在表头和表尾的插入都很简单，但是在表尾删除非常麻烦，所以一般将单链表的表头作为队头，单链表的表尾作为队尾。

1. 实验项目
   1. 分析
      1. 这次的实现中单循环链表的指针只有一个，所以这个指针的位置的选择需要有一定的考虑，不同的指针的位置的选择可能有不同的效果。
      2. 如果将表头的选取为指针的位置（假设链表中的元素为1,2,3…n）,那么新插入一个元素n+1需要将表尾元素的指针指向新的结点的位置，但是由于我们只有表头的指针，所以要改变表尾的指针的位置需要将整个单链表遍历一遍，时间复杂度为O(n)。要删除一个结点（出队），那么我们需要将表尾结点指向第二个元素所在的结点，同理时间复杂度也为O(n)。
      3. 如果我们将表尾选取为指针的位置，我们就能避免以上的麻烦，因为如果我们将表尾选取为指针的位置，我们通过一次运算就能得到表头的位置，同时我们还保留着表尾的位置，这样我们在入队和出队的运算中就能避免对整个链表进行遍历，从而将复杂度降为O(1)。
   2. 方案
      1. 利用递归函数转换进制。
      2. 递归函数需要有一个终止条件（当）来进行。
      3. 需要将输出的语句放在递归语句的后面来实现栈的原理。
   3. 测试数据

int main() {

linkQueue<int> linkqueue;

for (int i = 1; i < 10; i++) {

linkqueue.enQueue(i);

cout << linkqueue.getRear() << endl;

}

for (int i = 1; i < 9; i++) {

linkqueue.deQueue();

cout << linkqueue.getHead() << endl;

}

return 0;

}

* 1. 测试结果
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* 1. 出错情况

原来的这个类的析构函数是模仿书上的单链表的析构函数来进行实现的，代码如下：

template <class elemType>

linkQueue < elemType > :: ~linkQueue() {

node \* tmp;

while (rear != NULL) {

tmp = rear;

rear = rear->next;

delete tmp;

}

}

但是如果是这样的代码的话程序在运行的时候会出现内存泄漏的错误，在运行的最后的部分rear指针指向的地址为0xdddddddd。

因此在delete tmp;这个语句的时候会出错，为了纠正这个错误，我将判断语句修改成如下的语句：

template <class elemType>

linkQueue < elemType > :: ~linkQueue() {

node \* tmp;

while (rear->next != rear) {

tmp = rear;

rear = rear->next;

delete tmp;

}

}

这样的话最后一步就不会执行，就不会出现内存泄漏的错误。

**三、实验小结**

1. 重点

队列的单循环链表的实现。

1. 难点

单循环链表中指针位置的选取。单循环链表的具体类的实现。

1. 解决方法

单循环链表的指针的位置应该选在单循环链表中的表尾的元素，这样和将指针的位置指向表头能大大减少时间复杂度。

1. 收获、体会

队列的实现有很多种方法，通常的方法我们都需要两个空间来进行整个队列的数据的储存（头指针和尾指针，头指针和数组长度），在这次的单循环链表的实验中，我们节省了一个空间，减少了空间的复杂度，通常情况下就会增加时间的复杂度。我们确实增加了时间的复杂度，但是复杂度和原来相比还是在一个量级的（O(1)），实现了较好的效果。

指针位置的选择在这里有很大的作用，如果将指针选在头部的位置的话时间段复杂度就会增加到O(n)。

同时在处理动态的结构的时候很容易发生内存泄漏的情况，要时刻注意将不用的指针及时删除。