1. **Python的文件处理**

**第一部分**

**一、读取一个文件**

**1.1、read()方法**

创建一个名叫file.txt,里面内容是“this is a text file,content is Hello python!我喜欢Python!”

#打开一个文件,文件名是file.txt,模式是"只读"

f=open("file.txt",mode="rb")

#读取文件，decode("gb2312")对内容进行编码，解决中文乱码问题

text=f.read().decode("gb2312")

print(text)

f.close()

输出结果：

this is a text file,content is Hello python!我喜欢Python!

read()方法中参数用于设置读取文件的大小，需要注意的是，一个英文占一个字节，一个汉字占两个字节。比如下列：

#打开一个文件,文件名是file.txt,模式是"只读",rb读取一个二进制文件。

f=open("file.txt",mode="r")

#读取文件，decode("gb2312")对内容进行编码，解决中文乱码问题

text=f.read(20).decode("gb2312")

print(text)

f.close()

输出结果：

this is a text file,

**1.2、如何解决中文乱码问题：**

1、我们在处理文本文件的时候，如果该文件是unicode编码，则不需要做任何的处理操作，直接用'r'参数读取直接可用。

2、如果不是unicode编码，就不能直接用了,直接读会出现乱码。只能先以'rb'参数读取二进制文件的方式读取进来，read之后再解码。

f=open('文件路径','rb')

f\_read=f.read()

f\_read\_decode=f\_read.decode('该文件的编码方式')

print(f\_read\_decode)

f.close()

　　这样才能完整显示，不然会有乱码出现。

　　3、问题又来了，往往我们并不知道该文件的编码方式，这该怎么办？

解决方案如下：

3.1、先使用pip命名安装chardet
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3.2、使用如下代码获取文件的编码方式

import chardet

f=open("file.txt",mode="rb")

f\_read=f.read()

f\_charInfo=chardet.detect(f\_read)

print(f\_charInfo)

执行结果：

{'confidence': 0.99, 'language': 'Chinese', 'encoding': 'GB2312'}

上面文件的编码方式是GB2312

3.3、指定解码是文件的编码方式即可

import chardet

f=open("file.txt",mode="rb")

f\_read=f.read().decode("gb2312")

print(f\_read)

f.close()

**1.3 readline()**

f.readline() 会从文件中读取单独的一行，f.readline() 如果返回一个空字符串, 说明已经已经读取到最后一行。如果设置参数为n,则每行读取n个字符。

例子1：

f=open("file.txt",mode="rb")

#f\_read=f.readline().decode("gb2312")

f\_read=f.readline()

print(f\_read)

f.close()

执行结果：

I LOVE python1!

例子2：

使用readline()方法读取整个文件

f=open("file.txt",mode="r")

f\_read=f.readline()

while(f\_read!=""):

print(f\_read)

f\_read=f.readline()

f.close()

**第二部分**

**1.4 readlines()**

f.readlines() 将返回该文件中包含的所有行，返回值为一个列表，如果设置可选参数 sizehint, 则读取指定长度的字节, 并且将这些字节按行分割，但是sizehint只是在Python3中有效。

f=open("file.txt",mode="r")

f\_read=f.readlines()

print(type(f\_read))

print(f\_read)

f.close()

<type 'list'>

['I LOVE python1!\n', 'I LOVE python2!\n', 'I LOVE python3!\n', 'I LOVE python4!\n', 'I LOVE python5!\n', 'I LOVE python6!']

f=open("file.txt",mode="r")

f\_read=f.readlines(15)

print(type(f\_read))

print(f\_read)

f.close()

执行结果：

![](data:image/png;base64,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)

f=open("file.txt",mode="r")

f\_read=f.readlines(16)

print(type(f\_read))

print(f\_read)

f.close()

![](data:image/png;base64,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)

**1.5 使用for语句读取文件**

f=open("file.txt",mode="r")

for line in f.read():

print(line,end="")
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**二、写内容到一个文件**

设置模式方式为w,方法为write()

1、原来文本上的内容都会被删除

2、如果原文件不存在，则会自动创建一个文件

3、如果要写入一些不是字符串的东西, 那么将需要先进行转换

例子:

#指定要写的文件名和模式

f=open("file2.txt",mode="w")

#写入文件的内容

str="you love python too!"

f.write(str)

#关闭文件

f.close()

**第三部分**

**三、在文件中追加内容**

设置模式方式为a,方法为write()

1、在原来文本上的内容追加内容

2、如果原文件不存在，则会自动创建一个文件

3、如果要写入一些不是字符串的东西, 那么将需要先进行转换

#指定要写的文件名和模式

f=open("file3.txt",mode="a")

#写入文件的内容

str="我喜欢Python2!\n"

f.write(str)

#关闭文件

f.close()

**四、其他常见文件操作方法**

1、file.tell()

f.tell() 返回文件对象当前所处的位置, 它是从文件开头开始算起的字节数。

2、f.seek()

如果要改变文件当前的位置, 可以使用 f.seek(offset, from\_what) 函数。

from\_what 的值, 如果是 0 表示开头, 如果是 1 表示当前位置, 2 表示文件的结尾，例如：

 seek(x,0) ： 从起始位置即文件首行首字符开始移动 x 个字符

 seek(x,1) ： 表示从当前位置往后移动x个字符

 seek(-x,2)：表示从文件的结尾往前移动x个字符

3、f.close()在文本文件中 (那些打开文件的模式下没有 b 的), 只会相对于文件起始位置进行定位。

当你处理完一个文件后, 调用 f.close() 来关闭文件并释放系统的资源，如果尝试再调用该文件，则会抛出异常。

4、[file.flush()](http://www.runoob.com/python3/python3-file-flush.html)

刷新文件内部缓冲，直接把内部缓冲区的数据立刻写入文件, 而不是被动的等待输出缓冲区写入。

5、[file.isatty()](http://www.runoob.com/python3/python3-file-isatty.html)

如果文件连接到一个终端设备返回 True，否则返回 False。

6、[file.next()](http://www.runoob.com/python3/python3-file-next.html)

返回文件下一行。

7、[file.truncate([size])](http://www.runoob.com/python3/python3-file-truncate.html)

从文件的首行首字符开始截断，截断文件为 size 个字符，无 size 表示从当前位置截断；截断之后 V 后面的所有字符被删除，其中 Widnows 系统下的换行代表2个字符大小。

**五、不同模式打开文件的完全列表**

常用打开模式：

r 只能读   
r+ 可读可写，不会创建不存在的文件，从顶部开始写，会覆盖之前此位置的内容  
w+ 可读可写，如果文件存在，则覆盖整个文件，不存在则创建  
w 只能写，覆盖整个文件，不存在则创建   
a 只能写，从文件底部添加内容 不存在则创建   
a+ 可读可写 从文件顶部读取内容 从文件底部添加内容 不存在则创建

|  |  |
| --- | --- |
| 模式 | 描述 |
| r | 以只读方式打开文件。文件的指针将会放在文件的开头。这是默认模式。 |
| rb | 以二进制格式打开一个文件用于只读。文件指针将会放在文件的开头。这是默认模式。 |
| r+ | 打开一个文件用于读写。文件指针将会放在文件的开头。 |
| rb+ | 以二进制格式打开一个文件用于读写。文件指针将会放在文件的开头。 |
| w | 打开一个文件只用于写入。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| wb | 以二进制格式打开一个文件只用于写入。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| w+ | 打开一个文件用于读写。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| wb+ | 以二进制格式打开一个文件用于读写。如果该文件已存在则将其覆盖。如果该文件不存在，创建新文件。 |
| a | 打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内容将会被写入  到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| ab | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内  容将会被写入到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| a+ | 打开一个文件用于读写。如果该文件已存在，文件指针将会放在文件的结尾。文件打开时会是追加模式。如果该  文件不存在，创建新文件用于读写。 |
| ab+ | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。如果该文件不  存在，创建新文件用于读写。 |

开发实例：对同一个文件，先读后写

#指定要写的文件名和模式

f=open("file5.txt",mode="a+")

#写入文件的内容

str="I love Python2!\n"

f.write(str)

f.flush()

f.seek(0)

str2=f.read()

print(str2)

#关闭文件

f.close()

**第四部分**

1. **序列化和反序列化**

6.1序列化 (serialization)  
序列化是将对象状态转换为可保持或传输的格式的过程。与序列化相对的是反序列化，它将流转换为对象。这两个过程结合起来，可以轻松地存储和传输数据。

6.2序列化和反序列化的目的　　  
1、以某种存储形式使自定义对象持久化；　　  
2、将对象从一个地方传递到另一个地方。　　  
3、使程序更具维护性

6.3 序列化

  由于存在于内存中的对象都是暂时的，无法长期驻存，为了把对象的状态保持下来，这时需要把对象写入到磁盘或者其他介质中，这个过程就叫做序列化。

将变量或对象通过序列化，转化成字节流（bytes）存储到文件中（磁盘）或者通过网络传输到需要的机器上。

因此，我们把变量或对象从内存中变成可存储或传输的过程称之为序列化

6.4 反序列化

  反序列化恰恰是序列化的反向操作，也就是说，把已存在在磁盘或者其他介质中的对象，反序列化（读取）到内存中，以便后续操作，而这个过程就叫做反序列化。

  概括性来说序列化是指将对象实例的状态存储到存储媒体（磁盘或者其他介质）的过程。在此过程中，先将对象的公共字段和私有字段以及类的名称（包括类所在的程序集）转换为字节流，然后再把字节流写入数据流。在随后对对象进行反序列化时，将创建出与原对象完全相同的副本。

**七、pickle 模块**

python的pickle模块实现了基本的数据序列和反序列化。

通过pickle模块的序列化操作我们能够将程序中运行的对象信息保存到文件中去，永久存储。

通过pickle模块的反序列化操作，我们能够从文件中创建上一次程序保存的对象。

7**.1 基本接口：**

1、pickle.dump(obj, file, [,protocol])  
　　注解：将对象obj保存到文件file中去。  
　　protocol为序列化使用的协议版本，0：ASCII协议，序列化的对象使用可打印的ASCII码表示；1：老式的二进制协议；2：2.3版本引入的新二进制协议，较以前的更高效。其中协议0和1兼容老版本的python。protocol默认值为0。  
　　file：对象保存到的类文件对象。

2、pickle.load(file)  
　　注解：从file中读取一个字符串，并将它重构为原来的python对象。  
　　file:类文件对象

**7.2 开发实例1**

#导入Python中用于序列和反序列的pickle模块

import pickle

#pprint模块 提供了打印出任何python数据结构类和方法

import pprint

#实现数据对象的序列操作

#定义一个Python对象的数据

data1 = {'a': [1, 2.0, 3, 4+6j],

'b': ('string', u'Unicode string'),

'c': None}

#打开一个文件，模式是写二进制的写模式

output = open('data.pkl', 'wb')

#将对象obj保存到文件file中去。

pickle.dump(data1, output)

#关闭文件

output.close()

#实现数据对象的反序列操作

#打开一个文件，模式是写二进制的读模式

pkl\_file = open('data.pkl', 'rb')

#从file中读取一个字符串，并将它重构为原来的python对象

data1 = pickle.load(pkl\_file)

#打印出这个对象

pprint.pprint(data1)

#关闭文件

pkl\_file.close()

**八、with语句**

with 语句适用于对资源进行访问的场合，确保不管使用过程中是否发生异常都会执行必要的“清理”操作，释放资源，比如文件使用后自动关闭、线程中锁的自动获取和释放等。

with open("myfile.txt") as f:

for line in f:

print(line, end="")

**九、开发实例**

1、获取文件的后缀名

def getFilename\_extension(filename):

return filename[filename.rfind('.')+1:]

print(getFilename\_extension("awe.23.txt"))

#coding=utf-8

2、爬取页面内容，并写入指定文件。

**import** urllib.request  
fi = open(**"rupeng.txt"**, **'wb'**)  
fi.write(urllib.request.urlopen(**'http://www.rupeng.com/'**).read())  
fi.close()

3、读取文件的内容，把出现a的内容全部变为A

f=open("file5.txt",mode="r+")

str2=f.read()

print(str2)

f.flush()

f.seek(0)

#写入文件的内容

str2=str2.replace("a", "A")

f.write(str2)

#关闭文件

f.close()

方法2：

#coding=utf-8

f=open("file5.txt",mode="r+")

lines=f.readlines()

i=1;

for line in lines:

line=line.replace("a","A")

f.seek(len(line\*(i-1)))

f.write(line)

i=i+1

#关闭文件

f.close()