W3 Schools

SQL is a standard language for storing, manipulating, and retrieving data in databases.

What is SQL?

* SQL stands for Structured Query Language
* SQL lets you access and manipulate databases
* SQL became a standard of the American National Standards Institute (ANSI) in 1986, and of the International Organization for Standardization (ISO) in 1987

What Can SQL do?

* SQL can execute queries against a database
* SQL can retrieve data from a database
* SQL can insert records in a database
* SQL can update records in a database
* SQL can delete records from a database
* SQL can create new databases
* SQL can create new tables in a database
* SQL can create stored procedures in a database
* SQL can create views in a database
* SQL can set permissions on tables, procedures, and views

Using SQL in Your Web Site

To build a web site that shows data from a database, you will need:

* An RDBMS database program (i.e. MS Access, SQL Server, MySQL)
* To use a server-side scripting language, like PHP or ASP
* To use SQL to get the data you want
* To use HTML / CSS to style the page

## RDBMS

RDBMS stands for Relational Database Management System.

RDBMS is the basis for SQL, and for all modern database systems such as MS SQL Server, IBM DB2, Oracle, MySQL, and Microsoft Access.

The data in RDBMS is stored in database objects called tables. A table is a collection of related data entries and it consists of columns and rows.

Look at the "Customers" table:

Every table is broken up into smaller entities called fields. The fields in the Customers table consist of CustomerID, CustomerName, ContactName, Address, City, PostalCode and Country. A field is a column in a table that is designed to maintain specific information about every record in the table.

A record, also called a row, is each individual entry that exists in a table. For example, there are 91 records in the above Customers table. A record is a horizontal entity in a table.

A column is a vertical entity in a table that contains all information associated with a specific field in a table.

## SQL Statements

Most of the actions you need to perform on a database are done with SQL statements.

The following SQL statement selects all the records in the "Customers" table:

SELECT \* FROM Customers;

Keep in Mind That...

* SQL keywords are NOT case sensitive: select is the same as SELECT

In this tutorial we will write all SQL keywords in upper-case.

## Semicolon after SQL Statements?

Some database systems require a semicolon at the end of each SQL statement.

Semicolon is the standard way to separate each SQL statement in database systems that allow more than one SQL statement to be executed in the same call to the server.

Some of The Most Important SQL Commands

* SELECT - extracts data from a database
* UPDATE - updates data in a database
* DELETE - deletes data from a database
* INSERT INTO - inserts new data into a database
* CREATE DATABASE - creates a new database
* ALTER DATABASE - modifies a database
* CREATE TABLE - creates a new table
* ALTER TABLE - modifies a table
* DROP TABLE - deletes a table
* CREATE INDEX - creates an index (search key)
* DROP INDEX - deletes an index

## The SQL SELECT Statement

The SELECT statement is used to select data from a database.

The data returned is stored in a result table, called the result-set.

### **SELECT Syntax**

SELECT column1, column2, ...FROM table\_name;

Here, column1, column2, ... are the field names of the table you want to select data from. If you want to select all the fields available in the table, use the following syntax:

SELECT \* FROM table\_name;

## The SQL SELECT DISTINCT Statement

The SELECT DISTINCT statement is used to return only distinct (different) values.

Inside a table, a column often contains many duplicate values; and sometimes you only want to list the different (distinct) values.

### **SELECT DISTINCT Syntax**

SELECT DISTINCT column1, column2, ...FROM table\_name;

## The SQL WHERE Clause

The WHERE clause is used to filter records.

It is used to extract only those records that fulfill a specified condition.

### **WHERE Syntax**

SELECT column1, column2, ...  
FROM table\_name  
WHERE condition;

**Note:** The WHERE clause is not only used in SELECT statements, it is also used in UPDATE, DELETE, etc.!

### **Example**

SELECT \* FROM Customers  
WHERE Country='Mexico';

## Text Fields vs. Numeric Fields

SQL requires single quotes around text values (most database systems will also allow double quotes).

However, numeric fields should not be enclosed in quotes:

### **Example**

SELECT \* FROM Customers  
WHERE CustomerID=1;

## Operators in The WHERE Clause

The following operators can be used in the WHERE clause:

* 1. **SELECT \* FROM Products WHERE Price = 18;**
  2. **SELECT \* FROM Products WHERE Price > 30;**
  3. **SELECT \* FROM Products WHERE Price < 30;**
  4. **SELECT \* FROM Products WHERE Price >= 30;**
  5. **SELECT \* FROM Products WHERE Price <= 30;**
  6. **SELECT \* FROM Products WHERE Price <> 18; i.e., not equal to 18 oe (!= 18)**
  7. **SELECT \* FROM Products WHERE Price BETWEEN 50 AND 60;**
  8. **SELECT \* FROM Customers WHERE City LIKE 's%'; ( similar pattern)**
  9. **SELECT \* FROM Customers WHERE City IN ('Paris','London');**

## The SQL AND, OR and NOT Operators

The WHERE clause can be combined with AND, OR, and NOT operators.

The AND and OR operators are used to filter records based on more than one condition:

* The AND operator displays a record if all the conditions separated by AND are TRUE.
* The OR operator displays a record if any of the conditions separated by OR is TRUE.

The NOT operator displays a record if the condition(s) is NOT TRUE.

### **AND Syntax**

SELECT column1, column2, ...  
FROM table\_name  
WHERE condition1 AND condition2 AND condition3 ...;

SELECT \* FROM Customers  
WHERE Country='Germany' AND City='Berlin';

### **OR Syntax**

SELECT column1, column2, ...  
FROM table\_name  
WHERE condition1 OR condition2 OR condition3 ...;

SELECT \* FROM Customers  
WHERE City='Berlin' OR City='München';

### **NOT Syntax**

SELECT column1, column2, ...  
FROM table\_name  
WHERE NOT condition;

SELECT \* FROM Customers  
WHERE NOT Country='Germany';

## Combining AND, OR and NOT

You can also combine the AND, OR and NOT operators.

The following SQL statement selects all fields from "Customers" where country is "Germany" AND city must be "Berlin" OR "München" (use parenthesis to form complex expressions):

SELECT \* FROM Customers  
WHERE Country='Germany' AND (City='Berlin' OR City='München');

The following SQL statement selects all fields from "Customers" where country is NOT "Germany" and NOT "USA":

SELECT \* FROM Customers  
WHERE NOT Country='Germany' AND NOT Country='USA';

## The SQL ORDER BY Keyword

The ORDER BY keyword is used to sort the result-set in ascending or descending order.

The ORDER BY keyword sorts the records in ascending order by default. To sort the records in descending order, use the DESC keyword.

### **ORDER BY Syntax**

SELECT column1, column2, ...  
FROM table\_name  
ORDER BY column1, column2, ... ASC|DESC;

SELECT \* FROM Customers  
ORDER BY Country DESC;

## ORDER BY Several Columns Example

The following SQL statement selects all customers from the "Customers" table, sorted by the "Country" and the "CustomerName" column. This means that it orders by Country, but if some rows have the same Country, it orders them by CustomerName:

SELECT \* FROM Customers  
ORDER BY Country, CustomerName;

## ORDER BY Several Columns Example 2

The following SQL statement selects all customers from the "Customers" table, sorted ascending by the "Country" and descending by the "CustomerName" column:

### **Example**

SELECT \* FROM Customers  
ORDER BY Country ASC, CustomerName DESC;

## The SQL INSERT INTO Statement

The INSERT INTO statement is used to insert new records in a table.

### **INSERT INTO Syntax**

It is possible to write the INSERT INTO statement in two ways:

1. Specify both the column names and the values to be inserted:

INSERT INTO table\_name (column1, column2, column3, ...)  
VALUES (value1, value2, value3, ...);

2. If you are adding values for all the columns of the table, you do not need to specify the column names in the SQL query. However, make sure the order of the values is in the same order as the columns in the table. Here, the INSERT INTO syntax would be as follows:

INSERT INTO *table\_name*  
VALUES (*value1*,*value2*,*value3*, ...);

## Insert Data Only in Specified Columns

It is also possible to only insert data in specific columns.

The following SQL statement will insert a new record, but only insert data in the "CustomerName", "City", and "Country" columns (CustomerID will be updated automatically):

### **Example**

INSERT INTO Customers (CustomerName, City, Country)  
VALUES ('Cardinal', 'Stavanger', 'Norway');

## What is a NULL Value?

A field with a NULL value is a field with no value.

If a field in a table is optional, it is possible to insert a new record or update a record without adding a value to this field. Then, the field will be saved with a NULL value.

**Note:** A NULL value is different from a zero value or a field that contains spaces. A field with a NULL value is one that has been left blank during record creation!

## How to Test for NULL Values?

It is not possible to test for NULL values with comparison operators, such as =, <, or <>.

We will have to use the IS NULL and IS NOT NULL operators instead.

### **IS NULL Syntax**

The IS NULL operator is used to test for empty values (NULL values).

SELECT column\_namesFROM table\_name  
WHERE column\_name IS NULL;

### **Example**

SELECT CustomerName, ContactName, Address  
FROM Customers  
WHERE Address IS NULL;

**Tip:** Always use IS NULL to look for NULL values.

### **IS NOT NULL Syntax**

The IS NOT NULL operator is used to test for non-empty values (NOT NULL values).

SELECT column\_namesFROM table\_name  
WHERE column\_name IS NOT NULL;

### **Example**

SELECT CustomerName, ContactName, Address  
FROM Customers  
WHERE Address IS NOT NULL;

## The SQL UPDATE Statement

The UPDATE statement is used to modify the existing records in a table.

### **UPDATE Syntax**

UPDATE table\_name  
SET column1 = value1, column2 = value2, ...  
WHERE condition;

### **Note:** Be careful when updating records in a table! Notice the WHERE clause in the UPDATE statement. The WHERE clause specifies which record(s) that should be updated. If you omit the WHERE clause, all records in the table will be updated! **Example**

UPDATE Customers  
SET ContactName = 'Alfred Schmidt', City= 'Frankfurt'  
WHERE CustomerID = 1;

## UPDATE Multiple Records

It is the WHERE clause that determines how many records will be updated.

The following SQL statement will update the ContactName to "Juan" for all records where country is "Mexico":

### **Example**

UPDATE Customers  
SET ContactName='Juan'  
WHERE Country='Mexico';

### Be careful when updating records. If you omit the WHERE clause, ALL records will be updated! **Example**

UPDATE Customers  
SET ContactName='Juan';

## The SQL DELETE Statement

The DELETE statement is used to delete existing records in a table.

### **DELETE Syntax**

DELETE FROM table\_name WHERE condition;

### **Note:** Be careful when deleting records in a table! Notice the WHERE clause in the DELETE statement. The WHERE clause specifies which record(s) should be deleted. If you omit the WHERE clause, all records in the table will be deleted! **Example**

DELETE FROM Customers WHERE CustomerName='Alfreds Futterkiste';

Delete All Records

It is possible to delete all rows in a table without deleting the table. This means that the table structure, attributes, and indexes will be intact:

DELETE FROM *table\_name*;

### **Example**

DELETE FROM Customers;

## The SQL SELECT TOP Clause

The SELECT TOP clause is used to specify the number of records to return.

The SELECT TOP clause is useful on large tables with thousands of records. Returning a large number of records can impact performance.

**Note:** Not all database systems support the SELECT TOP clause. MySQL supports the LIMIT clause to select a limited number of records, while Oracle uses FETCH FIRST n ROWS ONLY and ROWNUM.

**SQL Server / MS Access Syntax:**

SELECT TOP *number*|*percent* *column\_name(s)*  
FROM *table\_name*WHERE *condition*;

### **Example**

SELECT TOP 3 \* FROM Customers;

**MySQL Syntax:**

SELECT *column\_name(s)*  
FROM *table\_name*WHERE *condition*  
LIMIT *number*;

### **Example**

SELECT \* FROM Customers  
LIMIT 3;

**Oracle 12 Syntax:**

SELECT *column\_name(s)*  
FROM *table\_name*ORDER BY *column\_name(s)*  
FETCH FIRST *number* ROWS ONLY;

### **Example**

SELECT \* FROM Customers  
FETCH FIRST 3 ROWS ONLY;

**Older Oracle Syntax:**

SELECT *column\_name(s)*  
FROM *table\_name*  
WHERE ROWNUM <= *number*;

**Older Oracle Syntax (with ORDER BY):**

SELECT \*  
FROM (SELECT *column\_name(s)*FROM *table\_name* ORDER BY *column\_name(s)*)  
WHERE ROWNUM <= *number*;

## SQL TOP PERCENT Example

The following SQL statement selects the first 50% of the records from the "Customers" table (for SQL Server/MS Access):

### **Example**

SELECT TOP 50 PERCENT \* FROM Customers;

### **Example**

SELECT \* FROM Customers  
FETCH FIRST 50 PERCENT ROWS ONLY;

## ADD a WHERE CLAUSE

The following SQL statement selects the first three records from the "Customers" table, where the country is "Germany" (for SQL Server/MS Access):

### **Example**

SELECT TOP 3 \* FROM Customers  
WHERE Country='Germany';

The following SQL statement shows the equivalent example for MySQL:

### **Example**

SELECT \* FROM Customers  
WHERE Country='Germany'  
LIMIT 3;

The following SQL statement shows the equivalent example for Oracle:

### **Example**

SELECT \* FROM Customers  
WHERE Country='Germany'  
FETCH FIRST 3 ROWS ONLY;

## The SQL MIN() and MAX() Functions

The MIN() function returns the smallest value of the selected column.

The MAX() function returns the largest value of the selected column.

### **MIN() Syntax**

SELECT MIN(column\_name)  
FROM table\_name  
WHERE condition;

## MIN() Example

The following SQL statement finds the price of the cheapest product:

### **Example**

SELECT MIN(Price) AS SmallestPrice  
FROM Products;

### **MAX() Syntax**

SELECT MAX(column\_name)  
FROM table\_name  
WHERE condition;

## MAX() Example

The following SQL statement finds the price of the most expensive product:

### **Example**

SELECT MAX(Price) AS LargestPrice  
FROM Products;

## The SQL COUNT(), AVG() and SUM() Functions

The COUNT() function returns the number of rows that matches a specified criterion.

**Note:** NULL values are not counted.

### **COUNT() Syntax**

SELECT COUNT(column\_name)  
FROM table\_name  
WHERE condition;

The AVG() function returns the average value of a numeric column.

**Note:** NULL values are ignored.

### **AVG() Syntax**

SELECT AVG(column\_name)  
FROM table\_name  
WHERE condition;

The SUM() function returns the total sum of a numeric column.

**Note:** NULL values are ignored.

### **SUM() Syntax**

SELECT SUM(column\_name)  
FROM table\_name  
WHERE condition;

The SQL LIKE Operator

The LIKE operator is used in a WHERE clause to search for a specified pattern in a column.

There are two wildcards often used in conjunction with the LIKE operator:

* The percent sign (%) represents zero, one, or multiple characters
* The underscore sign (\_) represents one, single character

**Note:** MS Access uses an asterisk (\*) instead of the percent sign (%), and a question mark (?) instead of the underscore (\_).

The percent sign and the underscore can also be used in combinations!

### **LIKE Syntax**

SELECT column1, column2, ...  
FROM table\_name  
WHERE columnN LIKE pattern;

**Tip:** You can also combine any number of conditions using AND or OR operators.

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName LIKE 'a%';

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName LIKE '%a';

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName LIKE '%or%';

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName LIKE '\_r%';

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName LIKE 'a\_\_%';

### **Example**

SELECT \* FROM Customers  
WHERE ContactName LIKE 'a%o';

Here are some examples showing different LIKE operators with '%' and '\_' wildcards:

|  |  |
| --- | --- |
| **LIKE Operator** | **Description** |
| WHERE CustomerName LIKE 'a%' | Finds any values that start with "a" |
| WHERE CustomerName LIKE '%a' | Finds any values that end with "a" |
| WHERE CustomerName LIKE '%or%' | Finds any values that have "or" in any position |
| WHERE CustomerName LIKE '\_r%' | Finds any values that have "r" in the second position |
| WHERE CustomerName LIKE 'a\_%' | Finds any values that start with "a" and are at least 2 characters in length |
| WHERE CustomerName LIKE 'a\_\_%' | Finds any values that start with "a" and are at least 3 characters in length |
| WHERE ContactName LIKE 'a%o' | Finds any values that start with "a" and ends with "o" |

The following SQL statement selects all customers with a CustomerName that does NOT start with "a":

### **Example**

SELECT \* FROM Customers  
WHERE CustomerName NOT LIKE 'a%';

Select all records where the first letter of the City is an "a" or a "c" or an "s".

SELECT \* FROM Customers

WHERE City LIKE '![](data:image/x-wmf;base64,183GmgAAAAAAADgAGABgAAAAAABRVwEACQAAA/EAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAOAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAADcACQAAAB0GIQDwAAEANwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABADYAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEANgAJAAAAHQYhAPAAAQA1ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEANAABAAIABQAAAAsCAAAAAAUAAAAMAhgAOAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgA2ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAZtn/////0NBg1Px/AAAAAAAAAAAAAOISCvMEAAAALQEEAAUAAAAJAgAAAAATAAAAMgoEAAwABQAEAAIABAA2ABIAW2Fjc10AAwAGAAYABgADAAQAAAAnAf//AwAAAAAA)%';

Select all records where the first letter of the City starts with anything from an "a" to an "f".

SELECT \* FROM Customers

WHERE City LIKE '![](data:image/x-wmf;base64,183GmgAAAAAAADgAGABgAAAAAABRVwEACQAAA/EAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAOAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAADcACQAAAB0GIQDwAAEANwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABADYAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEANgAJAAAAHQYhAPAAAQA1ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEANAABAAIABQAAAAsCAAAAAAUAAAAMAhgAOAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgA2ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAZioAAAAA0NBg1Px/AAAAAAAAAAAAAOISCvMEAAAALQEEAAUAAAAJAgAAAAATAAAAMgoEAAwABQAEAAIABAA2ABIAW2EtZl0AAwAGAAQABAADAAQAAAAnAf//AwAAAAAA)%';

Select all records where the first letter of the City is NOT an "a" or a "c" or an "f".

SELECT \* FROM Customers

WHERE City LIKE '![](data:image/x-wmf;base64,183GmgAAAAAAADgAGABgAAAAAABRVwEACQAAA/IAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAOAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAADcACQAAAB0GIQDwAAEANwAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABADYAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEANgAJAAAAHQYhAPAAAQA1ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEANAABAAIABQAAAAsCAAAAAAUAAAAMAhgAOAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgA2ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAZlUAAAAA0NBg1Px/AAAAAAAAAAAAAOISCvMEAAAALQEEAAUAAAAJAgAAAAAUAAAAMgoEAAwABgAEAAIABAA2ABIAWyFhY2ZdAwACAAYABgAEAAMABAAAACcB//8DAAAAAAA=)%';

## SQL Wildcard Characters

A wildcard character is used to substitute one or more characters in a string.

Wildcard characters are used with the [LIKE](https://www.w3schools.com/sql/sql_like.asp) operator. The LIKE operator is used in a WHERE clause to search for a specified pattern in a column.

### **Wildcard Characters in MS Access**

|  |  |  |
| --- | --- | --- |
| **Symbol** | **Description** | **Example** |
| \* | Represents zero or more characters | bl\* finds bl, black, blue, and blob |
| ? | Represents a single character | h?t finds hot, hat, and hit |
| [] | Represents any single character within the brackets | h[oa]t finds hot and hat, but not hit |
| ! | Represents any character not in the brackets | h[!oa]t finds hit, but not hot and hat |
| - | Represents any single character within the specified range | c[a-b]t finds cat and cbt |
| # | Represents any single numeric character | 2#5 finds 205, 215, 225, 235, 245, 255, 265, 275, 285, and 295 |

### **Wildcard Characters in SQL Server**

|  |  |  |
| --- | --- | --- |
| **Symbol** | **Description** | **Example** |
| % | Represents zero or more characters | bl% finds bl, black, blue, and blob |
| \_ | Represents a single character | h\_t finds hot, hat, and hit |
| [] | Represents any single character within the brackets | h[oa]t finds hot and hat, but not hit |
| ^ | Represents any character not in the brackets | h[^oa]t finds hit, but not hot and hat |
| - | Represents any single character within the specified range | c[a-b]t finds cat and cbt |

All the wildcards can also be used in combinations!

Here are some examples showing different LIKE operators with '%' and '\_' wildcards:

|  |  |
| --- | --- |
| **LIKE Operator** | **Description** |
| WHERE CustomerName LIKE 'a%' | Finds any values that starts with "a" |
| WHERE CustomerName LIKE '%a' | Finds any values that ends with "a" |
| WHERE CustomerName LIKE '%or%' | Finds any values that have "or" in any position |
| WHERE CustomerName LIKE '\_r%' | Finds any values that have "r" in the second position |
| WHERE CustomerName LIKE 'a\_\_%' | Finds any values that starts with "a" and are at least 3 characters in length |
| WHERE ContactName LIKE 'a%o' | Finds any values that starts with "a" and ends with "o" |

The following SQL statement selects all customers with a City starting with "ber":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE 'ber%';

The following SQL statement selects all customers with a City containing the pattern "es":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE '%es%';

## Using the \_ Wildcard

The following SQL statement selects all customers with a City starting with any character, followed by "ondon":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE '\_ondon';

The following SQL statement selects all customers with a City starting with "L", followed by any character, followed by "n", followed by any character, followed by "on":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE 'L\_n\_on';

## Using the [charlist] Wildcard

The following SQL statement selects all customers with a City starting with "b", "s", or "p":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE '[bsp]%';

The following SQL statement selects all customers with a City starting with "a", "b", or "c":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE '[a-c]%';

## Using the [!charlist] Wildcard

The two following SQL statements select all customers with a City NOT starting with "b", "s", or "p":

### **Example**

SELECT \* FROM Customers  
WHERE City LIKE '[!bsp]%';

Or:

### **Example**

SELECT \* FROM Customers  
WHERE City NOT LIKE '[bsp]%';

## The SQL IN Operator

The IN operator allows you to specify multiple values in a WHERE clause.

The IN operator is a shorthand for multiple OR conditions.

### **IN Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name IN (value1, value2, ...);

or:

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name IN (*SELECT* STATEMENT);

### **Example**

SELECT \* FROM Customers  
WHERE Country IN ('Germany', 'France', 'UK');

### **Example**

SELECT \* FROM Customers  
WHERE Country NOT IN ('Germany', 'France', 'UK');

The following SQL statement selects all customers that are from the same countries as the suppliers:

### **Example**

SELECT \* FROM Customers  
WHERE Country IN (SELECT Country FROM Suppliers);

## The SQL BETWEEN Operator

The BETWEEN operator selects values within a given range. The values can be numbers, text, or dates.

The BETWEEN operator is inclusive: begin and end values are included.

### **BETWEEN Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name BETWEEN value1 AND value2;

## BETWEEN Example

The following SQL statement selects all products with a price between 10 and 20:

### **Example**

SELECT \* FROM Products  
WHERE Price BETWEEN 10 AND 20;

## NOT BETWEEN Example

To display the products outside the range of the previous example, use NOT BETWEEN:

### **Example**

SELECT \* FROM Products  
WHERE Price NOT BETWEEN 10 AND 20;

## BETWEEN with IN Example

The following SQL statement selects all products with a price between 10 and 20. In addition; do not show products with a CategoryID of 1,2, or 3:

### **Example**

SELECT \* FROM Products  
WHERE Price BETWEEN 10 AND 20  
AND CategoryID NOT IN (1,2,3);

## BETWEEN Text Values Example

The following SQL statement selects all products with a ProductName between Carnarvon Tigers and Mozzarella di Giovanni:

### **Example**

SELECT \* FROM Products  
WHERE ProductName BETWEEN 'Carnarvon Tigers' AND 'Mozzarella di Giovanni'  
ORDER BY ProductName;

The following SQL statement selects all products with a ProductName between Carnarvon Tigers and Chef Anton's Cajun Seasoning:

### **Example**

SELECT \* FROM Products  
WHERE ProductName BETWEEN "Carnarvon Tigers" AND "Chef Anton's Cajun Seasoning"  
ORDER BY ProductName;

## BETWEEN Dates Example

The following SQL statement selects all orders with an OrderDate between '01-July-1996' and '31-July-1996':

### **Example**

SELECT \* FROM Orders  
WHERE OrderDate BETWEEN #07/01/1996# AND #07/31/1996#;

OR:

### **Example**

SELECT \* FROM Orders  
WHERE OrderDate BETWEEN '1996-07-01' AND '1996-07-31';

## SQL Aliases

SQL aliases are used to give a table, or a column in a table, a temporary name.

Aliases are often used to make column names more readable.

An alias only exists for the duration of that query.

An alias is created with the AS keyword.

### **Alias Column Syntax**

SELECT column\_name AS alias\_name  
FROM table\_name;

## Alias for Columns Examples

The following SQL statement creates two aliases, one for the CustomerID column and one for the CustomerName column:

### **Example**

SELECT CustomerID AS ID, CustomerName AS Customer  
FROM Customers;

**Note:** It requires double quotation marks or square brackets if the alias name contains spaces:

### **Example**

SELECT CustomerName AS Customer, ContactName AS [Contact Person]  
FROM Customers;

The following SQL statement creates an alias named "Address" that combine four columns (Address, PostalCode, City and Country):

### **Example**

SELECT CustomerName, Address + ', ' + PostalCode + ' ' + City + ', ' + Country AS Address  
FROM Customers;

**Note:** To get the SQL statement above to work in Oracle use the following:

SELECT CustomerName, (Address || ', ' || PostalCode || ' ' || City || ', ' || Country) AS Address  
FROM Customers;

### **Alias Table Syntax**

SELECT column\_name(s)  
FROM table\_name AS alias\_name;

## Alias for Tables Example

The following SQL statement selects all the orders from the customer with CustomerID=4 (Around the Horn). We use the "Customers" and "Orders" tables, and give them the table aliases of "c" and "o" respectively (Here we use aliases to make the SQL shorter):

### **Example**

SELECT o.OrderID, o.OrderDate, c.CustomerName  
FROM Customers AS c, Orders AS o  
WHERE c.CustomerName='Around the Horn' AND c.CustomerID=o.CustomerID;

The following SQL statement is the same as above, but without aliases:

### **Example**

SELECT Orders.OrderID, Orders.OrderDate, Customers.CustomerName  
FROM Customers, Orders  
WHERE Customers.CustomerName='Around the Horn' AND Customers.CustomerID=Orders.CustomerID;

Aliases can be useful when:

* There are more than one table involved in a query
* Functions are used in the query
* Column names are big or not very readable
* Two or more columns are combined together

## SQL JOIN

A JOIN clause is used to combine rows from two or more tables, based on a related column between them.

Notice that the "CustomerID" column in the "Orders" table refers to the "CustomerID" in the "Customers" table. The relationship between the two tables above is the "CustomerID" column.

Then, we can create the following SQL statement (that contains an INNER JOIN), that selects records that have matching values in both tables:

### **Example**

SELECT Orders.OrderID, Customers.CustomerName, Orders.OrderDate  
FROM Orders  
INNER JOIN Customers ON Orders.CustomerID=Customers.CustomerID;

Different Types of SQL JOINs

Here are the different types of the JOINs in SQL:

* (INNER) JOIN: Returns records that have matching values in both tables
* LEFT (OUTER) JOIN: Returns all records from the left table, and the matched records from the right table
* RIGHT (OUTER) JOIN: Returns all records from the right table, and the matched records from the left table
* FULL (OUTER) JOIN: Returns all records when there is a match in either left or right table
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## SQL INNER JOIN Keyword

The INNER JOIN keyword selects records that have matching values in both tables.

### **INNER JOIN Syntax**

SELECT column\_name(s)  
FROM table1  
INNER JOIN table2ON table1.column\_name = table2.column\_name;
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## SQL INNER JOIN Example

The following SQL statement selects all orders with customer information:

### **Example**

SELECT Orders.OrderID, Customers.CustomerName  
FROM Orders  
INNER JOIN Customers ON Orders.CustomerID = Customers.CustomerID;

**Note:** The INNER JOIN keyword selects all rows from both tables as long as there is a match between the columns. If there are records in the "Orders" table that do not have matches in "Customers", these orders will not be shown!

## JOIN Three Tables

The following SQL statement selects all orders with customer and shipper information:

### **Example**

SELECT Orders.OrderID, Customers.CustomerName, Shippers.ShipperName  
FROM ((Orders  
INNER JOIN Customers ON Orders.CustomerID = Customers.CustomerID)  
INNER JOIN Shippers ON Orders.ShipperID = Shippers.ShipperID);

## SQL LEFT JOIN Keyword

The LEFT JOIN keyword returns all records from the left table (table1), and the matching records from the right table (table2). The result is 0 records from the right side, if there is no match.

### **LEFT JOIN Syntax**

SELECT column\_name(s)  
FROM table1  
LEFT JOIN table2ON table1.column\_name = table2.column\_name;

**Note:** In some databases LEFT JOIN is called LEFT OUTER JOIN.
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## SQL LEFT JOIN Example

The following SQL statement will select all customers, and any orders they might have:

### **Example**

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
LEFT JOIN Orders ON Customers.CustomerID = Orders.CustomerID  
ORDER BY Customers.CustomerName;

**Note:** The LEFT JOIN keyword returns all records from the left table (Customers), even if there are no matches in the right table (Orders).

## SQL RIGHT JOIN Keyword

The RIGHT JOIN keyword returns all records from the right table (table2), and the matching records from the left table (table1). The result is 0 records from the left side, if there is no match.

### **RIGHT JOIN Syntax**

SELECT column\_name(s)  
FROM table1  
RIGHT JOIN table2ON table1.column\_name = table2.column\_name;

**Note:** In some databases RIGHT JOIN is called RIGHT OUTER JOIN.
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## SQL RIGHT JOIN Example

The following SQL statement will return all employees, and any orders they might have placed:

### **Example**

SELECT Orders.OrderID, Employees.LastName, Employees.FirstName  
FROM Orders  
RIGHT JOIN Employees ON Orders.EmployeeID = Employees.EmployeeID  
ORDER BY Orders.OrderID;

**Note:** The RIGHT JOIN keyword returns all records from the right table (Employees), even if there are no matches in the left table (Orders).

## SQL FULL OUTER JOIN Keyword

The FULL OUTER JOIN keyword returns all records when there is a match in left (table1) or right (table2) table records.

**Tip:** FULL OUTER JOIN and FULL JOIN are the same.

### **FULL OUTER JOIN Syntax**

SELECT column\_name(s)  
FROM table1  
FULL OUTER JOIN table2ON table1.column\_name = table2.column\_nameWHERE condition;

![SQL FULL OUTER JOIN](data:image/gif;base64,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)

**Note:** FULL OUTER JOIN can potentially return very large result-sets!

SQL FULL OUTER JOIN Example

The following SQL statement selects all customers, and all orders:

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
FULL OUTER JOIN Orders ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

**Note:** The FULL OUTER JOIN keyword returns all matching records from both tables whether the other table matches or not. So, if there are rows in "Customers" that do not have matches in "Orders", or if there are rows in "Orders" that do not have matches in "Customers", those rows will be listed as well.

## SQL Self Join

A self join is a regular join, but the table is joined with itself.

### **Self Join Syntax**

SELECT column\_name(s)  
FROM table1 T1, table1 T2  
WHERE condition;

T1 and T2 are different table aliases for the same table.

## SQL Self Join Example

The following SQL statement matches customers that are from the same city:

### **Example**

SELECT A.CustomerName AS CustomerName1, B.CustomerName AS CustomerName2, A.City  
FROM Customers A, Customers B  
WHERE A.CustomerID <> B.CustomerID  
AND A.City = B.City  
ORDER BY A.City;

## The SQL UNION Operator

The UNION operator is used to combine the result-set of two or more SELECT statements.

* Every SELECT statement within UNION must have the same number of columns
* The columns must also have similar data types
* The columns in every SELECT statement must also be in the same order

### **UNION Syntax**

SELECT column\_name(s) FROM table1  
UNION  
SELECT column\_name(s) FROM table2;

## SQL UNION Example

The following SQL statement returns the cities (only distinct values) from both the "Customers" and the "Suppliers" table:

### **Example**

SELECT City FROM Customers  
UNION  
SELECT City FROM Suppliers  
ORDER BY City;

### **Note:** If some customers or suppliers have the same city, each city will only be listed once, because UNION selects only distinct values. Use UNION ALL to also select duplicate values!

## SQL UNION With WHERE

The following SQL statement returns the German cities (only distinct values) from both the "Customers" and the "Suppliers" table:

### **Example**

SELECT City, Country FROM Customers  
WHERE Country='Germany'  
UNION  
SELECT City, Country FROM Suppliers  
WHERE Country='Germany'  
ORDER BY City;

## Another UNION Example

The following SQL statement lists all customers and suppliers:

### **Example**

SELECT 'Customer' AS Type, ContactName, City, Country  
FROM Customers  
UNION  
SELECT 'Supplier', ContactName, City, Country  
FROM Suppliers;

Notice the "AS Type" above - it is an alias. [SQL Aliases](https://www.w3schools.com/sql/sql_alias.asp) are used to give a table or a column a temporary name. An alias only exists for the duration of the query. So, here we have created a temporary column named "Type", that list whether the contact person is a "Customer" or a "Supplier".

### **UNION ALL Syntax**

The UNION operator selects only distinct values by default. To allow duplicate values, use UNION ALL:

SELECT column\_name(s) FROM table1  
UNION ALL  
SELECT column\_name(s) FROM table2;

**Note:** The column names in the result-set are usually equal to the column names in the first SELECT statement.

## SQL UNION ALL Example

The following SQL statement returns the cities (duplicate values also) from both the "Customers" and the "Suppliers" table:

### **Example**

SELECT City FROM Customers  
UNION ALL  
SELECT City FROM Suppliers  
ORDER BY City;

## SQL UNION ALL With WHERE

The following SQL statement returns the German cities (duplicate values also) from both the "Customers" and the "Suppliers" table:

### **Example**

SELECT City, Country FROM Customers  
WHERE Country='Germany'  
UNION ALL  
SELECT City, Country FROM Suppliers  
WHERE Country='Germany'  
ORDER BY City;

## The SQL GROUP BY Statement

The GROUP BY statement groups rows that have the same values into summary rows, like "find the number of customers in each country".

The GROUP BY statement is often used with aggregate functions (COUNT(), MAX(), MIN(), SUM(), AVG()) to group the result-set by one or more columns.

### **GROUP BY Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE condition  
GROUP BY column\_name(s)ORDER BY column\_name(s);

## SQL GROUP BY Examples

The following SQL statement lists the number of customers in each country:

### **Example**

SELECT COUNT(CustomerID), Country  
FROM Customers  
GROUP BY Country;

The following SQL statement lists the number of customers in each country, sorted high to low:

### **Example**

SELECT COUNT(CustomerID), Country  
FROM Customers  
GROUP BY Country  
ORDER BY COUNT(CustomerID) DESC;

## GROUP BY With JOIN Example

The following SQL statement lists the number of orders sent by each shipper:

### **Example**

SELECT Shippers.ShipperName, COUNT(Orders.OrderID) AS NumberOfOrders FROM Orders  
LEFT JOIN Shippers ON Orders.ShipperID = Shippers.ShipperID  
GROUP BY ShipperName;

## The SQL HAVING Clause

The HAVING clause was added to SQL because the WHERE keyword cannot be used with aggregate functions.

### **HAVING Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE condition  
GROUP BY column\_name(s)HAVING conditionORDER BY column\_name(s);

## SQL HAVING Examples

The following SQL statement lists the number of customers in each country. Only include countries with more than 5 customers:

### **Example**

SELECT COUNT(CustomerID), Country  
FROM Customers  
GROUP BY Country  
HAVING COUNT(CustomerID) > 5;

The following SQL statement lists the number of customers in each country, sorted high to low (Only include countries with more than 5 customers):

### **Example**

SELECT COUNT(CustomerID), Country  
FROM Customers  
GROUP BY Country  
HAVING COUNT(CustomerID) > 5  
ORDER BY COUNT(CustomerID) DESC;

## More HAVING Examples

The following SQL statement lists the employees that have registered more than 10 orders:

### **Example**

SELECT Employees.LastName, COUNT(Orders.OrderID) AS NumberOfOrders  
FROM (Orders  
INNER JOIN Employees ON Orders.EmployeeID = Employees.EmployeeID)  
GROUP BY LastName  
HAVING COUNT(Orders.OrderID) > 10;

The following SQL statement lists if the employees "Davolio" or "Fuller" have registered more than 25 orders:

### **Example**

SELECT Employees.LastName, COUNT(Orders.OrderID) AS NumberOfOrders  
FROM Orders  
INNER JOIN Employees ON Orders.EmployeeID = Employees.EmployeeID  
WHERE LastName = 'Davolio' OR LastName = 'Fuller'  
GROUP BY LastName  
HAVING COUNT(Orders.OrderID) > 25;

## The SQL EXISTS Operator

The EXISTS operator is used to test for the existence of any record in a subquery.

The EXISTS operator returns TRUE if the subquery returns one or more records.

### **EXISTS Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE EXISTS  
(SELECT column\_name FROM table\_name WHERE condition);

## SQL EXISTS Examples

The following SQL statement returns TRUE and lists the suppliers with a product price less than 20:

### **Example**

SELECT SupplierName  
FROM Suppliers  
WHERE EXISTS (SELECT ProductName FROM Products WHERE Products.SupplierID = Suppliers.supplierID AND Price < 20);

The following SQL statement returns TRUE and lists the suppliers with a product price equal to 22:

### **Example**

SELECT SupplierName  
FROM Suppliers  
WHERE EXISTS (SELECT ProductName FROM Products WHERE Products.SupplierID = Suppliers.supplierID AND Price = 22);

## The SQL ANY and ALL Operators

The ANY and ALL operators allow you to perform a comparison between a single column value and a range of other values.

## The SQL ANY Operator

The ANY operator:

* returns a boolean value as a result
* returns TRUE if ANY of the subquery values meet the condition

ANY means that the condition will be true if the operation is true for any of the values in the range.

### **ANY Syntax**

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name operator ANY  
  (SELECT column\_name  FROM table\_name  WHERE condition);

**Note:** The operator must be a standard comparison operator (=, <>, !=, >, >=, <, or <=).

## The SQL ALL Operator

The ALL operator:

* returns a boolean value as a result
* returns TRUE if ALL of the subquery values meet the condition
* is used with SELECT, WHERE and HAVING statements

ALL means that the condition will be true only if the operation is true for all values in the range.

### **ALL Syntax With SELECT**

SELECT ALL column\_name(s)  
FROM table\_name  
WHERE condition;

### **ALL Syntax With WHERE or HAVING**

SELECT column\_name(s)  
FROM table\_name  
WHERE column\_name operator ALL  
  (SELECT column\_name  FROM table\_name  WHERE condition);

**Note:** The operator must be a standard comparison operator (=, <>, !=, >, >=, <, or <=).

## SQL ANY Examples

The following SQL statement lists the ProductName if it finds ANY records in the OrderDetails table has Quantity equal to 10 (this will return TRUE because the Quantity column has some values of 10):

### **Example**

SELECT ProductName  
FROM Products  
WHERE ProductID = ANY  
  (SELECT ProductID  
  FROM OrderDetails  
  WHERE Quantity = 10);

The following SQL statement lists the ProductName if it finds ANY records in the OrderDetails table has Quantity larger than 99 (this will return TRUE because the Quantity column has some values larger than 99):

### **Example**

SELECT ProductName  
FROM Products  
WHERE ProductID = ANY  
  (SELECT ProductID  
  FROM OrderDetails  
  WHERE Quantity > 99);

The following SQL statement lists the ProductName if it finds ANY records in the OrderDetails table has Quantity larger than 1000 (this will return FALSE because the Quantity column has no values larger than 1000):

### **Example**

SELECT ProductName  
FROM Products  
WHERE ProductID = ANY  
  (SELECT ProductID  
  FROM OrderDetails  
  WHERE Quantity > 1000);

## SQL ALL Examples

The following SQL statement lists ALL the product names:

### **Example**

SELECT ALL ProductName  
FROM Products  
WHERE TRUE;

The following SQL statement lists the ProductName if ALL the records in the OrderDetails table has Quantity equal to 10. This will of course return FALSE because the Quantity column has many different values (not only the value of 10):

### **Example**

SELECT ProductName  
FROM Products  
WHERE ProductID = ALL  
  (SELECT ProductID  
  FROM OrderDetails  
  WHERE Quantity = 10);

## The SQL SELECT INTO Statement

The SELECT INTO statement copies data from one table into a new table.

### **SELECT INTO Syntax**

Copy all columns into a new table:

SELECT \*  
INTO newtable [IN externaldb]  
FROM oldtableWHERE condition;

Copy only some columns into a new table:

SELECT column1, column2, column3, ...  
INTO newtable [IN externaldb]  
FROM oldtableWHERE condition;

The new table will be created with the column-names and types as defined in the old table. You can create new column names using the AS clause.

## SQL SELECT INTO Examples

The following SQL statement creates a backup copy of Customers:

SELECT \* INTO CustomersBackup2017  
FROM Customers;

The following SQL statement uses the IN clause to copy the table into a new table in another database:

SELECT \* INTO CustomersBackup2017 IN 'Backup.mdb'  
FROM Customers;

The following SQL statement copies only a few columns into a new table:

SELECT CustomerName, ContactName INTO CustomersBackup2017  
FROM Customers;

The following SQL statement copies only the German customers into a new table:

SELECT \* INTO CustomersGermany  
FROM Customers  
WHERE Country = 'Germany';

The following SQL statement copies data from more than one table into a new table:

SELECT Customers.CustomerName, Orders.OrderID  
INTO CustomersOrderBackup2017  
FROM Customers  
LEFT JOIN Orders ON Customers.CustomerID = Orders.CustomerID;

**Tip:** SELECT INTO can also be used to create a new, empty table using the schema of another. Just add a WHERE clause that causes the query to return no data:

SELECT \* INTO newtable  
FROM oldtable  
WHERE 1 = 0;

## The SQL INSERT INTO SELECT Statement

The INSERT INTO SELECT statement copies data from one table and inserts it into another table.

The INSERT INTO SELECT statement requires that the data types in source and target tables match.

**Note:** The existing records in the target table are unaffected.

### **INSERT INTO SELECT Syntax**

Copy all columns from one table to another table:

INSERT INTO table2  
SELECT \* FROM table1WHERE condition;

Copy only some columns from one table into another table:

INSERT INTO table2 (column1, column2, column3, ...)  
SELECT column1, column2, column3, ...  
FROM table1  
WHERE condition;

## SQL INSERT INTO SELECT Examples

The following SQL statement copies "Suppliers" into "Customers" (the columns that are not filled with data, will contain NULL):

### **Example**

INSERT INTO Customers (CustomerName, City, Country)  
SELECT SupplierName, City, Country FROM Suppliers;

The following SQL statement copies "Suppliers" into "Customers" (fill all columns):

### **Example**

INSERT INTO Customers (CustomerName, ContactName, Address, City, PostalCode, Country)  
SELECT SupplierName, ContactName, Address, City, PostalCode, Country FROM Suppliers;

The following SQL statement copies only the German suppliers into "Customers":

### **Example**

INSERT INTO Customers (CustomerName, City, Country)  
SELECT SupplierName, City, Country FROM Suppliers  
WHERE Country='Germany';

The SQL CASE Expression

The CASE expression goes through conditions and returns a value when the first condition is met (like an if-then-else statement). So, once a condition is true, it will stop reading and return the result. If no conditions are true, it returns the value in the ELSE clause.

If there is no ELSE part and no conditions are true, it returns NULL.

CASE Syntax

CASE  
    WHEN *condition1* THEN *result1*  
    WHEN *condition2* THEN *result2*  
    WHEN *conditionN* THEN *resultN*  
    ELSE *result*  
END;

## SQL CASE Examples

The following SQL goes through conditions and returns a value when the first condition is met:

### **Example**

SELECT OrderID, Quantity,  
CASE  
    WHEN Quantity > 30 THEN 'The quantity is greater than 30'  
    WHEN Quantity = 30 THEN 'The quantity is 30'  
    ELSE 'The quantity is under 30'  
END AS QuantityText  
FROM OrderDetails;

The following SQL will order the customers by City. However, if City is NULL, then order by Country:

### **Example**

SELECT CustomerName, City, Country  
FROM Customers  
ORDER BY  
(CASE  
    WHEN City IS NULL THEN Country  
    ELSE City  
END);

## SQL IFNULL(), ISNULL(), COALESCE(), and NVL() Functions

SELECT ProductName, UnitPrice \* (UnitsInStock + UnitsOnOrder)  
FROM Products;

**MySQL**

The MySQL [IFNULL()](https://www.w3schools.com/sql/func_mysql_ifnull.asp) function lets you return an alternative value if an expression is NULL:

SELECT ProductName, UnitPrice \* (UnitsInStock + IFNULL(UnitsOnOrder, 0))  
FROM Products;

or we can use the [COALESCE()](https://www.w3schools.com/sql/func_mysql_coalesce.asp) function, like this:

SELECT ProductName, UnitPrice \* (UnitsInStock + COALESCE(UnitsOnOrder, 0))  
FROM Products;

**SQL Server**

The SQL Server [ISNULL()](https://www.w3schools.com/sql/func_sqlserver_isnull.asp) function lets you return an alternative value when an expression is NULL:

SELECT ProductName, UnitPrice \* (UnitsInStock + ISNULL(UnitsOnOrder, 0))  
FROM Products;

or we can use the [COALESCE()](https://www.w3schools.com/sql/func_sqlserver_coalesce.asp) function, like this:

SELECT ProductName, UnitPrice \* (UnitsInStock + COALESCE(UnitsOnOrder, 0))  
FROM Products;

**MS Access**

The MS Access [IsNull()](https://www.w3schools.com/sql/func_msaccess_isnull.asp) function returns TRUE (-1) if the expression is a null value, otherwise FALSE (0):

SELECT ProductName, UnitPrice \* (UnitsInStock + IIF(IsNull(UnitsOnOrder), 0, UnitsOnOrder))  
FROM Products;

**Oracle**

The Oracle NVL() function achieves the same result:

SELECT ProductName, UnitPrice \* (UnitsInStock + NVL(UnitsOnOrder, 0))  
FROM Products;

or we can use the COALESCE() function, like this:

SELECT ProductName, UnitPrice \* (UnitsInStock + COALESCE(UnitsOnOrder, 0))  
FROM Products;

## What is a Stored Procedure?

A stored procedure is a prepared SQL code that you can save, so the code can be reused over and over again.

So if you have an SQL query that you write over and over again, save it as a stored procedure, and then just call it to execute it.

You can also pass parameters to a stored procedure, so that the stored procedure can act based on the parameter value(s) that is passed.

### **Stored Procedure Syntax**

CREATE PROCEDURE procedure\_name  
AS  
sql\_statement  
GO;

### **Execute a Stored Procedure**

EXEC procedure\_name;

## Stored Procedure Example

The following SQL statement creates a stored procedure named "SelectAllCustomers" that selects all records from the "Customers" table:

### **Example**

CREATE PROCEDURE SelectAllCustomers  
AS  
SELECT \* FROM Customers  
GO;

Execute the stored procedure above as follows:

### **Example**

EXEC SelectAllCustomers;

## Stored Procedure With One Parameter

The following SQL statement creates a stored procedure that selects Customers from a particular City from the "Customers" table:

### **Example**

CREATE PROCEDURE SelectAllCustomers @City nvarchar(30)  
AS  
SELECT \* FROM Customers WHERE City = @City  
GO;

Execute the stored procedure above as follows:

### **Example**

EXEC SelectAllCustomers @City = 'London';

## Stored Procedure With Multiple Parameters

Setting up multiple parameters is very easy. Just list each parameter and the data type separated by a comma as shown below.

The following SQL statement creates a stored procedure that selects Customers from a particular City with a particular PostalCode from the "Customers" table:

### **Example**

CREATE PROCEDURE SelectAllCustomers @City nvarchar(30), @PostalCode nvarchar(10)  
AS  
SELECT \* FROM Customers WHERE City = @City AND PostalCode = @PostalCode  
GO;

Execute the stored procedure above as follows:

### **Example**

EXEC SelectAllCustomers @City = 'London', @PostalCode = 'WA1 1DP';

## SQL Comments

Comments are used to explain sections of SQL statements, or to prevent execution of SQL statements.

**Note: The examples in this chapter will not work in Firefox and Microsoft Edge!**

Comments are not supported in Microsoft Access databases. Firefox and Microsoft Edge are using Microsoft Access database in our examples.

## Single Line Comments

Single line comments start with --.

Any text between -- and the end of the line will be ignored (will not be executed).

The following example uses a single-line comment as an explanation:

### **Example**

--Select all:  
SELECT \* FROM Customers;

The following example uses a single-line comment to ignore the end of a line:

### **Example**

SELECT \* FROM Customers -- WHERE City='Berlin';

The following example uses a single-line comment to ignore a statement:

### **Example**

--SELECT \* FROM Customers;  
SELECT \* FROM Products;

## Multi-line Comments

Multi-line comments start with /\* and end with \*/.

Any text between /\* and \*/ will be ignored.

The following example uses a multi-line comment as an explanation:

### **Example**

/\*Select all the columns  
of all the records  
in the Customers table:\*/  
SELECT \* FROM Customers;

The following example uses a multi-line comment to ignore many statements:

### **Example**

/\*SELECT \* FROM Customers;  
SELECT \* FROM Products;  
SELECT \* FROM Orders;  
SELECT \* FROM Categories;\*/  
SELECT \* FROM Suppliers;

To ignore just a part of a statement, also use the /\* \*/ comment.

The following example uses a comment to ignore part of a line:

### **Example**

SELECT CustomerName, /\*City,\*/ Country FROM Customers;

The following example uses a comment to ignore part of a statement:

### **Example**

SELECT \* FROM Customers WHERE (CustomerName LIKE 'L%'  
OR CustomerName LIKE 'R%' /\*OR CustomerName LIKE 'S%'  
OR CustomerName LIKE 'T%'\*/ OR CustomerName LIKE 'W%')  
AND Country='USA'  
ORDER BY CustomerName;

## SQL Arithmetic Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Add | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_add) |
| - | Subtract | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_subtract) |
| \* | Multiply | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_multiply) |
| / | Divide | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_divide) |
| % | Modulo |  |

SELECT 30 + 20;

SELECT 30 - 20;

SELECT 30 \* 20;

SELECT 30 / 10;

SELECT 17 % 5;

SQL Bitwise Operators

|  |  |
| --- | --- |
| **Operator** | **Description** |
| & | Bitwise AND |
| | | Bitwise OR |
| ^ | Bitwise exclusive OR |

## SQL Comparison Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Equal to | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_equal_to) |
| > | Greater than | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_greater_than) |
| < | Less than | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_less_than) |
| >= | Greater than or equal to | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_greater_than2) |
| <= | Less than or equal to | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_less_than2) |
| <> | Not equal to | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_not_equal_to) |

SELECT \* FROM Products

WHERE Price = 18;

SELECT \* FROM Products

WHERE Price > 30;

SELECT \* FROM Products

WHERE Price < 30;

SELECT \* FROM Products

WHERE Price >= 30;

SELECT \* FROM Products

WHERE Price <= 30;

SELECT \* FROM Products

WHERE Price <> 18;

SQL Compound Operators

|  |  |
| --- | --- |
| **Operator** | **Description** |
| += | Add equals |
| -= | Subtract equals |
| \*= | Multiply equals |
| /= | Divide equals |
| %= | Modulo equals |
| &= | Bitwise AND equals |
| ^-= | Bitwise exclusive equals |
| |\*= | Bitwise OR equals |

## SQL Logical Operators

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| ALL | TRUE if all of the subquery values meet the condition | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_all&ss=-1) |
| AND | TRUE if all the conditions separated by AND is TRUE | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_and) |
| ANY | TRUE if any of the subquery values meet the condition | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_any&ss=-1) |
| BETWEEN | TRUE if the operand is within the range of comparisons | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_between) |
| EXISTS | TRUE if the subquery returns one or more records | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_exists) |
| IN | TRUE if the operand is equal to one of a list of expressions | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_in) |
| LIKE | TRUE if the operand matches a pattern | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_like) |
| NOT | Displays a record if the condition(s) is NOT TRUE | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_not) |
| OR | TRUE if any of the conditions separated by OR is TRUE | [Try it](https://www.w3schools.com/sql/trysql.asp?filename=trysql_op_or) |
| SOME | TRUE if any of the subquery values meet the condition |  |

SELECT ProductName

FROM Products

WHERE ProductID = ALL (SELECT ProductID FROM OrderDetails WHERE Quantity = 10);

SELECT \* FROM Customers

WHERE City = "London" AND Country = "UK";

ELECT \* FROM Products

WHERE Price > ANY (SELECT Price FROM Products WHERE Price > 50);

SELECT \* FROM Products

WHERE Price BETWEEN 50 AND 60;

SELECT SupplierName

FROM Suppliers

WHERE EXISTS (SELECT ProductName FROM Products WHERE Products.SupplierID = Suppliers.supplierID AND Price < 20);

SELECT \* FROM Customers

WHERE City IN ('Paris','London');

SELECT \* FROM Customers

WHERE City LIKE 's%';

SELECT \* FROM Customers

WHERE City NOT LIKE 's%';

SELECT \* FROM Customers

WHERE City = "London" OR Country = "UK";

SELECT \* FROM Products

WHERE Price > SOME (SELECT Price FROM Products WHERE Price > 20);