**CS 1501  
Algorithm Implementation  
Programming Project 4**

**Online:**Friday, June 30, 2017 **Due:** All source files (including the server) and data files (keys.txt) and an Assignment Information Sheet zipped into a single .zip file and submitted via the submission site by 11:59PM on **Friday, July 14, 2017**

**Late Due Date:** All files submitted by Monday, July 17, 2017

**Purpose**

The purpose of this programming assignment is to implement a primitive secure communications system utilizing the RSA cryptosystem and two primitive symmetric ciphers – a substitution cipher and an additive cipher.

**Instructions**

I have written a primitive “Secure Chat Server” program, called SecureChatServer, which will allow multiple clients to connect to it and send messages to each other, such that the messages themselves are encrypted prior to being sent. The server and its clients work together as described below.

      The server can accept multiple clients, and each message sent by a client is received by the server and forwarded to all of the clients (including the sender)

      Each **client connects to the server in the following way** (order of these statements is important -- the server is already written and it will be executing corresponding statements – to really see what is going on, look at how the server accepts client connections in the SecureChatServer.java source code).

–   It opens a connection to the server via a Socket at the server’s IP address and port. **Use 8765 for the port.  Have your client prompt the user for the server name. More than likely you will always be using "localhost" for the server name, since you will be running the server on your own machine.**

–   It creates an on the socket (for writing) and immediately calls the flush() method (this technicality prevents deadlock)

–   It creates on ObjectInputStream on the socket (be sure you create this AFTER creating the ObjectOutputStream)

–   It receives the server’s public key, E, as a BigInteger object

–   It receives the server’s public mod value, N, as a BigInteger object

–   It receives the server's preferred symmetric cipher (either "Sub" or "Add"), as a String object

–   Based on the value of the cipher preference, it creates either a Substitute object or an Add128 object, storing the resulting object(just storing the result object?) in a SymCipher variable. See details below on the requirements for the Substitute and Add128 classes.

–   It gets the key from its cipher object using the getKey() method, and then converts the result into a BigInteger object.( byte to biginteger?) **To ensure that the BigInteger is positive (a requirement for RSA), use the BigInteger constructor that takes a sign-magnitude (not super sure how to deal with this part, so one extra bit to represent the sign?? )representation of a BigInteger – see the API for details.**

**37354069402101778481653628036794842136278976180846258522556912914867259913804497126990054079917596565358731643893129437576363791999371623814955870085702794269268494551668417079653238127816737063137306735121094151374536461493650101421017408490511380254348664637850703213793145858710909509977430623592757755997751**

905871672906584796956878913076165874712389014135778550287830987402169955176652499677300644723051830078711706056237350754749937396409110143379430500910466090248852290443396286269447803558083718278085299099698889092104031225971505878255636519784463154203672724357370771555043719191600768538823932849138908117503334262500398193837994205919316676086093567820486180402433991135863744804664380214359016764759922886498740429160701137245657332154399472437453797675490220993391236452808787088345797203896580001750571285751570767239857188100070901031575160719402955223536610768797290466459780338724569162000470999150709836303537351(1757)

(something like byte[i]==127+byte[i]?)

–   It RSA-encrypts the BigInteger version of the key using E and N, and sends the resulting BigInteger to the server (so the server can also determine the key – the server already knows which cipher will be used)

–   It prompts the user for his/her name, then encrypts it using the cipher and sends it to the server (why do we need to do it after). The encryption will be done using the encode() method of the SymCipher interface, and the resulting array of bytes will be sent to the server as a single object using the ObjectOutputStream.

//hand shaking, need to have the key between the server and client, that is the part to send the key

      At this point the “handshaking” is complete and the client begins its regular execution. The client should have a nice user interface and should allow for deadlock-free reading of messages from the user and posting of messages received from the server. All messages typed in by the user should be sent to the server and should only be posted after they are received back from the server. I have written a primitive (unsecure) chat client that you may use as a starting point. See [ImprovedChatClient.java](http://people.cs.pitt.edu/~ramirez/cs1501/assigs/secure-chat/ImprovedChatClient.java) for details. You may base your client on this if you like, or you may design it on your own.  If you design your client particularly well (i.e. make it a lot nicer than mine) you can receive **extra credit.**

      All messages typed in from the user must be encrypted using the encode()(so we still need to encrypt all the messages?) method of chosen cipher object, then sent to the server for distribution using the ObjectOutputStream.  For details on encode(), see below.

      All messages received by the client should be read from the ObjectInputStream as byte [] objects. They should then be decrypted using the decode() method of the chosen cipher and posted to the client’s window / panel. When the client quits (either through some functionality in the program or by simply closing the window) the message "CLIENT CLOSING" should be sent to the server (special part that is not in his sample code). This message should be encrypted like all other messages, but should not have any prefix (ex: no client name).seems like we use prefixes to determine which player send what The server will use this special message as a sentinel to close the connection with the client.

      Note that the server provided will not compile or run without the SymCipher interface and the Add128 and Substitute classes. You must implement Add128 and Substitute before using the server.

**SymCipher, Add128 and Substitute**

Both the SecureChatServer and the SecureChatClient programs will rely on the SymCipher interface and the Add128 and Substitute classes. I have provided the SymCipher interface for you. The Add128 and Substitute classes, which you must write, must implement SymCipher and your client should be able to handle both the Add128 and Substitute encryption schemes. See the SecureChatServer class for some insight on how to use SymCipher, Add128 and Substitute.

**SymCipher:** This interface contains 3 methods: getKey(), encode() and decode(). See more information in the file SymCipher.java

**Add128:**This class must implement SymCipher and meet the following specifications:

-   It will have two constructors, one without any parameters and one that takes a byte array. The parameterless constructor will create a random 128 byte additive key and store it in an array of bytes. The other constructor will use the byte array parameter as its key. The SecureChatClientwill call the parameterless constructor and the SecureChatServer calls the version with a parameter. (how can we randomly generate the 128 byte additive keys)

-   To implement the encode() method, convert the String parameter to an array of bytes and simply add the corresponding byte of the key to each index in the array of bytes. If the message is shorter than the key, simply ignore the remaining bytes in the key. If the message is longer than the key, cycle through the key as many times as necessary. The encrypted array of bytes should be returned as a result of this method call. (// feels like some sort of while loop and if statements)

-   To decrypt the array of bytes, simply subtract the corresponding byte of the key from each index of the array of bytes. If the message is shorter than the key, simply ignore the remaining bytes in the key. If the message is longer than the key, cycle through the key as many times as necessary.  Convert the resulting byte array back to a String and return it.

-   Note that, due to wrapping and the fact that bytes are signed in Java, some / many of your bytes will appear as negative numbers. This is normal. (I think this part is related to the two’s compliment)

**Substitute:** This class must implement SymCipher and meet the following specifications:

//when receive the user’s key, store 2 byte[]s, the original one and the changed one

-   It will have two constructors, one without any parameters and one that takes a byte array. The parameterless constructor will create a random 256 byte array which is a permutation of the 256 possible byte values (again, how can you generate such kind of thing, also not sure about the logic behind) and will serve as a map from bytes to their substitution values. For example, if location 65 of the key array has the value 92, it means that byte value 65 will map into byte value 92. Note that you will also need an inverse mapping array for this cipher (how to construct a mapping and a inverse mapping, 2 symbol tables?), which can be easily derived from the substitution array (so you only need to send the original substitution array to the server). Be careful with this class since byte values can be negative, but array indices cannot be negative – this issue can be resolved with some thought. The other constructor will use the byte array parameter as its key. The SecureChatClient will call the parameterless constructor and the SecureChatServer calls the version with a parameter.

-   To implement the encode() method, convert the String parameter to an array of bytes, then iterate through all of the bytes, substituting the appropriate bytes from the key. Again, be careful with negative byte values.

-   To decode, simply reverse the substitution (using your decode byte array) and convert the resulting bytes back to a String.

// the description of the trace

To help with the grading / testing of your program, you **must also do the following**:

–   Output the keys E and N received from the server to the console

–   Output the type of symmetric encryption (Add128 or Substitute) to the console once it is received from the server

–   Output the symmetric key that is generated by the client (and will be sent to the server) to the console

–   For each message that is encrypted, output the following to the console:

1.     The original String message

2.     The corresponding array of bytes

3.     The encrypted array of bytes

–   For each message that is decrypted, output the following to the console:

1.     The array of bytes received

2.     The decrypted array of bytes

3.     The corresponding String

      To help you understand how the server will work, I have also provided the code for a primitive (unsecure) server.  See [ImprovedChatServer.java](http://people.cs.pitt.edu/~ramirez/cs1501/assigs/secure-chat/ImprovedChatServer.java) for details. You can run this server as is with the ImprovedChatClient class to see how interaction between client and server work and how the messages are displayed.

**W Students:** Rewrite your paper from Assignment 1 such that it is markedly better than your original submission. Papers can almost always be improved, so even if your initial paper was pretty good you should still put a lot of effort into the rewrite so that you can make it even better.  Use Jarrett’s comments as a guide but do not hesitate to modify portions of your paper that had no comments.  Reconsider both the form and the content of your paper and try to improve both.   This will likely cause your revision to be longer than your original paper.