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Abstrakt

Text abstraktu – shrnuje cíl práce, její metodiku, výsledky v ní dosažené a jejich diskusi. Délka minimálně 100 a maximálně 200 slov. Abstrakt je vhodné sepsat až po celkovém dokončení práce a má výstižně charakterizovat celou práci včetně jejich výsledků.
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Obsah práce – strany práce jsou číslovány arabskými číslicemi tak, že kapitola

"Úvod" začíná na straně 1. Je možné číslovat i předchozí strany, v tom případě se použijí např. římské číslice I, II, III. Strany přílohy práce se nečíslují a nezahrnují se tak do celkového počtu stran práce.

# Úvod

V aktuální době vývoje a implementace industry 4.0 je čím dál tím větší snaha digitalizovat různorodé oblasti vývoje.

Jednou z těchto oblastí je například analýza vývoje a výkonosti výrobních linek. Jelikož samotná analýza je vcelku složitá, to tedy zejména z důvodu ohromného objemu dat, které z linek chodí, je snaha tuto analýzu digitalizovat a ucelovat v rámci komplexnějších aplikací.

# Cíl a metodika práce

Cílem práce je vyřešení určitého zvoleného problému, podložené získanými teoretickými poznatky. Toto propojení obecných poznatků a vlastním výzkumem/vývojem získaných poznatků je součástí popisu cílů práce. Při formulací cíle je vhodné používat tzv. aktivní slovesa (např. vytvořit, porovnat, stanovit, zpracovat apod.)

Zvolená metodika musí být adekvátní řešenému problému. Proto je vhodné vysvětlit, proč si autor zvolil právě konkrétní přístup, a případně také vysvětlit, proč ne nějaký jiný. Dále je vhodné si zároveň uvědomit a popsat možnosti a omezení zvoleného přístupu k problému. Součástí metodiky je popis práce se zdroji a způsob koncipování teoretické části práce. Využití nástrojů umělé inteligence při tvorbě práce je možné, avšak pouze za předpokladu důkladného popsání metodiky jejich použití. Pokud je součástí práce empirický výzkum, musí být uveden jeho charakter (kvalitativní, kvantitativní). U kvantitativního výzkumu je nutné zvážit cílové skupiny šetření a velikost a strukturu reprezentativního vzorku.

Během zpracování bakalářské/diplomové práce se může vyskytnout řada potíží, některé otázky nemůže autor rozpracovat vůbec, naopak jiné musí dodatečně do zpracování zahrnout. Toto je pak nutné rovněž popsat v metodice práce.

# Teoretická východiska

## Grafické API pro web

Pro programování jakékoliv grafiky je třeba získat přístup k prostředkům GPU (graphical proses sing unit). Pro desktopové aplikace je možné využít OpenGL (open graphical library), které vytváří abstrakci, tzv API. Pro web je třeba použít podobné API, které staví nad OpenGL.

### WebGL

WebGL je nejznámější JavaScript API pro renderování 3D a 2D objektů do HTML <canvas>. WebGL je úzce spjato s OpenGL, tedy API pro komunikaci s HW grafických karet. Toto spjatí s OpenGL umožňuje rychlý render time i v rámci prohlížeče. (WebGL: 2D and 3D graphics for the web).

WebGL tedy umožňuje práci s abstrakcí nad HW za pomocí zmiňovaného OpenGL. Díky tomu je práce s tímto API zjednodušená a není třeba aby uživatel byl seznámen s HW prostředky. WebGL využívá synchronní přístup k programování, což může způsobovat zpomalení. (From WebGL to WebGPU, 2023)

WebGL má v rámci webu různé použití. Nejzřejmější je renderování 3D a 2D scén. Nicméně se také využívají např. pro urychlení operací při renderování, a to třeba při. nahrazení renderování grafů do SVG. Hlavní výhodou využití grafů a frameworků, které renderují grafy pomocí WebGL je nesrovnatelná rychlost vyrenderování a často snadná implementace zobrazování streamu dat.

### WebGPU

WebGPU je aktuální nástupce WebGL, z něj dědí většinu základních funkcionalit a staví na nich. Má za úkol vylepšovat WebGL např. v nahrazení synchronního přístupu za asynchronní.

WebGPU má větší přístup k prostředkům GPU, to má za následek větší možnosti. To také umožňuje využívat GPU i k jiným úkonům než renderování a to např. složité výpočty, či simulace. K tomu je možné využít computed shader. Tento speciální shader se paralelně zpracovává na stovkách až tisících vláknech. (WebGPU API, 2024 )

To vše má však i nevýhodu, a to že WebGPU je teprve ve své aktivní fázi vývoje a není zdaleka tak podporovaný jako WebGL. Další nevýhodu je větší komplexnost v programování na této platformě a zejména z důvodu potřeby větší znalosti a zkušenosti s víc low-level programováním.

### Shadery

V moderním přístupu programování grafiky se již nevyužívá zastaralý způsob programování pomocí fixní pipeline, nicméně pomocí moderních shaderů. Fixní pipeline se již nevyužívá od verze OpenGL 3.0, aktuálně se tomuto přístupu říká *legacy OpenGL.* Specifické funkce legacy OpenGL je možné najít i v novějších verzích moderního OpenGL, nicméně dle oficiální dokumentace není vhodné jej již využívat.

Hlavními důvody, proč se vyhnout při vývoji legacy OpenGL a místo něj využívat shadery je hned několik. Nejzásadnějším důvodem je nejspíš výkon aplikace, to zejména díky způsobu předávání vertex atributů, tedy setu vlastností jednotlivých bodů na daném 2D nebo 3D modelu. Ten se ve fixní pipeline GPU předával, každý frame, to je s využitím moderního přístupu zjednodušeno a díky shaderům je možné tyto vlastnosti předat pouze jednou. Dalším důvodem je flexibilita využití shaderů a to zejména v možnosti předávání malých programů do GPU, kde je díky ohromnému výkonu možné rychle a real-timově zpracovat, tyto programy se nazývají shadery. Díky těmto shaderům je možné vytvářet mnohem komplexnější vizuální efekty, a to například osvětlení. Veškerý shader code se píše pomocí speciálního jazyku GLSL. (Legacy OpenGL, 2016)

#### A screenshot of a computer screen Description automatically generated Rendering Pipeline

Pro renderování pomocí shaderů se využívá tzv. *Rendering Pipeline,* ta funguje na podobném principu jako *Fixní Pipeline,* tedy v různých krocích této pipeline se zpracovávají různé části a shadery.

Prvním krokem je zpracování vertexů, které se prvně nahrají, následovně tyto nahrané vertexy projdou [Vertex Shaderem](#_Vertex_Shader). Tam se jednotlivé vertexy jednotlivě zpracují. Z Vertex Shaderu mohou putovat data do [Tessalation Shaderu](#_Tessalation_Shader) a [Geometry Shaderu](#_Tessalation_Shader). Tyto shadery jsou nepovinné a mají za úkol upravit nebo jinak manipulovat s grafickými primitivy. Následuje Post-processing vertexů, v něm jde hlavně o přípravu na rasterizaci. Po rasterizaci následuje zpracování posledního shaderu, tedy [Fragment Shader](#_Fragment_Shader), ten zpracovává tzv. fragmenty a určuje, jakou barvu budou mít. Po výstupu z Fragment shaderu nastávají pouze Per-Sample operace, které mají za úkol např. blending barev, nebo depth testing. (Rendering Pipeline Overview, 2022)

Obrázek 1https://www.khronos.org/opengl/wiki/File:RenderingPipeline.png

#### Vertex Shader

Jak již jejich název napovídá vertex shadery se zabývají manipulací s jednotlivým vertexy. Je to jeden ze dvou základních shaderů, který se v moderní grafice používá. Princip je takový, že na inputu dostane jeden vertex, ten následovně zpracuje a na výstupu dopět dostane jeden zpracovaný vertex. Je třeba aby byl zachován poměr 1:1 vstupních a výstupních vertexů. Také je možné je využít k pre-processingu, aby následující shadery mohli dělat další operace.

Tímto pre-procesingem je většinou myšleno to, že vertex shader umožňuje dopočítání dalších atributů, například dopočítání normál pro jednotlivé vertexy následovně slouží k výpočtům souvisejících s osvětlením či normálovými texturami. (Vertex Shader, 2017)

#### Tessellation Shadery

Tessellace je rozdělování shluků vertexů na menší primitiva, to má za následek zvýšení detailu daného objektu. Proces tessellace má 3 části, z nich jsou dvě provedené pomocí shaderů, mezi nimi je fixní funkce. První částí je *Tessellation Control Shader* (TCS), ta určuje, kolik tesselace se má provést, zároveň hlídá, aby úroveň tesselace byla mezi všemi objekty stejná, díky tomu je zachována celistvost objektů a zabraňuje vytváření mezer. Tato fáze je nepovinná, je možné využít výchozí hodnoty tessellace. Následuje fáze generování primitiv. V této fázi se vezme výstup z TCS a za jeho pomocí se vytvoří nová primitiva. V poslední fázi *Tessellation Evaluation Shader* (TES) se vezmou vygenerovaná primitiva a propočítá se pro ně hodnoty vertexů. (Tessellation, 2020)

#### Geometry Shader

Nepovinný shader, který slouží k manipulaci a vytváření grafických primitiv. Nastává po zpracování Vertex shaderu. Jako vstup využívají jedno grafické primitivum a na výstupu jich může být libovolný počet počínaje nulou. Příklady těchto primitiv jsou například points, lines či triangles. Častým využitím geometry shaderů může být například debugování normál. Jelikož je množné ke každému vertexu přidat kolmici a díky ní následovně vidět, jestli se normály vypočítávají správně. Nicméně není vhodné využívat tento typ shaderu pro generování komplexnějších tvarů. (Geometry Shader, nedat)

#### Fragment Shader

Fragment shader je shader, který se využívá k zpracování fragmentu na set barev. Pozice každého fragmentu je již ve window space. Tento shader v pomyslné pipeline zpracování shaderů navazuje na Vertex Shader, z toho důvodu obsahuje veškerý z něj získaný výstup. Výpočet tohoto shaderu nicméně nastává až po rasterizaci. Jejich výstupem je tedy set barev. Jejich největší zastoupení je například při vytváření výpočtů pro světlo. Pokud nebude existovat výstup z fragment shaderu, bude barva nedefinovaná. (Fragment Shader, 2020)

#### Compute shader

Speciální typ shaderu, který narozdíl od ostatních shaderů neslouží primárně k renderování, ale k provádění různých výpočtů. Má také úplně jiný přístup ke zpracování. Na rozdíl od normálních shaderů, které se spouští v nějakém, předem definovaném okamžiku, se tyto shadery spouští v závislosti na tom, kde jsou implementovány. Z toho důvodu mají také vlastní definovaný „prostor“. Jako vstupy jim neslouží nějaké předdefinované vstupy, nýbrž je potřeba aby si je každý shader získal. To může udělat pomocí vstupu do textury nebo třeba blok pro ukládání shaderů, další možností je také si pro to vytvořit vlastní Interface. (Compute Shader, 2019)

## Framework Three JS

Three JS představuje dominantní JavaSript knihovnu pro práci s WebGL v rámci webu.

# Shrnutí a diskuse výsledků

Obsahuje souhrn a kritickou diskusi vlastních výsledků, získaných v průběhu řešení problému (soulad výsledků s literaturou či předpoklady; výsledky a okolnosti, které zvláště ovlivnily předkládanou práci, nové poznatky včetně jejich odvození ze získaných výstupů atd.).

# Závěry a doporučení

Závěr představuje shrnutí, do jaké míry a jakým způsobem byly naplněny plánované cíle práce. Je vhodné naznačit i případné další (popř. alternativní) možnosti zkoumání dané problematiky a otevřené problémy pro další navazující práce.
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