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# Введение

Наша задача реализовать классы разных фигур, начиная от точки и, наследуя одну за одной, строить все более сложные и сложные фигуры. После собрать их в один контейнер. Задача несложная и вполне реализуема, что мы и должны доказать.

# Постановка задачи

1. Написать структуру данных для работы с геометрическими объектами в N мерном пространстве. Реализация через шаблоны.
2. В программе должны быть реализованы простейшие геометрические объекты, такие, как: точка, линия, круг, треугольник, четырехугольник, сфера, эллипс.
3. Кроме самих геометрических объектов должен быть реализован класс, осуществляющий обобщение действий со всеми созданными пользователями объектами - "контейнер".
4. Контейнер должен иметь следующие функции: добавить новый объект, удалить существующий объект, отобразить все имеющиеся объекты, отобразить выбранный объект и т.п.
5. Продемонстрировать (написать в main пример) работоспособность.
6. Должны быть использованы и продемонстрированы: абстракция, инкапсуляция, наследование, полиморфизм, перегрузка операций, шаблоны.
7. Иерархия должна содержать не менее 7 классов.

# Руководство пользователя

Использование программы пользователем:

1. Создайте классы необходимых объектов.
2. Наполните их с помощью сетторов.
3. Создайте контейнер и добавьте в него класс.

![](data:image/png;base64,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)

Рисунок 1. Cкриншот интерфейса программы.
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# 3. Руководство программиста

## 3.1. Описание структуры программы

Программа состоит из одного решения.

В решении GeometricShapes определено 17 модулей main.cpp, Base.h, Point.h, Point\_imp.h, Line.h, Line\_imp.h, Circle.h, Circle\_imp.h, Triangle.h, Triangle\_imp.h, Quadrilateral.h, Quadrilateral\_imp.h, Sphere.h, Sphere\_imp.h, Ellipse.h, Ellipse\_imp.h, Container.h, Container\_imp.h.

* В модуле main.cpp определена стандартная функция int main(), внутри которой содержится набор действий с геометрическими объектами;
* В модуле Base.h определен абстрактный класс, предок всех геометрических фигур;
* В модуле Point.h определен класс Point (наследник класса Base);
* В модуле Line.h определен класс Line (наследник класса Point);
* В модуле Circle.h определен класс Circle (наследник класса Line);
* В модуле Triangle.h определен класс Triangle (наследник класса Line);
* В модуле Quadrilateral.h определен класс Quadrilateral (наследник класса Triangle);
* В модуле Sphere.h определен класс Sphere (наследник класса Circle);
* В модуле Ellipse.h определен класс Ellipse (наследник класса Triangle);
* В модуле Container.h определен класс Container;

## 3.2. Описание структур данных

В программе определен один абстрактный базовый класс под названием Base.

Внутри этого класса определены следующие виртуальные функции:

virtual ~Base() {} – виртуальный деструктор;

virtual ostream& print(ostream& os) = 0 – виртуальный метод вывода информации об объекте;

friend ostream& operator<<(ostream& os, Base& other) – виртуальный метод вывода;

В программе также определено 7 шаблонных классов: Point, Line, Circle, Triangle, Quadrilateral, Sphere, Ellipse.

Внутри класса Point определено следующее поле:

Int dim – значение размерности;

T\* A – массив координат точки А.

Внутри класса Point определены следующий набор public-методов:

Point () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0 через списки инициализации;

Point(int n) – конструктор-инциализатор, принимает на вход шаблонный параметр и инициализирует поле value значением, переданным в конструктор;

Point(const Point& p) – конструктор копирования, принимает на вход объект типа Point, создает объект с теми же характеристиками;

virtual ~Point() – виртуальный деструктор;

T\* GetA() const – геттер массива координат точки А;

int GetDim() const – геттер значения размерности;

T\*& SetA() – сеттер точки А;

int& SetDim() ­– сеттер значение размерности.

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Line определены следующие поля:

T\* B – массив координат точки B.

Внутри класса Line определены следующий набор public-методов:

Line () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0 через списки инициализации;

Line (int n) – конструктор-инциализатор, принимает на вход шаблонный параметр и инициализирует поле value значением, переданным в конструктор;

Line (const Line& p) – конструктор копирования, принимает на вход объект типа Line, создает объект с теми же характеристиками;

virtual ~Line() – виртуальный деструктор;

double GetLength() const – метод получения длины;

T\* GetB() const – геттер массива координат точки А;

T\*& SetB() – сеттер точки А;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Circle определены следующий набор public-методов:

Circle() : Line<T>() – конструктор по умолчанию, унаследованный от Line;

Circle(int n) : Line<T>(n) – конструктор-инциализатор, унаследованный от Line;

Circle(const Circle& c) : Line<T>(c) – конструктор копирования, унаследованный от Line;

virtual ~ Circle () – виртуальный деструктор;

double GetRadius() const – метод получения радиуса;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Triangle определены следующие поля:

T\* C – массив координат точки C.

Внутри класса Line определены следующий набор public-методов:

Triangle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0 через списки инициализации;

Triangle (int n) – конструктор-инциализатор, принимает на вход шаблонный параметр и инициализирует поле value значением, переданным в конструктор;

Triangle (const Triangle& p) – конструктор копирования, принимает на вход объект типа Triangle, создает объект с теми же характеристиками;

virtual ~ Triangle () – виртуальный деструктор;

virtual double GetPerimeter() const – виртуальный метод получения периметра;

* virtual double GetArea() const – виртуальный метод получения площади;
* T\* GetС() const – геттер массива координат точки С;

T\*& SetС() – сеттер точки С;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Sphere определены следующий набор public-методов:

Sphere() : Circle<T>() – конструктор по умолчанию, унаследованный от Circle;

Sphere(int n) : Circle<T>(n) – конструктор-инциализатор, унаследованный от Circle;

Sphere(const Sphere& s) : Circle<T>(s) – конструктор копирования, унаследованный от Circle;

virtual ~Sphere() – виртуальный деструктор;

double GetRadius() const – метод получения радиуса;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Quadrilateral определены следующие поля:

T\* D – массив координат точки D.

Внутри класса Line определены следующий набор public-методов:

Quadrilateral () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0 через списки инициализации;

Quadrilateral (int n) – конструктор-инциализатор, принимает на вход шаблонный параметр и инициализирует поле value значением, переданным в конструктор;

Quadrilateral (const Quadrilateral & p) – конструктор копирования, принимает на вход объект типа Quadrilateral, создает объект с теми же характеристиками;

virtual ~ Quadrilateral () – виртуальный деструктор;

double GetPerimeter() const – метод получения периметра;

double GetArea() const – метод получения площади;

bool IsSquare() const – метод определения, является ли четырехугольник квадратом;

T\* GetD() const – геттер массива координат точки D;

T\*& SetD() – сеттер точки D;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

Внутри класса Ellipse определены следующий набор public-методов:

Ellipse (): Triangle<T>() – конструктор по умолчанию, унаследованный от Triangle;

Ellipse (int n) : Triangle <T>(n) – конструктор-инциализатор, унаследованный от Triangle;

Ellipse (const Circle& c) : Triangle <T>(c) – конструктор копирования, унаследованный от Triangle;

virtual ~ Ellipse () – виртуальный деструктор;

double GetAxisA() const – метод получения длины большой полуоси;

double GetAxisB() const – метод получения длины малой полуоси;

double GetPerimeter() const – метод получения периметра;

double GetArea() const – метод получения площади;

ostream& print(ostream& os) override – перекрытие функции вывода информации об объекте.

В программе определен один класс-контейнер под названием Container.

Внутри данного класса определены следующие поля:

Base\*\* Array – массив указателей типа Base;

vector<string> names – вектор из строк для хранения имен объектов;

int size – размер контейнера.

Внутри класса Container определены следующий набор public-методов и конструкторы с деструктором:

Container () – конструктор по умолчанию, не принимает никаких параметров;

Container(const Container& c) – конструктор копирования;

virtual ~Container() – виртуальный деструктор;

void Add(A& elem, string name) – метод добавления в контейнер элементов, принимает на вход объект и имя;

void Remove(int r) – метод удаления объекта из контейнера, принимает на вход индекс;

void ShowAll() – метод для вызова списка всех элементов;

void Show(int i) – метод для вызова информации конкретного элемента, принимает на вход индекс;

Shapes\* operator[](const int i) – перегрузка оператора возврата объекта по индексу;

Base\* operator[](const int i) ***–*** перегрузка оператора индексации.

## 3.3. Описание алгоритмов

В данной программе присутствуют простейшие алгоритмы вычисления длины вектора, вычисления периметра, площади, объема фигур.

# 4. Эксперименты

В функции main были созданы и проверены в действии объекты, добавлены в контейнер, также и удаление объекта из контейнера вызова, вызов информации по объекту из контейнера.

Рисунок 2: Демонстрация работы контейнера:
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# Заключение

Таким образом, в рамках данной лабораторной работы была успешно создана программа, которая позволяет работать с геометрическими объектами, такими, как точка, линия, треугольник, круг, четырехугольник, сфера и эллипс в N-мерном пространстве. Были использованы и продемонстрированы основные принципы объектно-ориентированного программирования, а также был реализован контейнер, использующийся для работы с геометрическими объектами. Программа полностью выдержала проверку и готова к использованию.
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# Приложение

***Код программы***

### Main.cpp

#include "Point.h"

#include "Line.h"

#include "Triangle.h"

#include "Circle.h"

#include "Quadrilateral.h"

#include "Sphere.h"

#include "Ellipse.h"

#include "Container.h"

#define Add(x) Add(x, #x)

#define SetA(t) SetA()[t]

#define SetB(t) SetB()[t]

#define SetC(t) SetC()[t]

#define SetD(t) SetD()[t]

using namespace std;

int main()

{

Point<int> Dot(2);

Dot.SetA(0) = 1;

Dot.SetA(1) = 2;

cout << Dot << endl;

Point<int> Dot2(Dot);

Line<int> Vec(2);

Vec.SetA(0) = 0;

Vec.SetA(1) = 0;

Vec.SetB(0) = 3;

Vec.SetB(1) = -4;

cout << Vec << endl;

Line<int> Vec2(Vec);

Circle<int> Cc(2);

Cc.SetA(0) = 0;

Cc.SetA(1) = 0;

Cc.SetB(0) = 3;

Cc.SetB(1) = -4;

cout << Cc << endl;

Triangle<int> Tri(2);

Tri.SetA(0) = 0;

Tri.SetA(1) = 0;

Tri.SetB(0) = 0;

Tri.SetB(1) = 2;

Tri.SetC(0) = 3;

Tri.SetC(1) = 0;

cout << Tri << endl;

Quadrilateral<int> Sq(2);

Sq.SetA(0) = 0;

Sq.SetA(1) = 0;

Sq.SetB(0) = 0;

Sq.SetB(1) = 2;

Sq.SetC(0) = 2;

Sq.SetC(1) = 2;

Sq.SetD(0) = 2;

Sq.SetD(1) = 0;

cout << Sq << endl;

Quadrilateral<int> Sk(Sq);

Container Box;

Box.Add(Dot);

Box.Add(Sq);

Box.Add(Tri);

Box.ShowAll();

cout << endl;

Box.Show(0);

Box.Remove(1);

Box.ShowAll();

cout << endl;

Sphere<int> Sph(3);

Sph.SetA(0) = 0;

Sph.SetA(1) = 0;

Sph.SetA(2) = 0;

Sph.SetB(0) = 5;

Sph.SetB(1) = 5;

Sph.SetB(2) = 0;

cout << Sph << endl;

Ellipse<int> El(2);

El.SetA(0) = 5;

El.SetA(1) = 5;

El.SetB(0) = 2;

El.SetB(1) = 2;

El.SetC(0) = 0;

El.SetC(1) = 0;

cout << El << endl;

return 0;

}

### Base.h

#pragma once

#include <iostream>

#define \_USE\_MATH\_DEFINES

#include <cmath>

#include <math.h>

#include <typeinfo>

using namespace std;

class Base

{

public:

virtual ~Base() {}

virtual ostream& print(ostream& os) = 0;

friend ostream& operator<<(ostream& os, Base& other)

{

return other.print(os);

}

};

### Point.h

#pragma once

#include "Base.h"

template<class T>

class Point : public Base

{

protected:

int dim;

T\* A;

public:

Point();

Point(int n);

Point(const Point& p);

virtual ~Point();

T\* GetA() const;

int GetDim() const;

T\*& SetA();

int& SetDim();

ostream& print(ostream& os) override;

};

template<class T>

inline Point<T>::Point()

{

dim = 0;

A = new T[0];

}

template<class T>

inline Point<T>::Point(int n)

{

dim = n;

A = new T[n];

for (int i = 0; i < n; i++)

A[i] = 0;

}

template<class T>

inline Point<T>::Point(const Point& p)

{

dim = p.dim;

A = new T[p.dim];

for (int i = 0; i < p.dim; i++)

A[i] = p.A[i];

}

template<class T>

inline Point<T>::~Point()

{

delete[] A;

dim = 0;

}

template<class T>

inline T\* Point<T>::GetA() const

{

return A;

}

template<class T>

inline T\*& Point<T>::SetA()

{

return A;

}

template<class T>

inline int& Point<T>::SetDim()

{

return dim;

}

template<class T>

inline int Point<T>::GetDim() const

{

return dim;

}

template<class T>

inline ostream& Point<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << GetDim() << endl <<

"Coord point: (";

for (int i = 0; i < GetDim(); i++)

{

if (i != GetDim() - 1)

os << GetA()[i] << ", ";

else

os << GetA()[i];

}

os << ")" << endl;

return os;

}

### Line.h

#pragma once

#include "Point.h"

template<class T>

class Line : public Point<T>

{

protected:

T\* B;

public:

Line();

Line(int n);

Line(const Line& l);

virtual ~Line();

double GetLength() const;

T\* GetB() const;

T\*& SetB();

ostream& print(ostream& os) override;

};

template<class T>

inline Line<T>::Line()

{

this->SetDim() = 0;

this->SetA() = new T[0];

B = new T[0];

}

template<class T>

inline Line<T>::Line(int n)

{

this->SetDim() = n;

this->SetA() = new T[n];

B = new T[n];

for (int i = 0; i < n; i++)

{

this->SetA()[i] = 0;

B[i] = 0;

}

}

template<class T>

inline Line<T>::Line(const Line& l)

{

this->SetDim() = l.GetDim();

this->SetA() = new T[this->dim];

B = new T[this->dim];

for (int i = 0; i < this->dim; i++)

{

this->SetA()[i] = l.GetA()[i];

B[i] = l.B[i];

}

}

template<class T>

inline Line<T>::~Line()

{

delete[] B;

}

template<class T>

inline double Line<T>::GetLength() const

{

double sum = 0;

for (int i = 0; i < this->GetDim(); i++)

sum += pow((B[i] - this->GetA()[i]), 2);

return sqrt(sum);

}

template<class T>

inline T\* Line<T>::GetB() const

{

return B;

}

template<class T>

inline T\*& Line<T>::SetB()

{

return B;

}

template<class T>

inline ostream& Line<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << this->GetDim() << endl <<

"A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << GetB()[i] << ", ";

else

os << GetB()[i];

}

os << ")" << endl;

os << "Len: " << GetLength() << endl;

return os;

}

### Circle.h

#pragma once

#include "Line.h"

template<class T>

class Circle : public Line<T>

{

using Line<T>::GetLength;

public:

Circle() : Line<T>() {}

Circle(int n) : Line<T>(n) {}

Circle(const Circle& c) : Line<T>(c) {}

virtual ~Circle() {};

double GetRadius() const;

double GetArea() const;

ostream& print(ostream& os);

};

template<class T>

inline double Circle<T>::GetRadius() const

{

return this->GetLength();

}

template<class T>

inline double Circle<T>::GetArea() const

{

return pow(this->GetLength(), 2) \* M\_PI;

}

template<class T>

inline ostream& Circle<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << this->GetDim() << endl <<

"A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetB()[i] << ", ";

else

os << this->GetB()[i];

}

os << ")" << endl;

os << "Radius: " << GetRadius() << endl;

os << "Area: " << GetArea() << endl;

return os;

}

### Sphere.h

#pragma once

#include "Circle.h"

template<class T>

class Sphere : public Circle<T>

{

using Circle<T>::GetArea;

public:

Sphere() : Circle<T>() {}

Sphere(int n) : Circle<T>(n)

{

if (n < 3)

throw "Yikes";

}

Sphere(const Sphere& s) : Circle<T>(s) {}

virtual ~Sphere() {};

double GetVolume() const;

ostream& print(ostream& os);

};

template<class T>

inline double Sphere<T>::GetVolume() const

{

return (4.0 / 3) \* pow(this->GetRadius(), 3) \* M\_PI;

}

template<class T>

inline ostream& Sphere<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << this->GetDim() << endl <<

"A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetB()[i] << ", ";

else

os << this->GetB()[i];

}

os << ")" << endl;

os << "Radius: " << this->GetRadius() << endl;

os << "Volume: " << GetVolume() << endl;

return os;

}

### Triangle.h

#pragma once

#include "Line.h"

template<class T>

class Triangle : public Line<T>

{

protected:

T\* C;

public:

Triangle();

Triangle(int n);

Triangle(const Triangle& t);

virtual ~Triangle();

virtual double GetPerimeter() const;

virtual double GetArea() const;

T\* GetC() const;

T\*& SetC();

ostream& print(ostream& os) override;

};

template<class T>

inline Triangle<T>::Triangle()

{

this->SetDim() = 0;

this->SetA() = new T[0];

this->SetB() = new T[0];

C = new T[0];

}

template<class T>

inline Triangle<T>::Triangle(int n)

{

this->SetDim() = n;

this->SetA() = new T[n];

this->SetB() = new T[n];

C = new T[n];

for (int i = 0; i < n; i++)

{

this->SetA()[i] = 0;

this->SetB()[i] = 0;

C[i] = 0;

}

}

template<class T>

inline Triangle<T>::Triangle(const Triangle& t)

{

this->SetDim() = t.GetDim();

this->SetA() = new T[t.GetDim()];

this->SetB() = new T[t.GetDim()];

C = new T[t.GetDim()];

for (int i = 0; i < t.GetDim(); i++)

{

this->SetA()[i] = t.GetA()[i];

this->SetB()[i] = t.GetB()[i];

C[i] = t.C[i];

}

}

template<class T>

inline Triangle<T>::~Triangle()

{

delete[] C;

}

template<class T>

inline double Triangle<T>::GetPerimeter() const

{

double sum = 0, temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - this->GetA()[i]), 2);

sum += sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((C[i] - this->GetB()[i]), 2);

sum += sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - C[i]), 2);

sum += sqrt(temp);

temp = 0;

return sum;

}

template<class T>

inline double Triangle<T>::GetArea() const

{

double p = GetPerimeter() \* 0.5;

double temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - this->GetA()[i]), 2);

double a = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((C[i] - this->GetB()[i]), 2);

double b = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - C[i]), 2);

double c = sqrt(temp);

temp = 0;

return sqrt(p \* (p - a) \* (p - b) \* (p - c));

}

template<class T>

inline T\* Triangle<T>::GetC() const

{

return C;

}

template<class T>

inline T\*& Triangle<T>::SetC()

{

return C;

}

template<class T>

inline ostream& Triangle<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dime: " << this->GetDim() << endl <<

"A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetB()[i] << ", ";

else

os << this->GetB()[i];

}

os << ")" << endl;

os << "C: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << C[i] << ", ";

else

os << C[i];

}

os << ")" << endl;

os << "Perimeter: " << GetPerimeter() << endl;

os << "Area: " << GetArea() << endl;

return os;

}

### Quadri lateral.h

#pragma once

#include "Triangle.h"

template<class T>

class Quadrilateral : public Triangle<T>

{

protected:

T\* D;

public:

Quadrilateral();

Quadrilateral(int n);

Quadrilateral(const Quadrilateral& q);

virtual ~Quadrilateral();

T\* GetD() const;

T\*& SetD();

double GetPerimeter() const;

double GetArea() const;

bool IsSquare() const;

ostream& print(ostream& os) override;

};

template<class T>

inline Quadrilateral<T>::Quadrilateral()

{

this->SetDim() = 0;

this->SetA() = new T[0];

this->SetB() = new T[0];

this->SetC() = new T[0];

D = new T[0];

}

template<class T>

inline Quadrilateral<T>::Quadrilateral(int n)

{

this->SetDim() = n;

this->SetA() = new T[n];

this->SetB() = new T[n];

this->SetC() = new T[n];

D = new T[n];

for (int i = 0; i < n; i++)

{

this->SetA()[i] = 0;

this->SetB()[i] = 0;

this->SetC()[i] = 0;

D[i] = 0;

}

}

template<class T>

inline Quadrilateral<T>::Quadrilateral(const Quadrilateral& q)

{

this->SetDim() = q.GetDim();

this->SetA() = new T[q.GetDim()];

this->SetB() = new T[q.GetDim()];

this->SetC() = new T[q.GetDim()];

D = new T[q.GetDim()];

for (int i = 0; i < q.GetDim(); i++)

{

this->SetA()[i] = q.GetA()[i];

this->SetB()[i] = q.GetA()[i];

this->SetC()[i] = q.GetA()[i];

D[i] = q.D[i];

}

}

template<class T>

inline Quadrilateral<T>::~Quadrilateral()

{

delete[] D;

}

template<class T>

inline T\* Quadrilateral<T>::GetD() const

{

return D;

}

template<class T>

inline T\*& Quadrilateral<T>::SetD()

{

return D;

}

template<class T>

inline double Quadrilateral<T>::GetPerimeter() const

{

double sum = 0, temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - this->GetA()[i]), 2);

sum += sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetC()[i] - this->GetB()[i]), 2);

sum += sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetC()[i] - D[i]), 2);

sum += sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - D[i]), 2);

sum += sqrt(temp);

temp = 0;

return sum;

}

template<class T>

inline double Quadrilateral<T>::GetArea() const

{

double p = GetPerimeter() \* 0.5;

double temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - this->GetA()[i]), 2);

double a = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetC()[i] - this->GetB()[i]), 2);

double b = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetC()[i] - D[i]), 2);

double c = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - D[i]), 2);

double d = sqrt(temp);

temp = 0;

return sqrt((p - a) \* (p - b) \* (p - c) \* (p - d));

}

template<class T>

inline bool Quadrilateral<T>::IsSquare() const

{

double temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - this->GetB()[i]), 2);

double a = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - this->GetC()[i]), 2);

double b = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetC()[i] - D[i]), 2);

double c = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - D[i]), 2);

double d = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetA()[i] - this->GetC()[i]), 2);

double ac = sqrt(temp);

temp = 0;

for (int i = 0; i < this->GetDim(); i++)

temp += pow((this->GetB()[i] - D[i]), 2);

double bd = sqrt(temp);

temp = 0;

if ((a == b) & (b == c) & (c == d) & (ac == bd))

return true;

else

return false;

}

template<class T>

inline ostream& Quadrilateral<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << this->GetDim() << endl <<

"A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetB()[i] << ", ";

else

os << this->GetB()[i];

}

os << ")" << endl;

os << "C: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->C[i] << ", ";

else

os << this->C[i];

}

os << ")" << endl;

os << "D: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->D[i] << ", ";

else

os << this->D[i];

}

os << ")" << endl;

os << "Perimeter: " << GetPerimeter() << endl;

os << "Area: " << GetArea() << endl;

auto x = IsSquare() ? "Yes" : "No";

os << "Square: " << x << endl;

return os;

}

### Ellipse.h

#pragma once

#include "Triangle.h"

template<class T>

class Ellipse : public Triangle<T>

{

public:

Ellipse() : Triangle<T>() {}

Ellipse(int n) : Triangle<T>(n) {}

Ellipse(const Ellipse& e) : Triangle<T>(e) {}

virtual ~Ellipse() {};

double GetAxisA() const;

double GetAxisB() const;

double GetPerimeter() const;

double GetArea() const;

ostream& print(ostream& os);

};

template<class T>

inline double Ellipse<T>::GetAxisA() const

{

double sum = 0;

for (int i = 0; i < this->GetDim(); i++)

sum += pow((this->C[i] - this->GetA()[i]), 2);

return sqrt(sum);

}

template<class T>

inline double Ellipse<T>::GetAxisB() const

{

double sum = 0;

for (int i = 0; i < this->GetDim(); i++)

sum += pow((this->C[i] - this->GetB()[i]), 2);

return sqrt(sum);

}

template<class T>

inline double Ellipse<T>::GetPerimeter() const

{

return 4 \* (M\_PI \* GetAxisA() \* GetAxisB() + pow((GetAxisA() - GetAxisB()), 2)) / (GetAxisA() + GetAxisB());

}

template<class T>

inline double Ellipse<T>::GetArea() const

{

return M\_PI \* GetAxisA() \* GetAxisB();

}

template<class T>

inline ostream& Ellipse<T>::print(ostream& os)

{

os << "Type: " << typeid(\*this).name() << endl <<

"Dim: " << this->GetDim() << endl <<

"Cs: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetC()[i] << ", ";

else

os << this->GetC()[i];

}

os << ")" << endl;

os << "A: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->GetA()[i] << ", ";

else

os << this->GetA()[i];

}

os << ")" << endl;

os << "point B: (";

for (int i = 0; i < this->GetDim(); i++)

{

if (i != this->GetDim() - 1)

os << this->B[i] << ", ";

else

os << this->B[i];

}

os << ")" << endl;

os << "Big Axis: " << GetAxisA() << endl;

os << "Small Axis: " << GetAxisB() << endl;

os << "Area: " << GetArea() << endl;

os << "Perimeter: " << GetPerimeter() << endl;

return os;

}

### Container.h

#pragma once

#include <vector>

#include "Base.h"

using namespace std;

class Container

{

protected:

Base\*\* Array;

vector<string> names;

int size;

public:

Container();

Container(const Container& c);

virtual ~Container();

template <class A>

void Add(A& elem, string name);

void Remove(int r);

void ShowAll();

void Show(int i);

Base\* operator[](const int i);

};

Container::Container()

{

size = 0;

Array = 0;

names = {};

}

Container::Container(const Container& c)

{

size = c.size;

Array = c.Array;

names = c.names;

}

Container::~Container()

{

delete[] Array;

names.clear();

}

Base\* Container::operator[](const int i)

{

return Array[i];

}

template<class A>

void Container::Add(A& elem, string name)

{

Base\*\* tmp = new Base \* [size];

for (int i = 0; i < size; i++)

{

tmp[i] = Array[i];

}

delete[]Array;

size++;

Array = new Base \* [size];

for (int i = 0; i < size - 1; i++)

{

Array[i] = tmp[i];

}

Array[size - 1] = &elem;

delete[]tmp;

names.push\_back(name);

}

void Container::Remove(int r)

{

Base\*\* tmp = new Base \* [size];

int j = 0;

int k = 0;

for (int i = 0; i < size; i++)

{

if (i == r)

{

k = 1;

}

else

{

tmp[j] = Array[i];

j++;

}

}

if (k == 0)

throw - 1;

delete[] Array;

Array = new Base \* [size - 1];

size = size - 1;

for (int i = 0; i < size; i++)

Array[i] = tmp[i];

delete[] tmp;

names.erase(names.begin() + r);

}

void Container::ShowAll()

{

cout << "Objects: " << endl;

for (int i = 0; i < size; i++)

cout << i << ") " << names[i] << " of " << typeid(\*Array[i]).name() << endl;

}

inline void Container::Show(int i)

{

cout << "Object no. " << i << ":" << endl << \*Array[i] << endl;

}