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| **实验目的与要求：**  **目的：**针对状态矩阵、NFA、DFA、正规式、确定化算法、最小化算法、Thompson算法等词法分析应用问题，设计并实现相应的解决方案，通过设计FA相关类族，以及实现前述几个重要的算法，既加深对抽象的词法、自动机、正规式等形式语言理论基础概念的理解与掌握，也加强对面向对象程序编写能力和计算思维的培养。  **要求:**  **第一部分： 无符号数的识别及DFA的应用**  这部分又分为2个小实验   1. 输入：一个文本文件（源代码文件）   输出：将源代码中的无符号数识别出来并输出到另一个文件中  示例：如果输入是“123\*abc+def/99.2+9.9E+c”，那么输出是：（数字, 123），（其它，\*abc+def/），（数字，99.2），（其它，+），（异常，9.9E+c）  说明：其它是非数字打头的字符串；异常是数字打头，但最后却是不符合定义的无符号数。   1. 假设：用字符“ABCDEFGHIJK”（大写）分别表示数字0..9和.、E、+、-，那么，字符串“BCLD”表示数字“12E3”=12000；   输入：一个文本文件  输出：将隐藏在文本文件中的有效无符号数识别出来。  示例：如果输入是“BCD\*abc+def/JJKC+JKJL+c”，那么输出是：（数字, 123）、（数字，99.2），无效（异常）的无符号数不输出  **第二部分：DFA/NFA的读写及确定化、最小化算法 （选做）**  这部分又分为3个小实验   1. 输入：一个文本文件（格式自定义）   输出：读入文件中的DFA/NFA，创建对应的DFA/NFA对象，再写回另一文件中。  示例：如果输入是“f(S,a)=A, f(A,b)=B, {B}” //假设默认开始状态是S，  那么输出是：K={S，A，B}；Σ={a,b}；f(S,a)=A, f(A,b)=B；S；Z={B}   1. 输入：上一实验输出的NFA文件   输出：将读入的NFA进行确定化后，输出结果，需要考虑有/无ε的情况。   1. 输入：上一实验输出的DFA文件   输出：将读入的DFA进行最小化后，输出结果。  **第三部分：正规式及其应用**  这部分又分为3个小实验   1. Thompson方法的实现   输入：一个正规式  处理：创建与正规式对应的NFA对象，再将NFA对象写回文件，格式与前述实验相同，使得能够读回；  示例：如果输入是“a\*b”，那么输出是：K={A , B , C , D , E , F}；Σ={a, b}；f(A,ε)=B, f(B,a)=C, f(C, ε)=B, f(C, ε)=D, f(A, ε)=D, f(D, ε)=E, f(E, b)=F；A；Z={F}  说明：优先级处理可用栈或递归，思路见算符优先分析法。概要来说，判断当前运算符与下一个运算符间的优先级，当前≥下一个则计算（产生NFA），否则入栈或递归。   1. 从正规式到DFA   将上述实验与前述实验连接起来，使得读入一个正规式文件，能输出一个DFA。正规式文件格式自定，通常每行一个正规式。  示例：如果正规式文件包括2行，每行分别是“a”和“b”，那么，输出的DFA实际上是“a | b”对应的DFA。   1. 字符串的识别   输入：一个正规式文件和一个字符串文件  输出：判断字符串文件中的每个字符串，能否被正规式对应的DFA所识别  其次，再给每个正规式增加一个类别，识别到给定字符串符合某个特定正规式时，输出该类别。  示例：如果输入  a\* 类A  b 类B  那么对字符串aaa输出：aaa，类A |
| **方法、步骤：**  要完成本实验，依据实验要求进行分解，需要从数据结构设计和面向对象设计角度，思考并回答下述问题：   1. 如何识别无符号数？   如何判断一个输入的字符串中，包括无符号数字？如何判断无符号数的开始？中间字符及结束？     1. 根据题意，可以根据无符号数的识别画出如上状态转换图，首先输入一个字符串，如果该字符串为无符号数，则该串的首字符必为数字，若不为数字，则为不合法的终结状态，即该串不是无符号数。 2. 当第一个字符为数字，则进入状态1，继续接收输入的字符，当字符持续为数字时则保持在状态1，若字符为“.”或者“E/e”时，则跳转到状态2或者4。若输入结束，1为合法终结态，则输入的字符串为合法的无符号数。 3. 当第一个字符为“.”则跳转到状态3，若接下来的字符为数字则跳转到状态2，否则为非法状态，输出非无符号数。 4. 在状态2时接收字符，若字符为数字则保持为状态2，若输入结束，2为合法终结态，则输入的字符串为合法的无符号数。若输入为“E”则跳转到状态4。 5. 进入状态4时，若接收的字符为“+/-”则跳转到状态5，否则为非法终结态，即字符串为非无符号数。若接收的字符为数字，则跳转到状态6。 6. 状态5接受字符，若字符为数字，则进入状态6，否则为非法状态。 7. 状态6只接收数字字符，否则为非法状态。 8. 合法终结态为状态1、2、6，在其他状态结束输入均为非法终结态。 9. 如何实现简单的字符映射加解密算法？   一种简单的字符映射加解密算法是将每个字符映射到另一个字符上，可以使用一个固定的映射表来进行加解密操作。可以自己创建一个映射表对字符进行映射加密，或者最简单的方法时将字符转换为ascii，然后使用ascii计算与某个固定字符的差值对字符进行加密。  解密时只需要按照解密时所使用的映射规则对字符逐一进行反映射即可对加密字符的解密操作。  在本次实验用，可以直接选用一个映射表，将字符一一映射，解密进行映射解密即可。   1. 如何定义DFA/NFA对象，特别的，对自动机里面的映射函数f如何定义、存储？（注意这里的“对象”，指用面向对象的程序设计思维方式（内部数据结构、消息）来定义一个DFA类、一个NFA类。）   在面向对象的程序设计思维方式下，可以定义一个DFA类和一个NFA类来表示有限状态自动机。这两个类都应该包含有限状态自动机的必要属性和方法，包括状态集、输入字母表、起始状态、接受状态、转移函数等。  对于转移函数f，可以使用一个字典来存储，字典的键为元组(state, input)，表示从状态state接收到输入input时的转移，字典的值为转移后的状态。这种方式可以有效地存储和查找转移函数，因为它能够充分利用Python中字典的查找性能。   1. 如何实现确定化算法？（选做）   确定化算法需要把一个旧的状态集合作为一个新的状态，这种情况如何处理？又如何求某个状态的ε闭包？  请在这里，补充完善你的设计思路，完成后，请删去这句话。   1. 如何实现最小化算法？（选做）   最小化算法需要对原状态集进行等价类划分，这个划分要如何处理？  请在这里，补充完善你的设计思路，完成后，请删去这句话。   1. 汤普森方法需要处理算符的优先级，该如何处理？如何进行递归调用？   当处理到运算符时，递归调用Thompson方法，将左右两个子表达式转换成对应的NFA。对于星号、竖线或点号运算符，递归调用Thompson方法的方式略有不同：   1. 对于星号运算符，先递归处理星号运算符右边的子表达式，然后将结果存储在一个临时NFA对象中。 2. 接下来，创建两个新状态，一个新的起始状态和一个新的接受状态。 3. 修改临时NFA对象，将其可以接受0个或多个字符，并且将其接受状态指向新的接受状态。 4. 将新的起始状态指向临时NFA对象的起始状态，并将新的接受状态作为返回值。 5. 对于竖线运算符，先递归处理竖线运算符左边和右边的子表达式，然后将结果存储在两个临时NFA对象中。 6. 接下来，创建两个新状态，一个新的起始状态和一个新的接受状态。 7. 修改两个临时NFA对象，将其可以并行接受输入字符串，并且将其起始状态分别指向新的起始状态。 8. 将新的接受状态指向两个临时NFA对象的接受状态，并将新的起始状态和新的接受状态作为返回值。 9. 对于点号运算符，先递归处理点号运算符左边的子表达式，然后递归处理点号运算符右边的子表达式，并将结果存储在两个临时NFA对象中。 10. 修改两个临时NFA对象，将左边NFA的接受状态指向右边NFA的起始状态。 11. 将左边NFA的起始状态和右边NFA的接受状态作为返回值。   在递归调用中，将Thompson方法的返回值作为参数传递给上层的Thompson方法。通过这种方式，可以逐层地构建NFA，最终得到一个完整的NFA。   1. 如何根据给定DFA，判断并输出给定输入串的类别？   给定一个DFA和一个输入字符串，我们可以使用该DFA来判断输入字符串是否属于该DFA所表示的语言，并输出相应的类别。具体步骤如下：   1. 首先，将输入字符串的第一个字符作为当前状态的输入字符。 2. 然后，查找DFA中是否存在从当前状态出发，输入字符为当前输入字符的转移。如果存在，则将当前状态更新为该转移的目标状态，并继续处理输入字符串的下一个字符。如果不存在，则说明该输入字符串不属于该DFA所表示的语言，可以直接输出不合法的信息。 3. 当输入字符串中的所有字符都被处理完毕时，判断当前状态是否为该DFA的终止状态。如果是，则说明该输入字符串属于该DFA所表示的语言，可以输出相应的类别；否则，说明该输入字符串不属于该DFA所表示的语言，可以直接输出不合法的信息。   注意，对于一个DFA，可能存在多个终止状态，因此需要根据实际情况对当前状态进行判断。如果当前状态属于该DFA的终止状态集合，则说明该输入字符串属于该DFA所表示的语言。 |
| **实验过程及内容：**   1. 第一部分 2. 在该部分中，首先定义一个状态转移矩阵，根据上述状态图画出以下状态转移矩阵，其中如果在状态转移过程中，跳转到other的时前一个状态为1、2、6为合法终结态，否则为非法终结态。  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | | 状态  输入 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | | digit | 1 | 1 | 2 | 2 | 6 | 6 | 6 | / | | dot | 3 | 2 | / | 7 | / | / | / | / | | E/e | / | 4 | 4 | / | / | / | / | / | | +/- | / | / | / | / | 5 | / | / | / | | other | 7 | 7 | 7 | 7 | 7 | 7 | 7 | / |   在python可以定义一个有向图transition来表示状态转移；在有向图中，每个节点表示一个状态，每条边表示一个输入字符，边的权重表示从一个状态转移到另一个状态所对应的输出类型。在该有向图中，每个节点的出边的字典表示从该节点转移到其他节点所需的输入字符和转移后的状态。  部分状态转移函数get\_state()代码如下：    传入参数为initial和receive两个参数，返回为transition+.get(initial).get(receive)，也就是起始态接受某一字符后的下一个状态。  在主函数中，首先使用python的docx模块打开doc文件，然后将文件中的内容读取到字符串中，然后使用split方法按照空格分隔的方式转换为列表，然后遍历列表，将列表中的空串给剔除。    将列表传入子函数is\_unsigned\_integer函数中，在该函数中遍历列表中的元素，首先判断元素中是否有数字，若没有数字，则直接将“（其他，s）”写入文本文件中；如果有数字则将该字符串传入子函数get\_digit中进一步将字符串中的无符号数提取出来，将提取出来的各个类型的串写入到创建的result文本文件中    在is\_digit子函数中，首先将状态设置为’start’，遍历字符串，调用get\_state方法获取当前状态，然后根据状态进行下一步操作，在这里需要注意的是状态为’end’的几个状态，在遇到end状态时则将结果写入到列表中去，然后重新设置开始状态进行下一次遍历。    需要注意的时，在遍历完一个字符串后，还需要对字符串缓冲区buffer进行检测，buffer如果不为空，则按照当前状态将结果写入列表  中。     1. 在part1-1的基础上增加一个映射表     然后在遍历列表的时候，不进行数字判断改为加密判断    在子函数中遍历加密字符串时，也就是遍历含有数字的字符串时，使用映射表进行逐一解密，然后按照原本步骤进行输出即可。    完成解密过程之后，提取无符号数过程与第一题时相同的，只不过只需要将数字输出，非数字 部分不需要输出。   1. 第三部分 2. 首先定义一个state\_node类，使用该类来表示状态的转移      1. 定义一个regex类，用来存储正则表达式，然后在该类里边定义一个函数，将正则表达式转换为后缀表达式      1. 定义一个nfa类，对需要用到的状态码，字母表，状态转换表等一一初始化     首先在主函数中，使用输入函数接收正则表达式，然后调用regex类的转换函数将正则表达式转换为后缀表达式，然后初始化NFA类对象，调用state\_init函数对初始状态进行初始化    然后对后缀表达式进行操作数栈和操作符栈，初始化完成后，进行NFA转换。    针对字母、操作符一一进行运算，我在这里对闭包运算进行了判断，如果与或运算时一起的话则进行或闭包运算。在这里为了防止二义性，我使用了·也就是点乘符号，用来连接，也就是对表达式进行分割。  在完成运算过后，使用调用print\_nfa函数对nfa进行输出 |
| **实验结论：**   1. 实验1 第一部分   输入为question.docx，也就是实验材料所给的问题，输出为result文件，输出结果如下：    可以看到，能够正确输出文件中的无符号数   1. 第二部分   首先对question.docx进行加密，加密完成后的文本如下    然后对文本文件进行解密，再提取无符号数如下：     1. 实验输入a\*·b，输出如下     输入1\*·0·(0|1)\*,输出如下： |
| **心得体会：**  通过本次实验，我对词法分析程序的实现原理和实践方法有了更深入的了解。我还学会了使用Python中的re模块进行正则表达式匹配，同时还极大地提升了我的python编程的能力。  本次实验难度对我来说较大，遇到的困难较多，但是通过查询资料和学习之后，在解决问题的同时也收获了许多。在本次编写的代码中，可能会些许错误，在后续的学习中我会继续努力，努力完成后续实验及练习。 |
| 指导教师批阅意见：  成绩评定：  指导教师签字：尹剑飞  年 月 日 |
| 备注： |