# Exercises: Advanced Django Model Techniques

This document defines the **exercise assignments** for the [Python ORM course @ Software University](https://softuni.bg/trainings/4253/python-orm-october-2023).

Submit your solutions in the SoftUni [Judge system](https://judge.softuni.org/Contests/4332/Advanced-Django-Model-Techniques-Exercise).

## Customer

Write a Django model called "**Customer"** with the provided information:

* "**name**" - character field, **consisting of a maximum of 100 characters**. The name must contain only **letters** and **spaces**, otherwise raise a "**ValidationError"** with the message: "**Name can only contain letters and spaces"**.
* "**age**" - positive integer field. If the **age** is under 18, **raise** a "**ValidationError"** with the message: "**Age must be greater than 18"**.
* "**email**" - email field. If the email is **invalid**, raise a "**ValidationError"** with the message: "**Enter a valid email address"**.
* "**phone\_number**" - character field, **consisting of a maximum of 13 characters**. The phone number must start with **"+359"** followed by 9 more digits, otherwise raise a "**ValidationError"** with the message: **"Phone number must start with a '+359' followed by 9 digits"**.
* "**website\_url**" - URL field. If the URL is **invalid**, raise a "**ValidationError"** with the message "**Enter a valid URL**".

### Examples

**When submitting your solution to the Judge system, please, refactor the caller.py file as you comment or delete the creation of the objects, otherwise, it will have an impact on the database and the results of the Judge tests.**

|  |
| --- |
| **Test Code - caller.py** |
| customer = Customer(  name="Svetlin Nakov1",  age=1,  email="nakov@example",  phone\_number="+35912345678",  website\_url="htsatps://nakov.com/" )  try:  customer.full\_clean()  customer.save() except ValidationError as e:  print('\n'.join(e.messages)) |
| **Output** |
| Name can only contain letters and spaces  Age must be greater than 18  Enter a valid email address  Phone number must start with '+359' followed by 9 digits  Enter a valid URL |

## Media

You'll build a media management system that handles various types of media, including books, movies, and music.

Write a Django model called "**BaseMedia"**. It is a base model, **and it is NOT meant to create a database table on its own**. The model has the following fields:

* "**title**" - character field, **consisting of a maximum of 100 characters.**
* "**description**" - text field.
* "**genre**" - character field, **consisting of a maximum of 50 characters.**
* "**created\_at**" - date time field. Every time a **new** **record** is created it should save the **current time** of the creation of the **record**.

Write a **second** Django model called "**Book"**. It is a model of type **media**. The model has the following fields:

* "**author**" - character field, **consisting of a maximum of 100 characters.** The title must have at least 5 characters, otherwise, raise a "**ValidationError"** with the message "**Author must be at least 5 characters long**".
* "**isbn**" - character field, **consisting of a maximum of 20 characters, unique.** The isbn must have at least 6 characters, otherwise, raise a "**ValidationError"** with the message "**ISBN must be at least 6 characters long**".

Write a **third** Django model called "**Movie"**. It is a model of type **media**. The model has the following fields:

* "**director**" - character field, **consisting of a maximum of 100 characters.** The director must have at least 8 characters, otherwise, raise a "**ValidationError"** with the message "**Director must be at least**

**8 characters long**".

Write a **fourth** Django model called "**Music"**. It is a model of type **media**. The model has the following fields:

* "**artist**" - character field, **consisting of a maximum of 100 characters.** The artist must have at least 9 characters, otherwise, raise a "**ValidationError"** with the message "**Artist must be at least 9 characters long**".

### BaseMedia Meta class

* **Order** the fields by "**created\_at**" (**descending**) and "**title**" (**ascending**).

### Book Meta class

* The "**Meta**" class should **inherit** its parent class fields**.** Also, set the **verbose name** to "**Model Book**" and the **plural verbose name** to "**Models of type - Book**".

### Movie Meta class

* The "**Meta**" class should **inherit** its parent class fields**.** Also, set the **verbose name** to "**Model Movie**" and the **plural verbose name** to "**Models of type - Movie**".

### Music Meta class

* The "**Meta**" class should **inherit** its parent class fields**.** Also, set the **verbose name** to "**Model Music**" and the **plural verbose name** to "**Models of type - Music** ".

### Examples

**When submitting your solution to the Judge system, please, refactor the caller.py file as you comment or delete the creation of the objects, otherwise, it will have an impact on the database and the results of the Judge tests.**

|  |
| --- |
| **Test Code - caller.py** |
| book = Book(  title="Short Title",  description="A book with a short title.",  genre="Fiction",  author="A",  isbn="1234" )  try:  book.full\_clean()  book.save()  except ValidationError as e:  print("Validation Error for Book:")  for field, errors in e.message\_dict.items():  print(f"{field}: {', '.join(errors)}") |
| **Output** |
| Validation Error for Book:  author: Author must be at least 5 characters long  isbn: ISBN must be at least 6 characters long |

## Digital Products

Write a Django model called "**Product"**. The model has the following fields:

* "**name**" - character field, **consisting of a maximum of 100 characters.**
* "**price**" - decimal field, **with maximum of 10 digits and 2 decimal places.**

Write a **second** Django model called " **DiscountedProduct"**. It is a **type** of **product**.

### DiscountedProduct Meta class

* The model "**DiscountedProduct**" shares the same **database** **table** as its parent model "**Product**" and provides **additional** or **customized** functionality.

### Methods inside the Product model

Method: "**calculate\_tax()**" **returns** the **tax** for the product. The **tax rate** is **8%** of the **price**.

Method: "**calculate\_shipping\_cost(weight: Decimal)**" **returns** the calculated **shipping cost** for the product. The **shipping cost** is the **weight units** of the product **multiplied** by **2.00**.

Method: "**format\_product\_name()**" **returns** the **name** of the product in the **format**:

* **"Product: {product\_name}"**

### Methods inside the DiscountedProduct model

Method: "**calculate\_price\_without\_discount()**" **returns** the calculated **price without discount** for the product. The **original** **price** is **20%** higher than the **price** **without** a **discount**.

Method: "**calculate\_tax()**" **returns** the **tax** for the product. The **tax rate** is **5%** of the **price**.

Method: "**calculate\_shipping\_cost(weight: Decimal)**" **returns** the calculated **shipping cost** for the product. The **shipping cost** is the **weight units** of the product **multiplied** by **1.50**.

Method: "**format\_product\_name()**" **returns** the **name** of the product in the **format**:

* **"Discounted Product: {product\_name}"**

### Examples

**When submitting your solution to the Judge system, please, refactor the caller.py file as you comment or delete the creation of the objects, otherwise, it will have an impact on the database and the results of the Judge tests.**

|  |
| --- |
| **Test Code - caller.py** |
| # Create a Product instance product = Product.objects.create(name="Gaming Keyboard", price=Decimal(100.00))  # Calculate and print the tax tax\_price = product.calculate\_tax() print(f"Tax for {product.name}: ${tax\_price:.2f}")  # Calculate and print the shipping cost shipping\_cost = product.calculate\_shipping\_cost(Decimal(2.50)) print(f"Shipping Cost for {product.name}: ${shipping\_cost:.2f}")  # Format and print the product name formatted\_name = product.format\_product\_name() print(f"Formatted Product Name: {formatted\_name}")  # Create a DiscountedProduct instance discounted\_product = DiscountedProduct.objects.create(name="Gaming Mouse", price=Decimal(120.00))  # Calculate and print the price without discount (DiscountedProduct) discounted\_price = discounted\_product.calculate\_price\_without\_discount() print(f"Price Without Discount for {discounted\_product.name}: ${discounted\_price:.2f}")  # Calculate and print the tax (DiscountedProduct) tax\_price = discounted\_product.calculate\_tax() print(f"Tax for {discounted\_product.name}: ${tax\_price:.2f}")  # Calculate and print the shipping cost (DiscountedProduct) shipping\_cost = discounted\_product.calculate\_shipping\_cost(Decimal(2.50)) print(f"Shipping Cost for {discounted\_product.name}: ${shipping\_cost:.2f}")  # Format and print the product name (DiscountedProduct) formatted\_name = discounted\_product.format\_product\_name() print(f"Formatted Product Name: {formatted\_name}") |
| **Output** |
| Tax for Gaming Keyboard: $8.00  Shipping Cost for Gaming Keyboard: $5.00  Formatted Product Name: Product: Gaming Keyboard  Price Without Discount for Gaming Mouse: $144.00  Tax for Gaming Mouse: $6.00  Shipping Cost for Gaming Mouse: $3.75  Formatted Product Name: Discounted Product: Gaming Mouse |

## Superhero Universe

Write a Django model called "**Hero"**. The model has the following fields:

* "**name**" - character field, **consisting of a maximum of 100 characters.**
* "**hero\_title**" - character field, **consisting of a maximum of 100 characters.**
* "**energy**" - positive integer field.

Write a **second** Django model called "**SpiderHero"**. It is a **type** of **hero**.

Write a **third** Django model called "**FlashHero"**. It is a **type** of **hero**.

### Methods inside the SpiderHero model

Method: **"swing\_from\_buildings()"** is the secret special ability of the **spider** **hero**. Each time the **ability** is used, the hero's **energy** **decreases** with **80** units.

* If the **energy is less than or equal to 0,** only **return** as a result: **"{hero\_name} as Spider Hero is out of web shooter fluid"**.
* If you **successfully** used the ability (the **remaining** **energy** is a **positive number**), **save** all the changes, and **return** as a result: **"{hero\_name} as Spider Hero swings from buildings using web shooters"**.

### Methods inside the FlashHero model

Method: **"run\_at\_super\_speed()"** is the secret special ability of the **flash** **hero**. Each time the **ability** is used, the hero's **energy** **decreases** with **65** units.

* If the **energy is less than or equal to 0,** only **return** as a result: **"{hero\_name} as Flash Hero needs to recharge the speed force"**.
* If you **successfully** used the ability (the **remaining** **energy** is a **positive number**), **save** all the changes, and **return** as a result: **"{hero\_name} as Flash Hero runs at lightning speed, saving the day"**.

### SpiderHero Meta class

* The model "**SpiderHero**" shares the same **database** **table** as its parent model "**Hero**" and provides **additional** or **customized** functionality.

### FlashHero Meta class

* The model "**FlashHero**" shares the same **database** **table** as its parent model "**Hero**" and provides **additional** or **customized** functionality.

### Mixin RechargeEnergyMixin

Write a **mixin** called "**RechargeEnergyMixin**". The **mixin** has the following method:

Method: **"recharge\_energy(amount: int)"** **recharges** the **energy** for the hero with the given **amount**. The energy **cannot** exceed **100**.

**Note**: **Inherit** the **mixin** in the "**Hero**" model.

### Examples

**When submitting your solution to the Judge system, please, refactor the caller.py file as you comment or delete the creation of the objects, otherwise, it will have an impact on the database and the results of the Judge tests.**

|  |
| --- |
| **Test Code - caller.py** |
| *# Create instance of SpiderHero* spiderman = SpiderHero(name="Spider-Man", hero\_title="Spider Hero", energy=100) *# Create instance of FlashHero* flash = FlashHero(name="The Flash", hero\_title="Flash Hero", energy=70)  *# Save the instances to the database* spiderman.save() flash.save()  *# Run the special abilities* print(spiderman.swing\_from\_buildings()) print(flash.run\_at\_super\_speed()) print(spiderman.swing\_from\_buildings())  *# Recharge the energy of Spider-Man and The Flash using the mixin method* spiderman.recharge\_energy(195) flash.recharge\_energy(40)  *# Now you can check the updated energy levels* print(f"{spiderman.name} - Energy: {spiderman.energy}") print(f"{flash.name} - Energy: {flash.energy}") |
| **Output** |
| Spider-Man as Spider Hero swings from buildings using web shooters  The Flash as Flash Hero runs at lightning speed, saving the day  Spider-Man as Spider Hero is out of web shooter fluid  Spider-Man - Energy: 100  The Flash - Energy: 45 |

## \*Vector Searching

In this **exercise**, you will create a Django **model** called "**Document**" for storing **documents** with the ability to perform **efficient** **full-text searches**. The model has the following fields:

* "**title**" - character field, **consisting of a maximum of 200 characters.**
* "**content**" - text field.
* "**search\_vector**" - "**SearchVectorField"**, with **null="True"**.

### Document Meta class

* The model "**Document**" has an **indexes** option. The only **field** in the option is "**search\_vector**".

Read more about the "**SearchVectorField"** at:

* <https://docs.djangoproject.com/en/4.2/ref/contrib/postgres/search/#searchvectorfield>

**This exercise is not amenable to evaluation through the Judge system.**

### Examples

|  |
| --- |
| **Test Code - caller.py** |
| from django.contrib.postgres.search import SearchVector  # Create the first 'Document' object with a title and content. document1 = Document.objects.create(  title="Django Framework 1",  content="Django is a high-level Python web framework for building web applications.", )  # Create the second 'Document' object with a title and content. document2 = Document.objects.create(  title="Django Framework 2",  content="Django framework provides tools for creating web pages, handling URL routing, and more.", )  # Update the 'search\_vector' field in the 'Document' model with search vectors. Document.objects.update(search\_vector=SearchVector('title', 'content'))  # Perform a full-text search for documents containing the words 'django' and 'web framework'. results = Document.objects.filter(search\_vector='django web framework')  # Print the search results. for result in results:  print(f"Title: {result.title}") |
| **Output** |
| Title: Django Framework 1  Title: Django Framework 2 |

### Hint

The "**SearchVectorField"** in Django is a specialized field used in combination with **PostgreSQL's** full-text search capabilities. It allows you to efficiently perform **full-text searches** on the textual content of your **model** instances.

When data is saved to a "**SearchVectorField"**, the text content is preprocessed, which typically includes

* **Tokenization**: Breaking text into words or tokens.
* **Stemming**: Reducing words to their root form (e.g., "running" becomes "run").
* **Lowercasing**: Converting all text to lowercase for case-insensitive searches.
* **Removing stopwords**: Eliminating common words like "and," "the," "is," etc.
* Other text transformations.

![](data:image/png;base64,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)

The "**SearchVectorField"** field comes from Django's **PostgreSQL**-specific extension for advanced text search features. This extension, part of the "**django.contrib.postgres"** module, extends Django's capabilities to work seamlessly with **PostgreSQL's** advanced text search functionality.
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