R Notebook

***6. In this exercise, you will further analyze the Wage data set considered throughout this chapter.***

1. Perform polynomial regression to predict wage using age. Use cross-validation to select the optimal degree d for the polynomial. What degree was chosen, and how does this compare to the results of hypothesis testing using ANOVA? Make a plot of the resulting polynomial fit to the data.

Load Wage dataset. Keep an array of all cross-validation errors. We are performing K-fold cross validation with K=10.

set.seed(1)  
library(ISLR)  
library(boot)  
all.deltas = rep(NA, 10)  
for (i in 1:10) {  
 glm.fit = glm(wage~poly(age, i), data=Wage)  
 all.deltas[i] = cv.glm(Wage, glm.fit, K=10)$delta[2]  
}  
plot(1:10, all.deltas, xlab="Degree", ylab="CV error", type="l", pch=20, lwd=2, ylim=c(1590, 1700))  
min.point = min(all.deltas)  
sd.points = sd(all.deltas)  
abline(h=min.point + 0.2 \* sd.points, col="red", lty="dashed")  
abline(h=min.point - 0.2 \* sd.points, col="red", lty="dashed")  
legend("topright", "0.2-standard deviation lines", lty="dashed", col="red")
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We now find best degree using Anova.

fit.1 = lm(wage~poly(age, 1), data=Wage)  
fit.2 = lm(wage~poly(age, 2), data=Wage)  
fit.3 = lm(wage~poly(age, 3), data=Wage)  
fit.4 = lm(wage~poly(age, 4), data=Wage)  
fit.5 = lm(wage~poly(age, 5), data=Wage)  
fit.6 = lm(wage~poly(age, 6), data=Wage)  
fit.7 = lm(wage~poly(age, 7), data=Wage)  
fit.8 = lm(wage~poly(age, 8), data=Wage)  
fit.9 = lm(wage~poly(age, 9), data=Wage)  
fit.10 = lm(wage~poly(age, 10), data=Wage)  
anova(fit.1, fit.2, fit.3, fit.4, fit.5, fit.6, fit.7, fit.8, fit.9, fit.10)

## Analysis of Variance Table  
##   
## Model 1: wage ~ poly(age, 1)  
## Model 2: wage ~ poly(age, 2)  
## Model 3: wage ~ poly(age, 3)  
## Model 4: wage ~ poly(age, 4)  
## Model 5: wage ~ poly(age, 5)  
## Model 6: wage ~ poly(age, 6)  
## Model 7: wage ~ poly(age, 7)  
## Model 8: wage ~ poly(age, 8)  
## Model 9: wage ~ poly(age, 9)  
## Model 10: wage ~ poly(age, 10)  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 2998 5022216   
## 2 2997 4793430 1 228786 143.7638 < 2.2e-16 \*\*\*  
## 3 2996 4777674 1 15756 9.9005 0.001669 \*\*   
## 4 2995 4771604 1 6070 3.8143 0.050909 .   
## 5 2994 4770322 1 1283 0.8059 0.369398   
## 6 2993 4766389 1 3932 2.4709 0.116074   
## 7 2992 4763834 1 2555 1.6057 0.205199   
## 8 2991 4763707 1 127 0.0796 0.777865   
## 9 2990 4756703 1 7004 4.4014 0.035994 \*   
## 10 2989 4756701 1 3 0.0017 0.967529   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Anova shows that all polynomials above degree 3 are insignificant at 1 significance level.

We now plot the polynomial prediction on the data

plot(wage~age, data=Wage, col="darkgrey")  
agelims = range(Wage$age)  
age.grid = seq(from=agelims[1], to=agelims[2])  
lm.fit = lm(wage~poly(age, 3), data=Wage)  
lm.pred = predict(lm.fit, data.frame(age=age.grid))  
lines(age.grid, lm.pred, col="blue", lwd=2)
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1. Fit a step function to predict wage using age, and perform crossvalidation to choose the optimal number of cuts. Make a plot of the fit obtained.

We use cut points of up to 10.

all.cvs = rep(NA, 10)  
for (i in 2:10) {  
 Wage$age.cut = cut(Wage$age, i)  
 lm.fit = glm(wage~age.cut, data=Wage)  
 all.cvs[i] = cv.glm(Wage, lm.fit, K=10)$delta[2]  
}  
plot(2:10, all.cvs[-1], xlab="Number of cuts", ylab="CV error", type="l", pch=20, lwd=2)
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We now train the entire data with step function using 8 cuts and plot it.

lm.fit = glm(wage~cut(age, 8), data=Wage)  
agelims = range(Wage$age)  
age.grid = seq(from=agelims[1], to=agelims[2])  
lm.pred = predict(lm.fit, data.frame(age=age.grid))  
plot(wage~age, data=Wage, col="darkgrey")  
lines(age.grid, lm.pred, col="red", lwd=2)
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***9. This question uses the variables dis (the weighted mean of distances to five Boston employment centers) and nox (nitrogen oxides concentration in parts per 10 million) from the Boston data. We will treat dis as the predictor and nox as the response.***

set.seed(1)  
library(MASS)  
attach(Boston)

1. Use the poly() function to fit a cubic polynomial regression to predict nox using dis. Report the regression output, and plot the resulting data and polynomial fits.

lm.fit = lm(nox ~ poly(dis, 3), data = Boston)  
summary(lm.fit)

##   
## Call:  
## lm(formula = nox ~ poly(dis, 3), data = Boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.121130 -0.040619 -0.009738 0.023385 0.194904   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.554695 0.002759 201.021 < 2e-16 \*\*\*  
## poly(dis, 3)1 -2.003096 0.062071 -32.271 < 2e-16 \*\*\*  
## poly(dis, 3)2 0.856330 0.062071 13.796 < 2e-16 \*\*\*  
## poly(dis, 3)3 -0.318049 0.062071 -5.124 4.27e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06207 on 502 degrees of freedom  
## Multiple R-squared: 0.7148, Adjusted R-squared: 0.7131   
## F-statistic: 419.3 on 3 and 502 DF, p-value: < 2.2e-16

dislim = range(dis)  
dis.grid = seq(from = dislim[1], to = dislim[2], by = 0.1)  
lm.pred = predict(lm.fit, list(dis = dis.grid))  
plot(nox ~ dis, data = Boston, col = "darkgrey")  
lines(dis.grid, lm.pred, col = "red", lwd = 2)
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Summary demonstrates that when forecasting nox with dis, all polynomial terms are meaningful. The plot displays a smooth curve that reasonably fits the data.

1. Plot the polynomial fits for a range of different polynomial degrees (say, from 1 to 10), and report the associated residual sum of squares.

We plot polynomials of degrees 1 to 10 and save train RSS.

all.rss = rep(NA, 10)  
for (i in 1:10) {  
 lm.fit = lm(nox ~ poly(dis, i), data = Boston)  
 all.rss[i] = sum(lm.fit$residuals^2)  
}  
all.rss

## [1] 2.768563 2.035262 1.934107 1.932981 1.915290 1.878257 1.849484 1.835630  
## [9] 1.833331 1.832171

As expected, train RSS monotonically decreases with degree of polynomial.

1. Perform cross-validation or another approach to select the optimal degree for the polynomial, and explain your results.

We use a 10-fold cross validation to pick the best polynomial degree

library(boot)  
all.deltas = rep(NA, 10)  
for (i in 1:10) {  
 glm.fit = glm(nox ~ poly(dis, i), data = Boston)  
 all.deltas[i] = cv.glm(Boston, glm.fit, K = 10)$delta[2]  
}  
plot(1:10, all.deltas, xlab = "Degree", ylab = "CV error", type = "l", pch = 20,   
 lwd = 2)
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1. Use the bs() function to fit a regression spline to predict nox using dis. Report the output for the fit using four degrees of freedom. How did you choose the knots? Plot the resulting fit.

We can see that dis has roughly 1 and 13 limitations, respectively. We divide this range into four relatively equal portions, and we create knots at [4,7,11]. Recall that the R bs function requires either a df or knots argument. Knots are disregarded if both are specified.

library(splines)  
sp.fit = lm(nox ~ bs(dis, df = 4, knots = c(4, 7, 11)), data = Boston)  
summary(sp.fit)

##   
## Call:  
## lm(formula = nox ~ bs(dis, df = 4, knots = c(4, 7, 11)), data = Boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.124567 -0.040355 -0.008702 0.024740 0.192920   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.73926 0.01331 55.537 < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(4, 7, 11))1 -0.08861 0.02504 -3.539 0.00044 \*\*\*  
## bs(dis, df = 4, knots = c(4, 7, 11))2 -0.31341 0.01680 -18.658 < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(4, 7, 11))3 -0.26618 0.03147 -8.459 3.00e-16 \*\*\*  
## bs(dis, df = 4, knots = c(4, 7, 11))4 -0.39802 0.04647 -8.565 < 2e-16 \*\*\*  
## bs(dis, df = 4, knots = c(4, 7, 11))5 -0.25681 0.09001 -2.853 0.00451 \*\*   
## bs(dis, df = 4, knots = c(4, 7, 11))6 -0.32926 0.06327 -5.204 2.85e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06185 on 499 degrees of freedom  
## Multiple R-squared: 0.7185, Adjusted R-squared: 0.7151   
## F-statistic: 212.3 on 6 and 499 DF, p-value: < 2.2e-16

sp.pred = predict(sp.fit, list(dis = dis.grid))  
plot(nox ~ dis, data = Boston, col = "darkgrey")  
lines(dis.grid, sp.pred, col = "red", lwd = 2)

![](data:image/png;base64,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)

1. Now fit a regression spline for a range of degrees of freedom, and plot the resulting fits and report the resulting RSS. Describe the results obtained.

We fit regression splines with dfs between 3 and 16.

all.cv = rep(NA, 16)  
for (i in 3:16) {  
 lm.fit = lm(nox ~ bs(dis, df = i), data = Boston)  
 all.cv[i] = sum(lm.fit$residuals^2)  
}  
all.cv[-c(1, 2)]

## [1] 1.934107 1.922775 1.840173 1.833966 1.829884 1.816995 1.825653 1.792535  
## [9] 1.796992 1.788999 1.782350 1.781838 1.782798 1.783546

Train RSS monotonically decreases till df=14 and then slightly increases for df=15 and df=16.

1. Perform cross-validation or another approach in order to select the best degrees of freedom for a regression spline on this data. Describe your results.

Finally, we use a 10-fold cross validation to find best df. We try all integer values of df between 3 and 16.

all.cv = rep(NA, 16)  
for (i in 3:16) {  
 lm.fit = glm(nox ~ bs(dis, df = i), data = Boston)  
 all.cv[i] = cv.glm(Boston, lm.fit, K = 10)$delta[2]  
}

## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots = c(1.1296, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots = c(1.1296, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots = c(1.137, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = numeric(0), Boundary.knots = c(1.137, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`50%` = 3.0992), Boundary.knots =  
## c(1.137, : some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`50%` = 3.0992), Boundary.knots =  
## c(1.137, : some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`50%` = 3.2157), Boundary.knots =  
## c(1.1296, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`50%` = 3.2157), Boundary.knots =  
## c(1.1296, : some 'x' values beyond boundary knots may cause ill-conditioned  
## bases

## Warning in bs(dis, degree = 3L, knots = c(`33.33333%` = 2.354, `66.66667%` =  
## 4.2474: some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`33.33333%` = 2.354, `66.66667%` =  
## 4.2474: some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`33.33333%` = 2.4212, `66.66667%`  
## = 4.38856666666667: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`33.33333%` = 2.4212, `66.66667%`  
## = 4.38856666666667: some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`25%` = 2.1105, `50%` = 3.2721, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`25%` = 2.1105, `50%` = 3.2721, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`25%` = 2.1, `50%` = 3.1323, `75%` =  
## 5.118: some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`25%` = 2.1, `50%` = 3.1323, `75%` =  
## 5.118: some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`20%` = 1.92938, `40%` = 2.55946, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`20%` = 1.92938, `40%` = 2.55946, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`20%` = 1.93736, `40%` = 2.59666, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`20%` = 1.93736, `40%` = 2.59666, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`16.66667%` = 1.86156666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`16.66667%` = 1.86156666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`14.28571%` = 1.79777142857143, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`14.28571%` = 1.79777142857143, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`14.28571%` = 1.7936, `28.57143%`  
## = 2.16771428571429, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`14.28571%` = 1.7936, `28.57143%`  
## = 2.16771428571429, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`12.5%` = 1.734325, `25%` = 2.0941, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`12.5%` = 1.734325, `25%` = 2.0941, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`12.5%` = 1.751575, `25%` = 2.1084, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`12.5%` = 1.751575, `25%` = 2.1084, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`11.11111%` = 1.71552222222222, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`11.11111%` = 1.71552222222222, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`11.11111%` = 1.66286666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`11.11111%` = 1.66286666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`10%` = 1.62008, `20%` = 1.92938, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`10%` = 1.62008, `20%` = 1.92938, :  
## some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`10%` = 1.6283, `20%` = 1.9512, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`10%` = 1.6283, `20%` = 1.9512, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`9.090909%` = 1.61225454545455, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`9.090909%` = 1.61225454545455, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`9.090909%` = 1.61066363636364, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`9.090909%` = 1.61066363636364, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`8.333333%` = 1.60476666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`8.333333%` = 1.60476666666667, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`8.333333%` = 1.5881, `16.66667%`  
## = 1.82231666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`8.333333%` = 1.5881, `16.66667%`  
## = 1.82231666666667, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`7.692308%` = 1.58949230769231, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`7.692308%` = 1.58949230769231, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`7.692308%` = 1.5741, `15.38462%` =  
## 1.8209, : some 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`7.692308%` = 1.5741, `15.38462%` =  
## 1.8209, : some 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`7.142857%` = 1.54201428571429, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`7.142857%` = 1.54201428571429, : some  
## 'x' values beyond boundary knots may cause ill-conditioned bases

## Warning in bs(dis, degree = 3L, knots = c(`7.142857%` = 1.5768, `14.28571%`  
## = 1.81652857142857, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases  
  
## Warning in bs(dis, degree = 3L, knots = c(`7.142857%` = 1.5768, `14.28571%`  
## = 1.81652857142857, : some 'x' values beyond boundary knots may cause ill-  
## conditioned bases

plot(3:16, all.cv[-c(1, 2)], lwd = 2, type = "l", xlab = "df", ylab = "CV error")
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CV error is jumpier in this case, but attains minimum at df=10. We pick 10 as the optimal degrees of freedom.