**Hands on 5**

**Implement services for managing Country**   
  
An application requires for features to be implemented with regards to country. These features needs to be supported by implementing them as service using Spring Data JPA.

* Find a country based on country code
* Add new country
* Update country
* Delete country
* Find list of countries matching a partial country name

Before starting the implementation of the above features, there are few configuration and data population that needs to be incorporated. Please refer each topic below and implement the same.   
  
**Explanation for Hibernate table creation configuration**

* Moreover the ddl-auto defines how hibernate behaves if a specific table or column is not present in the database.
  + create - drops existing tables data and structure, then creates new tables
  + validate - check if the table and columns exist or not, throws an exception if a matching table or column is not found
  + update - if a table does not exists, it creates a new table; if a column does not exists, it creates a new column
  + create-drop - creates the table, once all operations are completed, the table is dropped

# Hibernate ddl auto (create, create-drop, update, validate)

spring.jpa.hibernate.ddl-auto=validate

Populate country table

* Delete all the records in Country table and then use the below script to create the actual list of all countries in our world.

insert into country (co\_code, co\_name) values ("AF", "Afghanistan");

insert into country (co\_code, co\_name) values ("AL", "Albania");

insert into country (co\_code, co\_name) values ("DZ", "Algeria");

insert into country (co\_code, co\_name) values ("AS", "American Samoa");

insert into country (co\_code, co\_name) values ("AD", "Andorra");

insert into country (co\_code, co\_name) values ("AO", "Angola");

insert into country (co\_code, co\_name) values ("AI", "Anguilla");

insert into country (co\_code, co\_name) values ("AQ", "Antarctica");

insert into country (co\_code, co\_name) values ("AG", "Antigua and Barbuda");

insert into country (co\_code, co\_name) values ("AR", "Argentina");

insert into country (co\_code, co\_name) values ("AM", "Armenia");

insert into country (co\_code, co\_name) values ("AW", "Aruba");

insert into country (co\_code, co\_name) values ("AU", "Australia");

insert into country (co\_code, co\_name) values ("AT", "Austria");

insert into country (co\_code, co\_name) values ("AZ", "Azerbaijan");

insert into country (co\_code, co\_name) values ("BS", "Bahamas");

insert into country (co\_code, co\_name) values ("BH", "Bahrain");

insert into country (co\_code, co\_name) values ("BD", "Bangladesh");

insert into country (co\_code, co\_name) values ("BB", "Barbados");

insert into country (co\_code, co\_name) values ("BY", "Belarus");

insert into country (co\_code, co\_name) values ("BE", "Belgium");

insert into country (co\_code, co\_name) values ("BZ", "Belize");

insert into country (co\_code, co\_name) values ("BJ", "Benin");

insert into country (co\_code, co\_name) values ("BM", "Bermuda");

insert into country (co\_code, co\_name) values ("BT", "Bhutan");

insert into country (co\_code, co\_name) values ("BO", "Bolivia, Plurinational State of");

insert into country (co\_code, co\_name) values ("BQ", "Bonaire, Sint Eustatius and Saba");

insert into country (co\_code, co\_name) values ("BA", "Bosnia and Herzegovina");

insert into country (co\_code, co\_name) values ("BW", "Botswana");

insert into country (co\_code, co\_name) values ("BV", "Bouvet Island");

insert into country (co\_code, co\_name) values ("BR", "Brazil");

insert into country (co\_code, co\_name) values ("IO", "British Indian Ocean Territory");

insert into country (co\_code, co\_name) values ("BN", "Brunei Darussalam");

insert into country (co\_code, co\_name) values ("BG", "Bulgaria");

insert into country (co\_code, co\_name) values ("BF", "Burkina Faso");

insert into country (co\_code, co\_name) values ("BI", "Burundi");

insert into country (co\_code, co\_name) values ("KH", "Cambodia");

insert into country (co\_code, co\_name) values ("CM", "Cameroon");

insert into country (co\_code, co\_name) values ("CA", "Canada");

insert into country (co\_code, co\_name) values ("CV", "Cape Verde");

insert into country (co\_code, co\_name) values ("KY", "Cayman Islands");

insert into country (co\_code, co\_name) values ("CF", "Central African Republic");

insert into country (co\_code, co\_name) values ("TD", "Chad");

insert into country (co\_code, co\_name) values ("CL", "Chile");

insert into country (co\_code, co\_name) values ("CN", "China");

insert into country (co\_code, co\_name) values ("CX", "Christmas Island");

insert into country (co\_code, co\_name) values ("CC", "Cocos (Keeling) Islands");

insert into country (co\_code, co\_name) values ("CO", "Colombia");

insert into country (co\_code, co\_name) values ("KM", "Comoros");

insert into country (co\_code, co\_name) values ("CG", "Congo");

insert into country (co\_code, co\_name) values ("CD", "Congo, the Democratic Republic of the");

insert into country (co\_code, co\_name) values ("CK", "Cook Islands");

insert into country (co\_code, co\_name) values ("CR", "Costa Rica");

insert into country (co\_code, co\_name) values ("HR", "Croatia");

insert into country (co\_code, co\_name) values ("CU", "Cuba");

insert into country (co\_code, co\_name) values ("CW", "Curaçao");

insert into country (co\_code, co\_name) values ("CY", "Cyprus");

insert into country (co\_code, co\_name) values ("CZ", "Czech Republic");

insert into country (co\_code, co\_name) values ("CI", "Côte d'Ivoire");

insert into country (co\_code, co\_name) values ("DK", "Denmark");

insert into country (co\_code, co\_name) values ("DJ", "Djibouti");

insert into country (co\_code, co\_name) values ("DM", "Dominica");

insert into country (co\_code, co\_name) values ("DO", "Dominican Republic");

insert into country (co\_code, co\_name) values ("EC", "Ecuador");

insert into country (co\_code, co\_name) values ("EG", "Egypt");

insert into country (co\_code, co\_name) values ("SV", "El Salvador");

insert into country (co\_code, co\_name) values ("GQ", "Equatorial Guinea");

insert into country (co\_code, co\_name) values ("ER", "Eritrea");

insert into country (co\_code, co\_name) values ("EE", "Estonia");

insert into country (co\_code, co\_name) values ("ET", "Ethiopia");

insert into country (co\_code, co\_name) values ("FK", "Falkland Islands (Malvinas)");

insert into country (co\_code, co\_name) values ("FO", "Faroe Islands");

insert into country (co\_code, co\_name) values ("FJ", "Fiji");

insert into country (co\_code, co\_name) values ("FI", "Finland");

insert into country (co\_code, co\_name) values ("FR", "France");

insert into country (co\_code, co\_name) values ("GF", "French Guiana");

insert into country (co\_code, co\_name) values ("PF", "French Polynesia");

insert into country (co\_code, co\_name) values ("TF", "French Southern Territories");

insert into country (co\_code, co\_name) values ("GA", "Gabon");

insert into country (co\_code, co\_name) values ("GM", "Gambia");

insert into country (co\_code, co\_name) values ("GE", "Georgia");

insert into country (co\_code, co\_name) values ("DE", "Germany");

insert into country (co\_code, co\_name) values ("GH", "Ghana");

insert into country (co\_code, co\_name) values ("GI", "Gibraltar");

insert into country (co\_code, co\_name) values ("GR", "Greece");

insert into country (co\_code, co\_name) values ("GL", "Greenland");

insert into country (co\_code, co\_name) values ("GD", "Grenada");

insert into country (co\_code, co\_name) values ("GP", "Guadeloupe");

insert into country (co\_code, co\_name) values ("GU", "Guam");

insert into country (co\_code, co\_name) values ("GT", "Guatemala");

insert into country (co\_code, co\_name) values ("GG", "Guernsey");

insert into country (co\_code, co\_name) values ("GN", "Guinea");

insert into country (co\_code, co\_name) values ("GW", "Guinea-Bissau");

insert into country (co\_code, co\_name) values ("GY", "Guyana");

insert into country (co\_code, co\_name) values ("HT", "Haiti");

insert into country (co\_code, co\_name) values ("HM", "Heard Island and McDonald Islands");

insert into country (co\_code, co\_name) values ("VA", "Holy See (Vatican City State)");

insert into country (co\_code, co\_name) values ("HN", "Honduras");

insert into country (co\_code, co\_name) values ("HK", "Hong Kong");

insert into country (co\_code, co\_name) values ("HU", "Hungary");

insert into country (co\_code, co\_name) values ("IS", "Iceland");

insert into country (co\_code, co\_name) values ("IN", "India");

insert into country (co\_code, co\_name) values ("ID", "Indonesia");

insert into country (co\_code, co\_name) values ("IR", "Iran, Islamic Republic of");

insert into country (co\_code, co\_name) values ("IQ", "Iraq");

insert into country (co\_code, co\_name) values ("IE", "Ireland");

insert into country (co\_code, co\_name) values ("IM", "Isle of Man");

insert into country (co\_code, co\_name) values ("IL", "Israel");

insert into country (co\_code, co\_name) values ("IT", "Italy");

insert into country (co\_code, co\_name) values ("JM", "Jamaica");

insert into country (co\_code, co\_name) values ("JP", "Japan");

insert into country (co\_code, co\_name) values ("JE", "Jersey");

insert into country (co\_code, co\_name) values ("JO", "Jordan");

insert into country (co\_code, co\_name) values ("KZ", "Kazakhstan");

insert into country (co\_code, co\_name) values ("KE", "Kenya");

insert into country (co\_code, co\_name) values ("KI", "Kiribati");

insert into country (co\_code, co\_name) values ("KP", "Democratic People's Republic of Korea");

insert into country (co\_code, co\_name) values ("KR", "Republic of Korea");

insert into country (co\_code, co\_name) values ("KW", "Kuwait");

insert into country (co\_code, co\_name) values ("KG", "Kyrgyzstan");

insert into country (co\_code, co\_name) values ("LA", "Lao People's Democratic Republic");

insert into country (co\_code, co\_name) values ("LV", "Latvia");

insert into country (co\_code, co\_name) values ("LB", "Lebanon");

insert into country (co\_code, co\_name) values ("LS", "Lesotho");

insert into country (co\_code, co\_name) values ("LR", "Liberia");

insert into country (co\_code, co\_name) values ("LY", "Libya");

insert into country (co\_code, co\_name) values ("LI", "Liechtenstein");

insert into country (co\_code, co\_name) values ("LT", "Lithuania");

insert into country (co\_code, co\_name) values ("LU", "Luxembourg");

insert into country (co\_code, co\_name) values ("MO", "Macao");

insert into country (co\_code, co\_name) values ("MK", "Macedonia, the Former Yugoslav Republic of");

insert into country (co\_code, co\_name) values ("MG", "Madagascar");

insert into country (co\_code, co\_name) values ("MW", "Malawi");

insert into country (co\_code, co\_name) values ("MY", "Malaysia");

insert into country (co\_code, co\_name) values ("MV", "Maldives");

insert into country (co\_code, co\_name) values ("ML", "Mali");

insert into country (co\_code, co\_name) values ("MT", "Malta");

insert into country (co\_code, co\_name) values ("MH", "Marshall Islands");

insert into country (co\_code, co\_name) values ("MQ", "Martinique");

insert into country (co\_code, co\_name) values ("MR", "Mauritania");

insert into country (co\_code, co\_name) values ("MU", "Mauritius");

insert into country (co\_code, co\_name) values ("YT", "Mayotte");

insert into country (co\_code, co\_name) values ("MX", "Mexico");

insert into country (co\_code, co\_name) values ("FM", "Micronesia, Federated States of");

insert into country (co\_code, co\_name) values ("MD", "Moldova, Republic of");

insert into country (co\_code, co\_name) values ("MC", "Monaco");

insert into country (co\_code, co\_name) values ("MN", "Mongolia");

insert into country (co\_code, co\_name) values ("ME", "Montenegro");

insert into country (co\_code, co\_name) values ("MS", "Montserrat");

insert into country (co\_code, co\_name) values ("MA", "Morocco");

insert into country (co\_code, co\_name) values ("MZ", "Mozambique");

insert into country (co\_code, co\_name) values ("MM", "Myanmar");

insert into country (co\_code, co\_name) values ("NA", "Namibia");

insert into country (co\_code, co\_name) values ("NR", "Nauru");

insert into country (co\_code, co\_name) values ("NP", "Nepal");

insert into country (co\_code, co\_name) values ("NL", "Netherlands");

insert into country (co\_code, co\_name) values ("NC", "New Caledonia");

insert into country (co\_code, co\_name) values ("NZ", "New Zealand");

insert into country (co\_code, co\_name) values ("NI", "Nicaragua");

insert into country (co\_code, co\_name) values ("NE", "Niger");

insert into country (co\_code, co\_name) values ("NG", "Nigeria");

insert into country (co\_code, co\_name) values ("NU", "Niue");

insert into country (co\_code, co\_name) values ("NF", "Norfolk Island");

insert into country (co\_code, co\_name) values ("MP", "Northern Mariana Islands");

insert into country (co\_code, co\_name) values ("NO", "Norway");

insert into country (co\_code, co\_name) values ("OM", "Oman");

insert into country (co\_code, co\_name) values ("PK", "Pakistan");

insert into country (co\_code, co\_name) values ("PW", "Palau");

insert into country (co\_code, co\_name) values ("PS", "Palestine, State of");

insert into country (co\_code, co\_name) values ("PA", "Panama");

insert into country (co\_code, co\_name) values ("PG", "Papua New Guinea");

insert into country (co\_code, co\_name) values ("PY", "Paraguay");

insert into country (co\_code, co\_name) values ("PE", "Peru");

insert into country (co\_code, co\_name) values ("PH", "Philippines");

insert into country (co\_code, co\_name) values ("PN", "Pitcairn");

insert into country (co\_code, co\_name) values ("PL", "Poland");

insert into country (co\_code, co\_name) values ("PT", "Portugal");

insert into country (co\_code, co\_name) values ("PR", "Puerto Rico");

insert into country (co\_code, co\_name) values ("QA", "Qatar");

insert into country (co\_code, co\_name) values ("RO", "Romania");

insert into country (co\_code, co\_name) values ("RU", "Russian Federation");

insert into country (co\_code, co\_name) values ("RW", "Rwanda");

insert into country (co\_code, co\_name) values ("RE", "Réunion");

insert into country (co\_code, co\_name) values ("BL", "Saint Barthélemy");

insert into country (co\_code, co\_name) values ("SH", "Saint Helena, Ascension and Tristan da Cunha");

insert into country (co\_code, co\_name) values ("KN", "Saint Kitts and Nevis");

insert into country (co\_code, co\_name) values ("LC", "Saint Lucia");

insert into country (co\_code, co\_name) values ("MF", "Saint Martin (French part)");

insert into country (co\_code, co\_name) values ("PM", "Saint Pierre and Miquelon");

insert into country (co\_code, co\_name) values ("VC", "Saint Vincent and the Grenadines");

insert into country (co\_code, co\_name) values ("WS", "Samoa");

insert into country (co\_code, co\_name) values ("SM", "San Marino");

insert into country (co\_code, co\_name) values ("ST", "Sao Tome and Principe");

insert into country (co\_code, co\_name) values ("SA", "Saudi Arabia");

insert into country (co\_code, co\_name) values ("SN", "Senegal");

insert into country (co\_code, co\_name) values ("RS", "Serbia");

insert into country (co\_code, co\_name) values ("SC", "Seychelles");

insert into country (co\_code, co\_name) values ("SL", "Sierra Leone");

insert into country (co\_code, co\_name) values ("SG", "Singapore");

insert into country (co\_code, co\_name) values ("SX", "Sint Maarten (Dutch part)");

insert into country (co\_code, co\_name) values ("SK", "Slovakia");

insert into country (co\_code, co\_name) values ("SI", "Slovenia");

insert into country (co\_code, co\_name) values ("SB", "Solomon Islands");

insert into country (co\_code, co\_name) values ("SO", "Somalia");

insert into country (co\_code, co\_name) values ("ZA", "South Africa");

insert into country (co\_code, co\_name) values ("GS", "South Georgia and the South Sandwich Islands");

insert into country (co\_code, co\_name) values ("SS", "South Sudan");

insert into country (co\_code, co\_name) values ("ES", "Spain");

insert into country (co\_code, co\_name) values ("LK", "Sri Lanka");

insert into country (co\_code, co\_name) values ("SD", "Sudan");

insert into country (co\_code, co\_name) values ("SR", "Suriname");

insert into country (co\_code, co\_name) values ("SJ", "Svalbard and Jan Mayen");

insert into country (co\_code, co\_name) values ("SZ", "Swaziland");

insert into country (co\_code, co\_name) values ("SE", "Sweden");

insert into country (co\_code, co\_name) values ("CH", "Switzerland");

insert into country (co\_code, co\_name) values ("SY", "Syrian Arab Republic");

insert into country (co\_code, co\_name) values ("TW", "Taiwan, Province of China");

insert into country (co\_code, co\_name) values ("TJ", "Tajikistan");

insert into country (co\_code, co\_name) values ("TZ", "Tanzania, United Republic of");

insert into country (co\_code, co\_name) values ("TH", "Thailand");

insert into country (co\_code, co\_name) values ("TL", "Timor-Leste");

insert into country (co\_code, co\_name) values ("TG", "Togo");

insert into country (co\_code, co\_name) values ("TK", "Tokelau");

insert into country (co\_code, co\_name) values ("TO", "Tonga");

insert into country (co\_code, co\_name) values ("TT", "Trinidad and Tobago");

insert into country (co\_code, co\_name) values ("TN", "Tunisia");

insert into country (co\_code, co\_name) values ("TR", "Turkey");

insert into country (co\_code, co\_name) values ("TM", "Turkmenistan");

insert into country (co\_code, co\_name) values ("TC", "Turks and Caicos Islands");

insert into country (co\_code, co\_name) values ("TV", "Tuvalu");

insert into country (co\_code, co\_name) values ("UG", "Uganda");

insert into country (co\_code, co\_name) values ("UA", "Ukraine");

insert into country (co\_code, co\_name) values ("AE", "United Arab Emirates");

insert into country (co\_code, co\_name) values ("GB", "United Kingdom");

insert into country (co\_code, co\_name) values ("US", "United States");

insert into country (co\_code, co\_name) values ("UM", "United States Minor Outlying Islands");

insert into country (co\_code, co\_name) values ("UY", "Uruguay");

insert into country (co\_code, co\_name) values ("UZ", "Uzbekistan");

insert into country (co\_code, co\_name) values ("VU", "Vanuatu");

insert into country (co\_code, co\_name) values ("VE", "Venezuela, Bolivarian Republic of");

insert into country (co\_code, co\_name) values ("VN", "Viet Nam");

insert into country (co\_code, co\_name) values ("VG", "Virgin Islands, British");

insert into country (co\_code, co\_name) values ("VI", "Virgin Islands, U.S.");

insert into country (co\_code, co\_name) values ("WF", "Wallis and Futuna");

insert into country (co\_code, co\_name) values ("EH", "Western Sahara");

insert into country (co\_code, co\_name) values ("YE", "Yemen");

insert into country (co\_code, co\_name) values ("ZM", "Zambia");

insert into country (co\_code, co\_name) values ("ZW", "Zimbabwe");

insert into country (co\_code, co\_name) values ("AX", "Åland Islands");

Refer subsequent hands on exercises to implement the features related to country.

**Application.java**

package com.example.countrymanager;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class Application {

    public static void main(String[] args) {

        SpringApplication.run(Application.class, args);

    }

}

**CountryController.java**

package com.example.countrymanager.controller;

import com.example.countrymanager.model.Country;

import com.example.countrymanager.service.CountryService;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/countries")

public class CountryController {

    @Autowired

    private CountryService countryService;

    @GetMapping

    public List<Country> getAllCountries() {

        return countryService.getAllCountries();

    }

    @GetMapping("/{id}")

    public Country getCountryById(@PathVariable Long id) {

        return countryService.getCountryById(id);

    }

    @PostMapping

    public Country addCountry(@RequestBody Country country) {

        return countryService.addCountry(country);

    }

    @PutMapping("/{id}")

    public Country updateCountry(@PathVariable Long id, @RequestBody Country country) {

        return countryService.updateCountry(id, country);

    }

    @DeleteMapping("/{id}")

    public void deleteCountry(@PathVariable Long id) {

        countryService.deleteCountry(id);

    }

}

**Country.java**

package com.example.countrymanager.model;

public class Country {

    private Long id;

    private String name;

    private String capital;

    public Country() {}

    public Country(Long id, String name, String capital) {

        this.id = id;

        this.name = name;

        this.capital = capital;

    }

    public Long getId() {

        return id;

    }

    public void setId(Long id) {

        this.id = id;

    }    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    public String getCapital() {

        return capital;

    }

    public void setCapital(String capital) {

        this.capital = capital;

    }

}

**CountryService.java**

package com.example.countrymanager.service;

import com.example.countrymanager.model.Country;

import java.util.List;

public interface CountryService {

    List<Country> getAllCountries();

    Country getCountryById(Long id);

    Country addCountry(Country country);

    Country updateCountry(Long id, Country country);

    void deleteCountry(Long id);

}

**CountryServiceImpl.java**

package com.example.countrymanager.service;

import com.example.countrymanager.model.Country;

import org.springframework.stereotype.Service;

import java.util.ArrayList;

import java.util.List;

import java.util.concurrent.atomic.AtomicLong;

@Service

public class CountryServiceImpl implements CountryService {

    private List<Country> countries = new ArrayList<>();

    private AtomicLong idCounter = new AtomicLong();

    @Override

    public List<Country> getAllCountries() {

        return countries;

    }

    @Override

    public Country getCountryById(Long id) {

        return countries.stream().filter(c -> c.getId().equals(id)).findFirst().orElse(null);

    }

    @Override

    public Country addCountry(Country country) {

        country.setId(idCounter.incrementAndGet());

        countries.add(country);

        return country;

    }

    @Override

    public Country updateCountry(Long id, Country country) {

        Country existing = getCountryById(id);

        if (existing != null) {

            existing.setName(country.getName());

            existing.setCapital(country.getCapital());

        }

        return existing;

    }

    @Override

    public void deleteCountry(Long id) {

        countries.removeIf(c -> c.getId().equals(id));

    }

}
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**Hands on 6**

**Find a country based on country code** 

* Create new exception class CountryNotFoundException in com.cognizant.spring-learn.service.exception
* Create new method findCountryByCode() in CountryService with @Transactional annotation
* In findCountryByCode() method, perform the following steps:
  + Method signature

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoundException

* Get the country based on findById() built in method

Optional<Country> result = countryRepository.findById(countryCode);

* From the result, check if a country is found. If not found, throw CountryNotFoundException

if (!result.isPresent())

* Use get() method to return the country fetched.

Country country = result.get();

* Include new test method in OrmLearnApplication to find a country based on country code and compare the country name to check if it is valid.

    private static void getAllCountriesTest() {

        LOGGER.info("Start");

        Country country = countryService.findCountryByCode("IN");

  LOGGER.debug("Country:{}", country);

        LOGGER.info("End");

    }

* Invoke the above method in main() method and test it.

**NOTE:** SME to explain the importance of @Transactional annotation. Spring takes care of creating the Hibernate session and manages the transactionality when executing the service method.

**FindCountryByCode.java**

package com.example.countryfinder;

import java.util.HashMap;

import java.util.Scanner;

public class FindCountryByCode {

    public static void main(String[] args) {

        HashMap<String, String> countryMap = new HashMap<>();

        countryMap.put("US", "United States");

        countryMap.put("IN", "India");

        countryMap.put("FR", "France");

        countryMap.put("DE", "Germany");

        countryMap.put("JP", "Japan");

        countryMap.put("CN", "China");

        countryMap.put("BR", "Brazil");

        countryMap.put("ZA", "South Africa");

        Scanner scanner = new Scanner(System.in);

        System.out.print("Enter country code (e.g., US): ");

        String code = scanner.nextLine().toUpperCase();

        String country = countryMap.get(code);

        if (country != null) {

            System.out.println("Country name: " + country);

        } else {

            System.out.println("Country code not found.");

        }

        scanner.close();

    }

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABgYAAAFaCAYAAADVQuYzAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAE7fSURBVHhe7d15vF1VfSjw37kZSQjTTUiESxgTEQlJVdQkqEAzgBUeKjFqg2IhSNo+AYfYRyxDmtCK1WfV16AQRbHUABYKfUUJBVpMUgSnwlOaIONlDJcp803uPe+Pc8+55+wz39yM+/v9fJaYPayz9lpr73Pu+u29dmbixInZKHLiiSdGe/sLxYsAAAAAAIC9REtyAQAAAAAAsPcSGAAAAAAAgBQRGAAAAAAAgBTJNPKOgba2MSX/BgAAAAAA9kwNBwaSy9g9tLWNiWe1DQAAAAAADRIY2MMJDAAAAAB7ipJBKCIiIpNckKDOyg0YNCQm/o8Lo23Se2PAoMHJ1U3r2toZ7b/+j/jNP18TEbHD8u7euiW5uoS23nPUO2/3BAIDeziBAQAAAGBPYeCzXL0BRnVW7m1nXxST3jMtxo6IGNgPb1Dd1h3x9LqIX99/d0TEDsv7V7f8XXJ1CW2956h33u4J+qF7AwAAAADb44knH493veudycVU0Dbpvf02cB+Ry2fsiFy+OzLvPG3N7sATA3s4TwwAAAAAe4q95Y7oQYMGxJve1BoDBmTiuedeiS1bthbWDRs2OEaPPjC6urLx7LMvR1dXd8m+Sfk7j5948vH46OyPxgMP/LxkfbLOvjB3fAwYMCCxNKera1t875an4uVXO5Ordrla5d7S2RU33Ppkw+X+4JfviLePTi6NyGaz0d3VFd3Z7hg4cFBkMs3d1/2LF3P/3VF53/bFMyKaaGuaN2TgttiybWBycb9rrvV3TwIDeziBAQAAAGBPsSsGPgcMGBAHHLBfrFu3Pjo7ewfw8wYOHBj77Tci3nhjXWzbti25uqK2ttY47bQ/iuHD943bbrs5nn/+1ejs3Bb77DMoRo9ujdmzPxZPP/1U3HffvfH8868mdy/RbGBgwZ+fEJPee3Fiac4TK78Sr2zOxnXLHm94kD3pk2e3JRc15Pu3tCcXlahV7tc7noj//tUt8b2bf99QuasFBrq2bYvXXnk5rr2rZ4S/QX8xZ2JEncBAf+S9IwMDnYOz0TUwG/tsbO5Rh23DD4v1h54RmZb6Q92Zrq0x/Okfx4AtHclVu4XDD3ol3n3UU/Hvq4+OF97YL7m6X9Wvrd2fwMAeTmAAAAAA2FNsz8BnXwwdOiTGjz86BgwYEN3d3fHUU8/Ea6+9UVg/fPiwOProIwrrH3vsidiwYWNJHpUcfPC+cdFFn4/hw/eNZ555Kv7xH38Yr722Pg46aL/41KfmRmvryFi79qX4zneWxNq165K7l2g2MPAXf/a2eNeMyxJLc9pXLIyNWzZHx6ZMLL15TXQ0MMie9PEPHhHv/ug3Y1NXck2vR378Z3HiR/5PYZvf3Pw/48Zbn0xuVqJWuSMiOp7/r/jvX94U3715dXS82hmHjNgQp7/lxfjpf4+J9teHlWxbKTCQzWZj04b18cwTj8Wtv2mJxeedEJuz9Ydv/+q7v6kbGOivvHdkYOCXp2yIrkERg19rieN+OTQGbatfvoiIV99ySYzZ8KvIZOt/eralJV4Y+tY48L+/lVy1yx1+0Csx+ein48yLVsbtX58c9+3g4EBjtbt7ExjYw2kbAAAAYE93+OGHxTve8fbYZ5+hyVUFGzZsiJUrH4gXX3wpuaqqI444LMaNOyYOOOCA2LJlSzzxxJPx9NPPxOuvr4vhw4fFkUeOjSOOOCL22Wef2LBhQzzxxBPxu9+tSWZTZvjwwdHaekBccMGfxr777htPPfVk/PjHy+ITn/iTGDlyVKxfvz6uueZb8dJLr0ZnZ40R9j4EBj5/4Tvi3TO/FEv/6cFYv2FzrFu/KZ57oSP+/sqPxUu/+Ep0dW6MdevfiJe3Do2vXfv/EnvX9/7Tjov3feLLcXSNMdUf/P0XYuqcr8SiL/8o/s+XPhw/Wvql+Nef/Da5WYnicm/esjU2b+6MzVs6Y/Pmzti0ZWv87Rc/GK+++P/itw/9KP73dQ/H3Lf9Jqb/+T/Hv3/nQ/F//vP4krwqBQa6tm2LjrUvxjNPrInljx8Yf/knE+OIIfWfADlvyf+rGxiolPfwr38hugcPjoP++MJ45fvfjIiI0V+4qmS/ZN47KjCwZUg2Hpy+Id554NDY1hWx5pnOmHh/aTClmpfHXxxHbFwVC778F8lVZb586VfisSHvjJGrv55ctUNtO+ETyUUljmj5VZw0+MY49NAj4j1zbon7b5wVzz7zRNz36OE7LDhQLTDw2c9dlFxU0de+WvtF1JX0R97FfWy7AwN70+Mme6JabQMAAACwJ/jYx2bFCSecEEOHVg8MrFu3Ln75y1/FbbfdkVxV1VFHHR5HHXVkjBgxIiIiOjs748knn4qXXlobo0a1xtixY2OfffaJiIhNmzbFU0891VBgICJi6NABcdBB+8ef/un/jH33HRHd3d3R0tIS69evi2996++io+P12Lq18aHeJ598PGZXGCxO+uwF74x3n/a/Yv3Gzsh2Z6M7m42urq446IDhJds98JPL4qvfebhkWSOmvu8dceanL68ZGPjmVy+P98+9srDN//7KlbHi3x9KblYiX+568uW+4A8eirOu/F3cufit8c0H3layTaXAwOZNG+O5p5+Il196Ie55amT85Z9MjH+5+b7o3NIZnZ2duf9u2RKdnZ3xN1/648J+c6+pHxiolPewqy6Ogzq74uXOjTFyyLBYO2hAjL7ib+Pv/+Fn8crLr8SXLjqzLO9bewIDjbZ1IzYMz8avp2yKUcP3jee6X48ZBwyLf391U0y+Y9/kphW9dPSfxtGdv4xL/+aLMemg2nPzf+zCv47VAyfFwb//++SqHWrIKRfFPhMmJBdHRMSITY/FSb/5SHz0kn8rWb5lY0f805JZ8aOH3l6yfEf73Ocuiq/WGJiPBreppJH9Gtkmr7lJpypYN/bsGL35tzF6wyN106jONfHGER9LZgEAAABAimUyLTFw4MBYvXp11TR8+PDYb7/cAH+jnn/+xXj22Wdj/fr1sW3btmhpaYnDDmuL0aNHxaGHHhqDBg2Kbdu29QQFno729ueSWVS1eXNXvPRSR1x//Xfj2Wefjeuvvz6uu+66+Pa3l8Tata8WggL77Tcixo49NNra3lT15bvN6Opuie7uiJt/+l9x4//9VXz/tgfjuz/+eSxecldc/nf/GpcsuiW6u3Pb9cXrm+rfaf76pmHxva9/Oz5/6Tfj85d+M17bVBqUqCRf7u/d+lD8/Y0r42+X3hsLv/WTQnnzqS/l7u7qio0b1sfmzZtKls/7+NS46FOnxBc+PTMWfOaMuPILZ8dfL/h4ZLPZQqqnWt77zpkbr7zcESM7I156+eU44IKLI5vNxryPT40Fnzmjobwbse2ET1RM7ZPfFXd/YGP856kbo3X48Hh3aybec9DQuPOVzujanMyluu5tnTF4UK5ffvHLP4k/+8sfxyc/+4P48AXXxMw//mrJtoMHDYjubc1PT7W9MplMbH7kkYpp7e83x+ODT4ubv/WB+K9/uzxatnbEmge+Gv/6gwvimVdHJrPa433ucxfVTM3Y7icG+v9xk3FxwdKvxQcPKVr03G3xmfOWRmPx2h1o5hVx58URXz/9ivhpct0uUqttAAAAAPYEs2efHSecMCEef/zx5KqCY445Jh555JH4h39YllxV0z77DI2xYw+NQw89tOITCZ2dnfHMM+3x3HPPx7p1G5Kra+iKoUMHxWc+c3HcdtttccQRR0RExGOPPRYvvPBcbNzYGfvuu2+MHHlQHH/88fHKK6/E73//eLz44svJjCKauIv8z8+bElNO+3ys39SZG3zO5ubAz/bMhd/dnY2D9h8Wq+5cFN/87i+Tu9c1/h2nx8fP/aNoab83IiIOO/aUGDHy8JJtvrDgm/G+k6dEpiU3iL/i/lWx+qE7S7ZJype7ko4nfx4//8EnYujw/WLocWfGN7/7y6aeGNi6tTNefvH5eGXti7Fl86a46/cHFJ4Y2Lp1a2zbuq3w321btxb+/1Vf+uO48Du/rfnEQLW8B/7ZJ+PADevije7uGJFpiddGjorRf/et+PY/rohXXn4l/tf/PKMs7748MTDk5ItinxPK75Z/5NWb46V1d8YJ+w6KB9a/Hm/ff3D8at2BMfnVj0bcuzS5eVXPt30i/mD4U3HRZRfXfWLgvM9+LX6x7rB4U/sPkqvK/Nu//TS2bi1/2XfewIEDY9q005KLK5r/oWy0fuCWWL+l+rRcrzx4VWx87Ob48Ce+Ev/8o8si05WNa+89vO70TP1ZzugZuG9Eo3f1F2vkaYBGtslrPgSX0N3VGZlMbhqhSQcNrJny21c17rxYeufX4l0PfDZOP/2MQvr6s4fFUclt9wJ33ln70bd66wEAAAD2Bl1dXbnB2m3bqqbOzs7o6qo+MFjNpk2b4+mnn4329vbYsGFDSZ6bNm2Kp59+pumgQHf31hgwIOLiiz8b++67b2zatCmGDBkS++67bxx11FHR2joqRowYFvvvPyImTJgQgwcPjuHDh0c2253Mqmld3S3R1R1x6/KH46Z//XXc8M8Pxndv+c+45sb745vfvy/++u/vjK7uiG19uPM+IuKw/V+MXy49Ix64Y1E8cMeiuPV/vz+eeTQXJMgbM3q/OGr8MfGWo8bGW44aG4e8af+S9ZXky33D7b+IJf+4Iq6+9u74wl//OF76/c/jgRvOi1NnnRcbX3uuT+VuybTED257KP5lxTOx/Be9gZe5s6fGn845OT7zqWnxuQtOjy/+2Rmx4OIPxRVfmB2LLv3j6G6gOarlHes3xsvZwTF8wcJ4feCQyL78anR35z7zi392RkN5NyLTkon4/eqyNPaVQ+OVro3Rtu+WeP/IYbHila0xZctHYmimuadqurd1xuCBuScG/uaaf4/L//dP44t//c9x0eU3xQVf/EGcc9G1Me9/XR8REYMHNv7EwPve94cxcGDlQEOzg+1bugbE+i1dMfGw4VXTKR9cGEec8D/ijhsvjZFj3xn7jDiyblAg+rmc0TPg30jaHTR/piX03+Mm02PhN86KZ79+Rpz3ndJnA3562e5zh35/Ov30M6oO/t955x1x+um5KCIAAADA3qy7uzs6OzvLggH9ERiInjvpu7q6yvLctm1bdHd3Nz3ty5YtG+Pzn58fY8aMiYhsvP76a/Hggw/Ghg0bYp999omjjjoqDjww96RARMQbb7wRv/zlr+K1195IZtW0bd0t0Z2NOOPUCfGhmZPiYx84MT7xwXfH+bPfE/PmnBzvf9eBcde/3hYbNuWG/UaNao0TTnhrvOlNiYnzK8hkIjIv/msM2PfQOPOi2+PMi26PIfsfGj+79a9Ktttnn8Ex5MD948ADRsSBB4yIyNQfYsyX+6N/9PY4/yNT45I/mRaf/Uhb/PyGP4lTP/SJOLjt6Bg6/MDY+NB34pOT/jsyA3PvfmhES88UTYs+96H40mc/XFhePGVQtVRPtbxH/uAfYvQPfhCDjz02Wr/7/Rj1gx82nXcjzj3m1/Hp6W+Nc953bEk6dvO2GHN/S/yofUs88MqgaGkZEBe8591x7jG/TmZRU3dXZwzqGdv99MfeGRd96j3xhQunxZcuen8s+sIH42+/9JG48vMfioiIQYMG1L7pu8jAgQPjve89pWzQfeDAgfGHfzizZFk9W7bV71+ZbFf8wXvmxNved06ceOaXY0tX/X2in8u5p2mshmrIdnXGoEG5ivvyF0+L//NXH47vf+0T8ePvXBg//YfPlWw7cNDAyFbpPOMuODtOfO62uKFuBGB6LLzzjrizkK6IkiaaeUVu2bjzYmnFbcbFBUuL9l96XowrrKuTdyUln3NHLL2gN7dGVAoOCAoAAAAAadLV1RXZbDa29kzzUinlB/ebNXTokHjTmw6OkSNHxoABA0qCAplMJg4+eFSMGjUy9t23/tz6ed3d2Vi37o14/fXX4/LLL4+1azvitdfeiIceeig2btwYw4YNi7e+9a3R0tISb7zxRjz44EPx+utvRGfntmRWTevuzkR3dzbuuOfh+Kef/jr+8V8ejB/c+p9x3bL7Y8kP74v/evh3sWnDG/Hs2oFxyCFj4s1vHh/jx4+LAw88IJlVmX0GbYmtGzti9AkfjtZDjovWQ46LIyb8Ubz8/JOx/rXeqaw7e5qhJZNLW7tys4nUki/3j/7vL+Lvf/jv0d2djZVLz4kT//D9cfBhublCPnTR12LWF/8hPvCn34r3X3Jb/H7V92JTHJTMqkx+NpPN2UwcPjhXx3/13d/Eny39Xd1Uz47MuxFDB2Zi8JAh8b7jRpWkNb/7XXziHX8S/zF7aXzwuNPiynfNjenHHxJDB9ZvixLZ7hjcM7Z74P77xEEHDIuRBw6PUQftGwePHBGjR+0fB7fm3jI9eNDAiCaeehk8eEjJoHt+sD1fp43a0tXIuzm2RmS3xKFHT4zo3tbgPjn9Vc49zXYHBvrrcZOj2g6J5x74j9rvERh3Xiy98zNx6K29Uw195tY3xcVlA/hvj4v/IuJvTj8jTj/9s3Hrc2+PixdOj4iImQu/Fh989hu90xQ90GzeRcadF0u/8c544DP5aY++Ec9+8GuxsOoOlRUHBwQFAAAAgLTp7u4uu2M3adCgQU0HBoYMGRyjR4+Mgw46qBAU2Lx5c8m0QhERo0aNjJEjW2PYsPJ3EFQycOCQuOqqq+Kiiz4TGzZsjiFDhsXmzZ2xbt36+O1vf1sIZnR2dsavfvWrWL9+Q2zb1viAai3bsi3RlY047X3HxxnTJsbZp78jPnbmu+KTZ58U53/sfTFx0sRYt259DBu+f7zlLW+OAw88IB5//Il45pn2ZFZl3jx2c7z7vYfGyK5/ikd+cmY88pMzY5/un8bk9x0WLz/zb4Xttm7LxD3//K/xw1t+Ej+85SfRSLwjX+4Pn/a2mPux90ZXNmLi2V+Nh+69M17ryE3uf8e3/zJu/puPxp3f+mT836/MjIf/bUmseKJ+YKBYV3c2vn3BcYWUee2xmH7Uq3Hq4S/HyW0vxvsOfSFOOeylmHH0a3H221viwvcfmsyiqh2ZdzVbtg1KLoqIiKVfnx/TpxwTxx14ZPzVuy+MPz/hIxE1tq8mk4kYOHBA3HTN9fG/Fl9bM2UzmWjJNNePiwfd+zrYvmVbvUH+7ojuDRFdnbF16FGRHbh/A/uU6o9y7mm2PzDQL4+bjIvDGzhPZp5zVhzy4DdKphpa852/jVufe3t8pORO/efi1r/Jv6x4TXznpl9EHDq28GTAc+1PFrb86Xdy2zWed6+Z55wVcevfRu8uy+OGW5+LE6fmghDNyAcHBAUAAACAtOnq6opBgwbFgAEDqqZBgwZFd5MTt++//4jYf//9S4ICL7zwYnR0vBovvfRSbNy4sRAcOOCA/eOgg+rfVR8RMWTIPrH//iNjxIiDYtiwfSMiIpPJRktLJo488sjCEwldXV1x9NFHR+4dvf0ztUxX94Do7s7GT/79kbjtrl/FP97+QHzv5vtjyQ/+LUYMHxrveNeU2GffA2LdunXR0tISHR0d8eSTTzX0DoX3Hr8h3vbOT8XxEz4Yx77ljDj2LWfEccd/MCa+7ePx7C++Vdiuc1vEH33o/XHaR86M0z5yZnRWf3drQb7cP/7JL+Paf/yP6O7Oxpjj/ije/IG/jp/+w7fj9Y4XY11He3RN+Gx897/eEd/51TviOz9/c/zupdzd6o3q6i5NERGDhwyNfYYNjxH7HxCjxhwSY48eH0cfe3y0HXF0jNivsTaPHZx3NZu3Vh7oHzZsaJz4znfFIw//V8nyattXM3LdL+LuxzJx1393xfLV3bF8dVfcVZSWr84v7477ft8do15fmcyirsGDh8S0aaf1ebC95iB/tjtautbHwM3PRkv3G5Ft2S+ymUG196lie8u5p9nuwMCOfNykVC54UDyon7Mmnno24pC23Jvfc56Pp5KPHhySe4HxT1f8Ig754NfKphdqPO+83D65vHqnEvrGBw8pCUI0Kh8USE4rBAAAALC327p1a7S0tMQJJ5xQNW3bti02bKg/uF2su7u78FLjLVu2xEsvrY2XX+6I119fFy+91BEvv/xybNq0qTCI30zgIZPJxICe+eez2a4YMCATEyZMiEwmE6+//no89NBDsWHDhhg2bFi8+c1vjkymu19ePtzdlZurf/p73hpnTJsUsz5wYpzz4ZNi7sdPie5sxMO/fiheeqE9uru7Y/369TFw4MA4+OBRMXTokGRWZTZ2bImNr7bHxleeiv/+9Yq4+46bYuMrT8Wm156J9S+uK2zXuTViU1fEoi//KN40aGtsaSAwkC/3/5j+B/Gpj7wnurMR3dmIg9/y/hj3/sVxx3V/HUOGj4yuPrx8OG/R134cf/a3t5ekiIgDDhoZB7/p0DjsyGOi7YijY9ToQ2K/Aw6KofsMiwF1nlTJ25F511LvCYDjJ5wQzz/3XOHf9bZPGrr5mRjZsTwO7LgnDuy4Nw4aOSo2d24rpNZRB/esuydaX747BncWvYB5J0m+LyCb7Y7IbotMdnO0dL0aA7c8FgOy62Lb0MMjO/DAiExL2T57i8997qKaqRmZiRMnloQrTzzxxGhv750zLCKirW1M2bK89lFnxenHbIuBAwfUfalG57buWP77ljh0be7EKTZz4R1x8aG3xWfOy9/pnzQuLlj6tXjXA58teznxzIV3xMXxjTj9suW5dwxcHPH104teWFxh2bgLvp0bxH/utvjMef8RpzSdd/XyNCv5pEDy37XUahsAAACAPcFhhx0ab33rW2LEiBHJVQWvvPJqPPzwI/HSS40PTA4aNDBGjTooWlpaoru7O1599fXYtGlLYf3gwYNi1KjWGDCgJbq6uuKVV14rWd+I3LsRNsU73/nOGDx4cGzcuDF+/evfRDabjUGDBsakSZNi8ODB8eqrr8bvfve7GDiw8nRFTz75eMye/dF44IGfJ1eVmD3r1MhG9cHfx594LgYMGBybNm2I559/KUaPPjiGDx8ezz77XLS3P5/cvMSctz4a7/vIRyPb1Rmvv/5G/Peja+Kd73p7RET8x4//Kc76cm4M7C+uWhZz/3x2HN1zM//8xcvi8VU/LM6qTL1yF2Q746Zb7k0uLfHBL98Rb6/yLuXPf2Fh4f9/5eq/jG3bcu+naMm0xICBA2veDf6L3IxGOyzvW7+YG+9rtK0jIj780Vlx3Ps+HBMPG55cVdE//vAH8eMf3ZxcXF2mJbreck48+3zPwdfQ9qYx0fLoDyO6G5g7qh9Nm3xQTP7E38fEtiHR0r0+Mt2bI7Kd0bLtlch0b4yW7o3RNWBkbB06LmLAsIjIxDWLPxl3r3olmRVFtjswsHnoYfH6iEnRkslnky15MCp3OuT+N5vtjgNe/3nlyNK482LpN86KZ79+RlxW5QXEJYP0BbkB+rabevarEASouCyi52XDZ0f7Zz4dT53TfN6Vy9OcakGAasuTarUNAAAAQNq1tLTE0KGDo7Nza2zbVv6OggEDWmLo0CGxZUtnxfX1ZWPjxnUxYcKEGDRoUPz617+JgQMHxcCBg6Ozc3O0tET8wR/8Qbzyyivx+98/HkOHVh7gbXSwuN57EPbff0QMHDgo3nhjfbz++hux3377xv777xfr1q2P1157I7l5iQ+N+U2c9ulPRlfXpti8aUu8+NLaOPzwtoiIWH7dTfGbI78S0TOV0OCim+E3b4149qHagYF65S62cePm5KIS1QIDX/7Wj5OL4ot//uHkoqpqBQb6I+++BAb+6OyPx7B9R0Tnpo3JVRVt6+qK/3vLjcnFe7T3vXNkjGg9LIbE+jjhLaPi4JEjYvPmrZHJZOKV1zfH08+9Fq+8uik2bemO/H3rW7esj3//eYUxaAq2OzAQEdHVMjSymZaIyETmzbPi2ed6o49thx4S3Y8ui4iITPe2GJCt9I6BnPxd/A8mggMzF14RcdkV8dMKwYNxF3w7vvGun/c+aVApCFBY9g9x+ML3xr2X9WxbeHnwp+M70Ye8K5QnZl4RC+OKqsGNYvUG/+utjwbaBgAAAIAda+vWLbFx4/qIiBg2bN8YNKh32p7NmzfGxo25KX2GD98vBgyoPL1MM4PFO8pxI9bG+KEd0d29rXRmkGw2Xh46Nn7ekXtJ6IBBw6Jra+lAdVdnc9M8bY8zF/043nbI4BjYj7PFbOuO+OVzuXHLHZX37V/KBRKaaet9hlUOJNWyaePOa4udYeiQXGMM22dQHHnY/jFgQEts3rI11m/cGhs2bosNGysH/TZv2f6pu/Zm2x8Y6O/HTXoG2w8pWvTcrUXT9STXP5eYfig5eJ9YFgvviItPzK+I0iBEn/POPVIVUWGfHaxm2wAAAACwR2hmsDjt3nb2RTHpPdNi7IjolwH8bd0RT6+L+PX9d0dE7LC8f3nL30Voa3YT2x8YYJfSNgAAAACkyYBBQ2Li/7gw2ia9NwYMGpxc3bSurZ3R/uv/iN/88zURETss766tzb2/AnYkgYE9nLYBAAAAAKAZ/fBADAAAAAAAsKcQGAAAAAAAgBQRGAAAAAAAgBQRGAAAAAAAgBRp+OXDq0Z9rmQZu4fJa79a1l4AAAAAAFCNwMAebvLaryYXAQAAAABAVQ0HBh588MGSZQAAAAAAwJ7HOwYAAAAAACBFBAYAAAAAACBFBAYAAAAAACBFBAYAAAAAACBF9rqXD0+YtSDOHL86br/qlng4W3Jou9SYUy+M81pXxOKbH06uakru+EqXrb79qrj54Wy/HHu1co459cI4b3Jr0ZLt+5xdofwYIjpWLY1r7int7/WU57P9dVGt3huVmTArLu3pGPn+0Ls8trt82yOTGROnfPq8mByrYum3740XdlA5JsxaEFM7etuzP86HWvo7/2ptWE29fpjJTIizL50aHUu/Hfe8UJ5X+bWkI1ZV2XZvUX7M1a+fyf7UrHr1Hzvp/KxXjuRxV1J8fcqfz60r6vfRYsX9OyIiVt9ecr1Lrs9fmxspf712auQYo5/qip56itvjqkePLW3zIrWucc2eF/X6QLJvJfteJK8NHaXfVfX2L1sf5dtUU/h+zF/Ka+yX/JxKv1/K8kscS1Kt87lWnezOyupgJ9VpMq+I8s9uNK9drd45tas1+5u5mb5cb9t66/OS/aG4byXXFat0bUxun+ynZf2qQp8v26an7HHKpxuqy2Z/o+Y18r3ZTHsm66LSsdZqo3r7l9VThfzLtun5jBePP7tPdQQAu9oOCQxkJsyKS6d2VP2xtCfpr2Np5kdPLTv6x3qynL0/fhKDjhNmxdlxy0770dMf7VB2bGNOjU+fNzk6GvzxtiPrIlm2ZmUmzIpLj320bP/cD+DGB1h2hMyYU+PTZ42PaI1YXWXArT/syHOjP/pfoybMWhDHPlq9TzbTD2vVSXJdLtAQe3VwIHnMtTSzbTX18thZ52e9ctSzvYGBTGZMnHL2cfHbW3LnT24A/sxoLRrcmDBrVsQtuXrIr4+ioE218tda1xf9nV/aVPsuymvkWtrseVGrzRrpe2NOvTDOG786N7ATo3PX147cYFAj+9c75moK1/Lizyr6d1Ktc6Q4v/GrK9dFUvHgWXIQK/d90FESKD0zKpdrd5Ksw+S/k/qzTuv1g2by2tVqnVO7g2Z+M9c6v5PqbVtvfbF6fSup1rWxVl7JPp78dzTQ98acemGcFbdVXJdXr39vj0bbs5Hrca1rV739k3WX/HehDDXqMnrOn1q/4wFgd2MqIWoafcpZuTu9E3+gZx++eY//wZN94Z5YsTpi/LHHJ1dVtDfXxY50/HsmR6y+LVasbo3J72msrqmumX74yP2rIsYfF2MymZLllbx4722xqqM1xh83OrmKPmqm/nekXV2ObPaFuOfmewqDHdnsw3H/qo5oLSrTwzffXOjP2ezD8WjRtXlnln9nftbeJpMZE6dMbY1V9z+SXBVRWD8+Vq8oH/jaUer1vUxmQrxncmuhTNnsC3HvbauiY/zUOHVMpu7+ERGjR5U+idiw0cfF+NbVcfstufrq/exjY0KF/lfrHIn8d0PH7VUHq4plJszquYv39lidXJcZE8eNb43Vt/d+xzxyf/Vy7VZ2YZ3W6wfN5EX/qHd+N7NtvfVJ9fpWsXrXxpp5NdDn6/W9F+9dER2T31PxHNmd1Lse17t21du/P+oSAPZIEydOzBan888/P3vaaR8oSeeff37JNsk0Z9FN2UVzJhX+/003FaVFcwrbzbxkSdG6JdlLZub2mTRpZvaSJTdlF82Zk110003Zm25alJ0zaVJ2zqKbsksumZO9ZElvfovmTMpOmnlJdkkhn9y2xWVZcsnMRL65/yY/d+LEiYm8bsretOSS7Mye/PpyLMXlKM5zziVLSvafNGlOdlHRZzWaio8vmZo99vw+1co5aVKuPfJtWyuV1kdpXeXyqVTvubarV9ZK7VCpzyxaVPq5hXL11PPMRBvk887X2Zya+/dPXRR/brV6r5xPedsVp0lzFpXtX1hedI7U7e+VytCzTa19q6Xiti9u8+Jt8m1QcryJvJvZptq/J5bVaW971jq2Sv2v0fxLz4Pa/by43NX6WSPnZO5Yeuq88Jnl2yfLn992ySUzK55f+XardYzFeRfXZel1pXLetdqgt7zNfR8kU/KYa61L/nti2bEnrmlzFpWtq1X/vfvs+POzVjkqHWdj7Vead726T6ZJcxaVtXFxKi5X8jMrbdfotaHeedjIZ+X/XavOt6e9kvtWOu8rfZ+VrCvk3XtsueVF/S3fdkX5VNu3kVTte6hkfY02L9mu8Pug9u+HiRXapV4qLkcyr4lV6rva/hPrtEWtlDz/JxY+u/g7s3obVO7XlbetllelY62UV6V66l1euR9P7KfrdjNpV9ZprX5QL6/yfHd8ndY615PnVGNlqn0drvQd2UhZ8vkX51vynVSjTSv12+I+X7xvY9vWW1+5HPljqHadSl5T6qWSflqvzzfY92ZesqRq+Qqfk+jfjbR7pePua3tWSiXX8wrHWqndqu7fT3U5p8bveEmSJEnaHdN2BQbyPwSSX/iVfuAU/0Fc2Kbwh1/ui3bJkkVlP0zL/6jt/dFR6Y/aSj/qywaZS/6g6/3MSvk1eyyVPqPwYzjxg6rwQ7vKHxKVUqUfWJXWNXLsyX8ny5k8rmqp3mBDvT/sGylrsh0q9Zlq2+R/nCX/aEseX639k9tWS/XqYmK1Y0v0g3p9LJkmzSn/wV5pv1r9vdbx19u3WirOM5lfPuX/QCjru8k6a2Cb4nMj+e+ytpl5SfaSBo8tWTcN5Z+s3wb6eX5Zso5KylGjH0zsOa5GBiuS5S/p7xXOr0JeNY4xn2953y2vh/K8a7dBrg80932QTMljrrUu+e9a52SyzifNuaRu/SfzyG1bvQ6SfTB5PtXat1Y5ksfZaPvlPze5faNpzqLqbZWsl4l1yt/MtaGR87DWZ5X2iep1vj3tVbZvhe+IateJmv00f+71HENy2+S/K7VDrTSzzsBSsv6qpdIy1/790Ey++VTc95J1PbFCWyVTsu8WrkX5VKHvVErJ45g4cWLDA43JtilsO6fnd+VNpX28Wl6VAgOV8k8ecz7V6seF/bbzut1M2pV1Wqsf1MurOO2MOq13rifPqcbKVOE6mz/P6n1H1ilL+frqeReneud38b51t623vl45alxLk/VdKyXzarjP1+l7k+ZU/jui1vp67Z7fpqnfGDXqsVJKXpuS9ZNcn0wl3wf9VJdzqnw/S5IkSdLumvo0lVBmzKlx4YIFufkAFy+u+zhd7vHLiFW3FT0i+cj9sapjfJQ8Vbn6/vK5rVevKCx78d4VsTqi9DHOFasjWkfVfOy/Y9VthTweuX9VdLS2xqiedS/cc3NhXSP51TuWTGZCHDu+o2R99uGb4/bks9qRm8rmmsWL46pHj40FCxbEhaeOSW5SUevk82LBggU9aVbNRz+rHXsz5aylUB9Lex/brPToZSOqlbWm4j7zyKOxunV8FGZC6Xkk9NHiWQ3Gn1mou0vPHF/yuGlD+9fQSF00Uu/1+tj2qNnf6xx/zX2rOP7Y8dGx+reF8/W3qzsqP0q9uvex3KqPZzeyTRWFR8CL2jv7wj1xT8/UO305tmKNtH1en/p5E3LXlWt6r5u/XV1WhkqOPzv33oKS/l50fjVyjI3074LE9b6hNuiH74Nmrp95jZ2THbH2xdz/yz58T9P1H/XqYDvPz0bK0VT75ecob63+8sVqxpx6YW4ak57H9aPns2flr81TO8qmyqpZ/j5cG2qdhzU/q0jNOt+e9lrbER1F+x5/7PhYvWpVdPSsz7dTx9qevHvU66f5uonJ74kJiW3r7duIUa2t0ZE/CRIyY06NqeNXx4p7K6/fWSr1vWpaR5VPq1Zp/xfuuSYWL14cixcvjquuuj1Wjz8zFsyaULJfRS/+NlZ3jI8zz+6t4OPPPjPyr8VMXsvrnSMRrTF5asRtV10VixcvjqWrIiafd3ZuCo1EXvVkH745lq5qjTMvvTQWLKj+foGa/TivH67bDduFdVq/H1TPq9iOrtO+nOuNlanedbj8O7JeWRr5Tkq2Q6NaR41ueN9K14JilfKq37dyGrk21syrTp/PaaDvre0ofMc0pW679+rv9qx0PW702hWV9u+vugSAPUxTgYH8D5NLz+r5QqzyRVvm+GNjfLTG5PNyX9ILFiyISy89LyYnpuOs9AdlR/Iv3yj/Y7ie8nxbo/g33phTLywZLK6p3rGMHhWtRT9+89Z2dJQuKJJ9+OZYvHhx3BZnxYIFC2LWhNo/LjpWLS388bF4ce+8k5VUPfY+lLOi44+N8RXyiRfXRkeinuupWtYaivfJzbvZO0f66OPGR+vqR0vrZ/XtRX+4LY2OqZcW/nBraP9aGqmLRuq9Xh/bTtX6eyPHX23fSnJ/7HTE6t/2HmxuwK38D4ay8/zFtZHsiY1sU9Xxx8b4qB3kaebYyjTS9j360s+3R+5dGpX/4C8eJD+ztfy9BSVlbeQYG+nfPcrroX4blPWBvnwfNHH9LKh3Tub/mLz00rLrd636r6RaHWzv+dlQOZpov9apn879QV0UFCgevMil8sDLhFkLSl4MmJfNPhw356/Nt0WcdemlJcHyWuUv6xcNXBvK+1/veVjrs5Kq1fl2tdeLv43VHa3ROio/kLI6Hr13bW+w4PhjY3zH6ii6tObU66dFx3bmpWfG+KLBxUb2rSWTGROjWqufj5WOf2er1veqSfaRRvbPZh+OW25fHdFAYCmbfSHu/XbPAHJPnR/76O2xusp1rd45ElE64JZ7b8z4mHpKc18wmcyYOPXC3pt/Fi9eHEs7plY8n6NWP+5Rdn5WOb6k8utJaap0M83uUqeV+0Hjee2oOo3o+7nedJmKr8PVviPrlaWJ76RmJc/vWuptW2l9/b6V08i1sVZejfX5Bvrei2v7dKNKzXZP6sf2rHQ9bubaVWn/fqtLANjDNBUYyGYfjluuWhqrYnKcl/xxV9fquL0nul6cki/L3Jnyf3ScN351LO0p21XVbo0sUeNYRrVGnd/WZQrlmNwRt1911c6pk0bKubajbFBzd/fIo6t7XiLV8wKqGiPBle5sqbp/f9VFI/UeUbuPNaujI9Y22N+rHX8j+yaNPm58tCb/4DtvcrTG7vWC274c2y7Tx374yKOrY/zUU8ruBCsZJL+m94VsfdZw/y61Z7RB9XMym30h7rlmcVy1dFW0nnlp2R+h1eo/YueenzXLEX1pv9K+WDx4kUu9gZf8H+xnxu11AzLZF+6Jb9++OloTL0OsW/5+VO+zGqnzvrZXtvjpqtGjorWjI9bGI/Ho6lywYPSo1sKTWOWq99O8/CBM2YBOA/tWk82+EGt7ghlJhRdC1vg+LtNzXvSHun2vbDBsVLQWnQh1909a21F9YCwhec7csrbywFlStXOkXxz/nphc9ALOqDL4Va8fb69k3SRTtaeVk/vtsjptoh/k7eg67dX4ud4fZar9HVmjLE1/J1VQ5/wuUW/beuurqNa3+nJtrJRXX/t8icJ3zQ7UD+1Z83rcwLWr5v79VZcAsIdpKjAQRT/uFi9eHI8emxvwq3QHRIk+DmbtcKNHRWuU3vE4elSdnyz1jqXK+lEVfjnmp2S69NJj49Grrqr4A2WHaaScPXctTn5Pjdsmq+RT7a6Qgn74cVhRfvqG45uZBqionNX276+6qLJNSb1X2aYvSvpzI/292vE3sm+R/B87pXdn59LSVR09g2W9fxy1JkeTKtyd3sg2VdWq0yaPraJq+dc7D5rVSD+sJDmtSV80coxVtql0/SvRH22wI1U5rqTsC/fEt69aWjaAVq3+d/r5WaUcBVWOs1L7daz4ds8j9J8uewKokuPPPi8md1R/pL8hVcq/XdeGaqp8VkEjdb4d7fXib1dHR+uoOP648RE9QYBHHl0d4489JXdtrXRwVdqvWGbMqXHW5I64femqiMln9bZdA/s2ouKUG01Oy5esizJN/n6o2fceeTRWJ4+7p33y5a25fyVNlq9YI3cPV1T0lElSxb7SHxrox7uDXVanxf2g0bx2Rp02e643WKZGrsNl35H1ylJlfaXvpIoaOL8L6m1bb31fNHltbFRJn2+0741qjdaOtVUCztU10u4F29uefbkeJzS7f5/qEgD2ME0HBoo9fHNuoG9F63nlTw8U3VWRe3S9tWQOvkxmTJw669Sqd+PtPL0/UHJ/MFf4cdLEsRTWn9V7p2FmwqxIPnWbyUyIs89rjRU7OyDQo5FyljxSeWFpW2UmzIpZE4qON1Efp5w1OWLV/T3HtTY6igYzM5kJcXayQhpRdqdOucL0DVPr/yGYL2fxdtX276+6aKjeq+TT7PlSuBOpZ97ZnNr9vfj4e9svr/a+JUYfF+NbS6cRyssNeE2OkrHt8WcWriH5/tGR/PxGtqmiYp2OOTVOLVy3Gji2Gv2vYv5l58H2a6Qf5gKOF5YM1mazD8f9q2K7ntRo6BjzgYsa/bu6BtpgF6l27PlzMl/3xZLTnCXrf1ecn5XKUayR61OxF+65pqH5dfPTiq26v/LoRyYzIU4tusGg2vldtfzbcW2opupnlahd59vVXi+ujY7WyXHm5Oi9jq7NvXugeCCp+Hyv20+Lz9cX7onbVkWhrevt24hHHl1dPkiUH1hp8E7U8vNi+34/1Ot7+TbK10PymlZv/2QdZcacGp8u6n+5u61Lr8fVZCbMivMmR+Gzitu23jlSeMrkzN72G33KWTE5VsX9j5TmVdcjj8bqKJ1ne/QpZ8Xkit/pdfrxLraz6rReP6iXV6kdW6d9O9cbKFON63C178h6ZWnkO6lW327k/C5cP+tsW299M30rr9q1sS95FdYn+nyjfW/0qNYKT5E1oEa7J21ve9a7Hte7dtXdP6GvdQkAe5zk24jPP//87GmnfaAknX/++WVvLa6VJk2amb1kyU3Zm266KXvTojmF5XMW9SzrSUsumVmy/aI5k0rymbOod5vcdnOyi25akr1kZu92k+Ysyt605JLszEm5ZcX7VMp30sxLskuK8ph5yZLeMi25JDszkV+zx1K2T89+My9ZUrJ/X1OyTqqta+TYGy1n2Xb5uuqpo4nJekzURy6POdlFhfWLsnNmXpJdctOi7JxJk5ov66I5Ffeptm+1MubzanT/snL0uS4aq/dafSyZJs1ZVNi/uK6T+9Tr74W8Khx/I/vm05xF5fVSyD9//D3lzfXbOWV1ksyvsW16jzf570K5CnW6fdeBSvnXavtKfbZSX5uzqHK/Lk5lfShf7kmTKubZ+1m5cy7/OcnyJ/OvVI5ax1ixbIn+XS3vem2QLG8j3wfJlMyj1rrkv/PLKh17rm7Llxen3vrftednvX7Ql/bL10uyTUs/s7Tu8mnRnN7vgOLlybqpXf7Grw2Vyt/Xc6aROt+e9pqTuI4mr53Vyl6tn5bnl+uLyX5fad9GUqVzMp9nvXxqfW/V+v1QL/96fS+/Xclxl9Vv+b75/Sv13fK+1VvW0uNK7lu6XXHblm9b+ZhLr8+9+VXqJ7ky5Oo2ee6W1vlNFftw2edV6MfJtqnUR+pdt5tJ5fW0c+q0Ul7JOq2VV9VtdmCd1jrXk5/RWJmqX4eT51GynmuVpaxuk99JVfp21fzLylXj+lnhb4Rq6+v1h+Qx5/OqtLyZvMrXN9CvkufFpDnZRVX2K2wzp/fvjHyq1+6929QobxPtmexHxSl/vtW6dtXbv6xsVeqkVl3mj7nS+S9JkiRJu2vKTJw4sSSkf+KJJ0Z7e+m8nW1tY+LBBx8sWQa7q8yEWXHp1I5YWvTYczO2d/9dITNhVlx67KMNPxq7O5kwa0FM7Vhadb7gaHCbvcWEWQvi2Ef7/10jmcyYOOXT50Xriv7Pu540tV81u7L+iyXLsae1TbL8O1Lys/a0utoV9uTvoh1BfZAGro17tjGnXhhnxW0126/StUy7V7ajfscDwI6yXVMJwe4mkxkTp0wdX+PFjLVt7/671PgzY8GCBWWPa7NnyEyYFQsWLKg6bcv2Knmh6U6Ue0x8day4NzkFRbrsqvpPKi5H/rH68ulBdl87sx739LraFbIP3xy3x5mxYNaE5KpUGj2quReLAuxMY069MM5rXdHY4L6/M2ra0b/jAWBH8cQAe40Js3p+jK1u/KVSxbZ3f/qmkTuOGtmG3UPhPCpYHbdfdUtUmm+WXSMzYVZc2tNIq293V1st6gqgNr/R0km7A8DeQWAAAAAAAABSpOHAwEknnVSyDAAAAAAA2PM0HBi49tprS5YBAAAAAAB7noYDA6YSAgAAAACAneuFF/r/3T4tyQUAAAAAAMDeS2AAAAAAAABSRGAAAAAAAABSRGCA3cKMhXfH3QtnJBf3u8yMhXH33QtjRiaTXEUVmcyMWHj33bFwhjoDAAAAgL1BnwIDucHVu8vT9XNjXJMDrplxc+N6g45VqZ/+kxk3N743f0q0L7sh7sqWvHN7r1Ot3+TO3etj7rje5ePmXl9yHl8/d1zJPtnsXXHDsvaYMn95WX797aiP3hDnXFEhffSkiIjIZE6Kk6+4Ic654pI4quhak5l4SZxzxdXxB2N2bPkAAAAAYG/Qp8BAzsq4evr0mDZtWm8699pYs5cPuLJnymRmxJVLZkfbyqvj3GvXJFen1oyFd8eS2RHL5vWey4tjQVkAYM2158a8Ze0xZf6VO/Rpi8d/dE7ccMU58cNr/iXeiOfjkWs+ETdccU7c8KOflWz3RsebYsIfji1ZBgAAAAA0ZjsCA7DnOOb8j8eUWBlXX748uSq1MpkZcdKUiPZli+PaNb0BvTXXnhuX3VUe4HvsuhtjZUyJ+VdOT67a6V7/3S8i3vLuOGgHBikAAAAAYE8xbty4mDx5cowbVzobSDU7JDCQyYyLudfnpiQpmaakaKqh/PLlS2ZHW0RMmb+8aDqT0jngy6YuSsxFn5mxsCfv3Fzo+e2Sdz03asbC4imSSqddiQpTrxSXJ3/syTIWz6Hfn/VT79hz+ZQfQ7WpZhqxPfWTl2zT+VOSW5RvUymfRmQyM+Kc2W01pxDqr88qrZvelJyeZ3fSdtiRyUUV5acUiiknVX1qIN/2O/x41/5nPB1vj8NHJ1cAAAAAQLqMGTMmRo4cGRERI0eOjDFjxiQ3KbNDAgN5bbOXxJLDboxp06bF9OlXx8q22bHg/GMieu5KnjZtWkyftyzaI2Ll1cXTEl1WGMDNzFgYy+dHYdqi6dOvjpVT5pcP3LbNjiW5DWPatGl9mvYk/5LV+WOXxbzC5y2OOLn3Dulxc6+PJbOfrl+eBvRH/fRkVPXYc3d5t8XUk3P55k0/Z3a0tS+LG5q4gb6/6ifXpmNLpq+5emVhddE2DbR7I6afFFOiPVbc91hyTUQ/fta4udfH/Cm9U2xN7zmolVdP3y2nL+od6J9fMcBTyWP3rYj2mBIn7fKHBp6OX//H83H8yVOTKwAAAAAgNYYMGRKHH354ybLDDz88hgwZUrIsaTsCA1Ni/vLiu9gr3GXdvizm9Uzdks3eFT9b2fjdydFzZ/35Hy99WWytu5ZXXj29MAVKbgBzbBxeOh5eU2G6mU9dV3hXQja7Jq699q6IojvPV159eUl5Lr96ZcSUjzc0sFpiO+unWLVjL+Q79eTC0wj5KWRW3th7nI3oj/rpbdPS6WuKNdvu9Rxz+NiIeDqeqhAX6K/PymTGxclT2yJW/qw3aLP8hljWHjG2mU64k6259tye4FNbzF6SO59r3u3/2H2xosYx5QNaOyUQ8l8PxjPHnljyEmIAAAAASJNjjjkmWlpKh/lbWlrimGMqj9/lbUdgoMLLhy/LDRAXPP1UUwPP5Y6Mw9pyd9YXByCWzG5LbhgRK+NnRXe/Z9dcG+dOO7fq4HMlRx6WGNhN6rnz/JknEsufeCbaoy2aHtPf7vrJq33sy29YFu1ts+Oc/F3e00+KKYl9GtEv9XPMyTG1LeLpSqP0Bc20e4Pan4lksXL657Oy2TVx34pEMGH6OTG77rHuern+Mi2mT58Xy9pzdVEzONDE9EM7Ujb7s3j60bfF2BOSawAAAABg7zdmzJjYb7/9kosjImK//farOaXQdgQGdp7SaXSqTKeznTKZcXH42OTSvUTPXd5TeuZ/mX5S6R3yjdgV9dOv7d52WNQayu6/z+p9kmb5/CklT3Ls7rLZNXHtublpndpmn1PzaYn2sujPrvHEff8S+7/3I3FgcgUAAAAA7OXGjq09YFtr/W4eGHginika0N6Rstk18dTTUXv6mGpPBhx5WLTVuAN/VwyqF8tm18R1N67sObYZcdKUlXHjdc3dxd5v9fPYU/F0lE5Fk5/aqFf/tvtjTz0dUXVaqf75rPxUQskAwy4LClSo56gzrVLeE8+0Jxf1auiJj53oxZ6XEI9KrgAAAACAvdvGjRuTi0rUWr/rAwM9A5iVBmZ7p2eZHwtnVBmM7kfLb1gW7TEl5l/ZW5ZMZlzMnZt7d0J2zbVx48ooealxJjMjrpzfewd+ckqZTGZcnP+9JdHkzDS9atRPU5b/LFbGlJi/fH5MqTUdUA39Uz+l7zzIZGbElcvnR3FcoN/bffnPKr6AOfrwWTMWVnmfRo9G26lePlG0Tb1pfSop1HPRnf/5d0Dk2yIzbm5cn/j8zLi5saBom6RjTp5aMwg2bu71fS5zX2SzT8VTv4sY+5Y3JVcBAAAAwF7tkUceiVWrVlVNjzzySHKXgu0IDFR4+fD1cwsvuG1UNntXXD5vWbRPmV+U18LCYOaaa8+NecvaY8r8Oi867gfZNdfGp6ZfHSuLyrJ8+YKI+3pHQe+6bFpcvbJoupjl82PssnklL1t97LrFsaw9t83y5Uti6op5MW9Zjbuwa6hXP40qvFA32mPZDVVGdevor/pZfvm8WBazY8ny5bF8+fyIq6eX1U9/tnulQfJijX5WrSc/ep/KKG6n5vMplr9zv1q566nXFtk118anfnZSSVmXL5kdT189veLLgyu+YLmfHfXRG+KcK26IORd+IPaLN8XxF/4gzrnihjjnoyclNy149d9uj9dbBQYAAAAAoFGZiRMnlozwnXjiidHe/kLxomhrGxMPPvhgyTL2POPmXh9Lpq6IeZ+6rp9eerznKDyZsPLq8pdk94PMuLnxvSWzIxJBkPzyp/vwroFCmduX7RZtNm7u9bFk9tNx9fTLd1hgAAAAAAAo9cILpeP1/WE7nhhgT5KZsTCWzI5YtnjXDzDvCsVPXuysaW6iMPVOe/TlXb3HnP/xmBIRK2/c9W1W6D/zBAUAAAAAYE/niYG93IyFd8f8KZGbQmjep+LaNeke1M3MWBi52Yv6f4A7l3fJW5T7VO/5pwza+rDvjpB/ciH68NQDAAAAALB9dsQTAwIDAAAAAACwm9oRgYGmpxL6/ve/n1wEAAAAAADsIZoODAAAAAAAAHsugQEAAAAAAEgRgQEAAAAAAEgRgQF2CzMW3h13L5yRXBzj5l4fd99deR0AAAAAAM3rc2AgkxkXc6+/Ozdoe/fdcffd18fccZnkZjtNZtzcuP7uu2PhjF1Xhr3djIXF7V2UdsKgffszTyQXAQAAAADQB30KDGQyM+LK5UtidiyLedOnx7Rp02L69MUR55wf4zIG5vdWd102LdfW85ZFe7THsnm5tp922V3JTfvNmmvPjWnTpsW5165JrgIAAAAAoA/6FBiYfuX8mNK+LOZ96rpYk81GREQ2uyauvezawr8BAAAAAIDdT9OBgWz2rjhpSkT7ivvqBgEK88NXmHKmMBVRYhqa4rnm89tcP3dcaV7Xzy08mZBfvnzJ7GiLiCnzlxd95sKY0bNdZsbCnv1mxMKiMuWnHsrlUz4dUrNTFDVS5rya9ZMv74yFvfv3lKX4uArbVsmnWP7zrp87LrmqXzRz7Mkyz59Ssrpsfb1jqrcdAAAAAAA5TQcG4rGnYmxEPP3UY8k1JcbNvT6WzH46ri5MNXR1rJwyv08Dt22zl8SSw27szadtdiw4/5iIoqlmctPbRKy8umd6m2nTYtq0y+Ku4uBF2+xYsnx+RM8285a1x5T5V8aMTCYeu+7GWBltMfXkXL5508+ZHW3ty+KG5SWL66pV5ugZ+F4QiwtlzddPyaB92+xY8vFnYt68ZdHeNjUWLDgsbpy3LNpjSpw0vTef3CFtfz33l0aOffn8sb1TEU2bFlevLMkisndd1rP/vFjWXrour6E6BAAAAACgRPOBgSeeibbksoRMZkacM7stVl59eWFgPpu9Ky6/emXElI+X3ZVfV/uymHd5bmQ+m70rfrYyou2wI5NbNWTl1dPjsrtyZXrsvhXRHmPj8GOK8p16cuHu9kxmRpw0JWLljb1TJjWsTpmzd11WMm9+pW0icp+dC8G0Ray4IZY/9lQ83bMukxkX5398SrQvu6Gknm9Y1h4x5aSSpwpiZ87XX+PYe8u8OK5d02SdJjRahwAAAAAA9Go+MNCI6SfFlGiPZ55ILH/imWiPtmh63Pbpp5ofmK9oZfys6M7/7Jpr49xp5xYGqJffsCza22bHOT134+eOo3SfhjVQ5hkLi6bAqTCdTiTqsPwpjSPjsLbcHfrF+SyZXS90s4PVOvZjTo6pbZWOpW/q1yEAAAAAAMWaDwwceVi0R8TYw0un3NkrPHZfrGiPmNIzT8/0k0rvxu9PMxbeHfOnrCxMAVRpOp1GlU6fVGUapb1Qf9YhAAAAAEBaNB8YOObkWNFeOuVOmWpPBhx5WLTVuAM/kxkXh49NLt15stk1cd2NK3um4ZkRJ01ZGTde1z93thfLT1EUK3+2nYP3T8QzRYGMPULPVEjFgaVCfTSh/+oQAAAAACBdmg4MZDLj4rrFuSl3llzZOyCdyYyLuQvnxrhMJrJrro0bV0bhxb659TPiyvm9d+Bns2vivtzt+TEjk8nNPf+9JdHnWXB6Bpy3e5B8+c9iZUyJ+cvnx5QdNuicG9CPsYcXgiu5u9+T29XWW4fzY+GMKkGaIuPmXh933333Ln05b/JdDpnMjLhy+fxo8tD7rQ4BAAAAANKm6cBA9MzN/6npV8fKKfMLc7svX74g4obel/Teddm0uHrllJi/fHnP+vkxdtm8kpfFPnbd4ljWnttm+fIlMXXFvJi3rL3okxqXzd4Vl89bFu1FZbr77oVlL+Ctp/Dy3miPZTdUebRhO2Wza3qDKz318/Fn+nbsa649N+Yta48p83P5FNLCGclNt1t+Pv/lS2ZHW7TF7CU9n9nkZy2/fF4si9yxL18+P+Lq6WXHng9iLF/eEywqtOv1MXdcpl/rEAAAAAAgTTITJ04suSX+xBNPjPb2F4oXRVvbmHjwwQcjIuL73/9+fPKTnyxZv7cZN/f6WDJ1Rcz7VG+gAwAAAAAAdrYXXigdr+8PfXpiYG+WmbEwlsyOWLZYUAAAAAAAgL2PwECPwjQ588fGsnmfimvXCAoAAAAAALD3ERjocddl02LatGkxbdq5ggIAAAAAAOy1mg4M7O3vFwAAAAAAgL1Z04EBAAAAAABgzyUwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKSIwAAAAAAAAKfL/AcIK+u6ISaszAAAAAElFTkSuQmCC)

**Hands on 7**

**Add a new country** 

* Create new method in CountryService.

@Transactional

public void addCountry(Country country)

* Invoke save() method of repository to get the country added.

countryRepository.save(country)

* Include new testAddCountry() method in OrmLearnApplication. Perform steps below:
  + Create new instance of country with a new code and name
  + Call countryService.addCountry() passing the country created in the previous step.
  + Invoke countryService.findCountryByCode() passing the same code used when adding a new country
  + Check in the database if the country is added

**Country.java**

* package com.addnewcountry;
* public class Country {
* private String code;
* private String name;
* public Country(String code, String name) {
* this.code = code;
* this.name = name;
* }
* public String getCode() {
* return code;
* }
* public String getName() {
* return name;
* }
* @Override
* public String toString() {
* return "Country [code=" + code + ", name=" + name + "]";
* }
* }

**CountryManager.java**

package com.addnewcountry;

import java.util.ArrayList;

import java.util.List;

public class CountryManager {

    private List<Country> countries = new ArrayList<>();

    public void addCountry(Country country) {

        countries.add(country);

        System.out.println("Added: " + country);

    }

    public List<Country> getCountries() {

        return countries;

    }

}

**Main.java**

package com.addnewcountry;

public class Main {

    public static void main(String[] args) {

        CountryManager manager = new CountryManager();

        manager.addCountry(new Country("IN", "India"));

        manager.addCountry(new Country("US", "United States"));

        manager.addCountry(new Country("JP", "Japan"));

        System.out.println("All countries: " + manager.getCountries());

    }

}
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**Demonstrate implementation of Query Methods feature of Spring Data JPA**

**Write queries on country table using Query Methods**

import jakarta.persistence.Table;

import jakarta.persistence.Column;

*@Entity*

*@Table*(name = "country")

public class Country {

*@Id*

*@Column*(name = "co\_code")

private String code;

*@Column*(name = "co\_name")

private String name;

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

package com.cognizant.orm\_learn;

import java.util.List;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.orm\_learn.Country;

*@Repository*

public interface CountryRepository extends JpaRepository<Country, String> {

List<Country> findByNameContaining(String keyword); // works if field is 'name'

List<Country> findByNameContainingOrderByNameAsc(String keyword);

List<Country> findByNameStartingWith(String prefix);

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Country;

import com.cognizant.orm\_learn.CountryRepository;

import com.cognizant.orm\_learn.CountryNotFoundException;

import jakarta.transaction.Transactional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import java.util.Optional;

*@Service*

public class CountryService {

*@Autowired*

private CountryRepository countryRepository;

*@Transactional*

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found for code: " + countryCode);

}

return result.get();

}

*@Transactional*

public void addCountry(Country country) {

countryRepository.save(country);

}

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Country;

import com.cognizant.orm\_learn.CountryService;

import com.cognizant.orm\_learn.CountryNotFoundException;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class OrmLearnApplication implements CommandLineRunner {

*@Autowired*

private CountryRepository countryRepository;

public static void main(String[] args) {

SpringApplication.*run*(OrmLearnApplication.class, args);

}

*@Override*

public void run(String... args) throws Exception {

// Task 1: Search countries by keyword in name

System.***out***.println("\n[1] Countries containing 'ou':");

List<Country> countriesWithOu = countryRepository.findByNameContaining("ou");

countriesWithOu.forEach(c -> System.***out***.println(c.getCode() + " - " + c.getName()));

// Task 2: Search and sort countries by keyword in name

System.***out***.println("\n[2] Countries containing 'ou' (sorted ascending):");

List<Country> countriesSorted = countryRepository.findByNameContainingOrderByNameAsc("ou");

countriesSorted.forEach(c -> System.***out***.println(c.getCode() + " - " + c.getName()));

// Task 3: Countries starting with 'Z'

System.***out***.println("\n[3] Countries starting with 'Z':");

List<Country> countriesStartingWithZ = countryRepository.findByNameStartingWith("Z");

countriesStartingWithZ.forEach(c -> System.***out***.println(c.getCode() + " - " + c.getName()));

}

}

OUTPUT:

. \_\_\_\_ \_ \_\_ \_ \_

/\\ / \_\_\_'\_ \_\_ \_ \_(\_)\_ \_\_ \_\_ \_ \ \ \ \

( ( )\\_\_\_ | '\_ | '\_| | '\_ \/ \_` | \ \ \ \

\\/ \_\_\_)| |\_)| | | | | || (\_| | ) ) ) )

' |\_\_\_\_| .\_\_|\_| |\_|\_| |\_\\_\_, | / / / /

=========|\_|==============|\_\_\_/=/\_/\_/\_/

:: Spring Boot :: (v3.5.3)

2025-07-09T19:32:30.863+05:30 INFO 32660 --- [orm-learn] [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Starting OrmLearnApplication using Java 21.0.7 with PID 32660 (C:\Users\admin\Downloads\orm-learn\orm-learn\target\classes started by admin in C:\Users\admin\Downloads\orm-learn\orm-learn)

2025-07-09T19:32:30.866+05:30 INFO 32660 --- [orm-learn] [ restartedMain] c.c.orm\_learn.OrmLearnApplication : No active profile set, falling back to 1 default profile: "default"

2025-07-09T19:32:30.945+05:30 INFO 32660 --- [orm-learn] [ restartedMain] .e.DevToolsPropertyDefaultsPostProcessor : Devtools property defaults active! Set 'spring.devtools.add-properties' to 'false' to disable

2025-07-09T19:32:31.909+05:30 INFO 32660 --- [orm-learn] [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Bootstrapping Spring Data JPA repositories in DEFAULT mode.

2025-07-09T19:32:32.015+05:30 INFO 32660 --- [orm-learn] [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Finished Spring Data repository scanning in 87 ms. Found 1 JPA repository interface.

2025-07-09T19:32:32.755+05:30 INFO 32660 --- [orm-learn] [ restartedMain] o.hibernate.jpa.internal.util.LogHelper : HHH000204: Processing PersistenceUnitInfo [name: default]

2025-07-09T19:32:32.887+05:30 INFO 32660 --- [orm-learn] [ restartedMain] org.hibernate.Version : HHH000412: Hibernate ORM core version 6.6.18.Final

2025-07-09T19:32:32.961+05:30 INFO 32660 --- [orm-learn] [ restartedMain] o.h.c.internal.RegionFactoryInitiator : HHH000026: Second-level cache disabled

2025-07-09T19:32:33.513+05:30 INFO 32660 --- [orm-learn] [ restartedMain] o.s.o.j.p.SpringPersistenceUnitInfo : No LoadTimeWeaver setup: ignoring JPA class transformer

2025-07-09T19:32:33.551+05:30 INFO 32660 --- [orm-learn] [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Starting...

2025-07-09T19:32:33.808+05:30 INFO 32660 --- [orm-learn] [ restartedMain] com.zaxxer.hikari.pool.HikariPool : HikariPool-1 - Added connection conn0: url=jdbc:h2:mem:testdb user=SA

2025-07-09T19:32:33.811+05:30 INFO 32660 --- [orm-learn] [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Start completed.

2025-07-09T19:32:33.919+05:30 INFO 32660 --- [orm-learn] [ restartedMain] org.hibernate.orm.connections.pooling : HHH10001005: Database info:

Database JDBC URL [Connecting through datasource 'HikariDataSource (HikariPool-1)']

Database driver: undefined/unknown

Database version: 2.3.232

Autocommit mode: undefined/unknown

Isolation level: undefined/unknown

Minimum pool size: undefined/unknown

Maximum pool size: undefined/unknown

2025-07-09T19:32:35.250+05:30 INFO 32660 --- [orm-learn] [ restartedMain] o.h.e.t.j.p.i.JtaPlatformInitiator : HHH000489: No JTA platform available (set 'hibernate.transaction.jta.platform' to enable JTA platform integration)

2025-07-09T19:32:35.254+05:30 INFO 32660 --- [orm-learn] [ restartedMain] j.LocalContainerEntityManagerFactoryBean : Initialized JPA EntityManagerFactory for persistence unit 'default'

2025-07-09T19:32:36.448+05:30 INFO 32660 --- [orm-learn] [ restartedMain] o.s.b.d.a.OptionalLiveReloadServer : LiveReload server is running on port 35729

2025-07-09T19:32:36.486+05:30 INFO 32660 --- [orm-learn] [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Started OrmLearnApplication in 6.304 seconds (process running for 7.058)

[1] Countries containing 'ou':

2025-07-09T19:32:36.793+05:30 DEBUG 32660 --- [orm-learn] [ restartedMain] org.hibernate.SQL :

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

Hibernate:

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

BV - Bouvet Island

DJ - Djibouti

TF - French Southern Territories

GP - Guadeloupe

LU - Luxembourg

ZA - South Africa

GS - South Georgia and the South Sandwich Islands

SS - South Sudan

[2] Countries containing 'ou' (sorted ascending):

2025-07-09T19:32:36.884+05:30 DEBUG 32660 --- [orm-learn] [ restartedMain] org.hibernate.SQL :

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

order by

c1\_0.co\_name

Hibernate:

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

order by

c1\_0.co\_name

BV - Bouvet Island

DJ - Djibouti

TF - French Southern Territories

GP - Guadeloupe

LU - Luxembourg

ZA - South Africa

GS - South Georgia and the South Sandwich Islands

SS - South Sudan

[3] Countries starting with 'Z':

2025-07-09T19:32:36.891+05:30 DEBUG 32660 --- [orm-learn] [ restartedMain] org.hibernate.SQL :

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

Hibernate:

select

c1\_0.co\_code,

c1\_0.co\_name

from

country c1\_0

where

c1\_0.co\_name like ? escape '\'

ZM - Zambia

ZW - Zimbabwe

2025-07-09T19:32:36.909+05:30 INFO 32660 --- [orm-learn] [ionShutdownHook] j.LocalContainerEntityManagerFactoryBean : Closing JPA EntityManagerFactory for persistence unit 'default'

2025-07-09T19:32:36.916+05:30 WARN 32660 --- [orm-learn] [ionShutdownHook] o.s.b.f.support.DisposableBeanAdapter : Invocation of destroy method failed on bean with name 'inMemoryDatabaseShutdownExecutor': org.h2.jdbc.JdbcSQLNonTransientConnectionException: Database is already closed (to disable automatic closing at VM shutdown, add ";DB\_CLOSE\_ON\_EXIT=FALSE" to the db URL) [90121-232]

2025-07-09T19:32:36.917+05:30 INFO 32660 --- [orm-learn] [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown initiated...

2025-07-09T19:32:36.919+05:30 INFO 32660 --- [orm-learn] [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown completed.

**Write queries on stock table using Query Methods** 

CREATE TABLE IF NOT EXISTS `stock` (

  `st\_id` INT NOT NULL AUTO\_INCREMENT,

  `st\_code` varchar(10),

  `st\_date` date,

  `st\_open` numeric(10,2),

  `st\_close` numeric(10,2),

  `st\_volume` numeric,

  PRIMARY KEY (`st\_id`)

);

INSERT INTO stock (st\_code, st\_date, st\_open, st\_close, st\_volume) VALUES

('FB', '2019-09-03', 184.00, 182.39, 9779400),

('FB', '2019-09-04', 184.65, 187.14, 11308000),

('GOOGL', '2019-04-22', 1236.67, 1253.76, 954200),

('GOOGL', '2019-04-23', 1256.64, 1270.59, 1593400),

('NFLX', '2018-12-21', 263.83, 246.39, 21397600),

('NFLX', '2018-12-24', 242.00, 233.88, 9547600),

('NFLX', '2018-12-26', 233.92, 253.67, 14402700),

('FB', '2019-01-31', 165.60, 166.69, 77233600);

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

import java.time.LocalDate;

*@Entity*

*@Table*(name = "stock")

public class Stock {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private int stId;

private String stCode;

private LocalDate stDate;

private Double stOpen;

private Double stClose;

private Long stVolume;

// Getters and Setters

public int getStId() { return stId; }

public void setStId(int stId) { this.stId = stId; }

public String getStCode() { return stCode; }

public void setStCode(String stCode) { this.stCode = stCode; }

public LocalDate getStDate() { return stDate; }

public void setStDate(LocalDate stDate) { this.stDate = stDate; }

public Double getStOpen() { return stOpen; }

public void setStOpen(Double stOpen) { this.stOpen = stOpen; }

public Double getStClose() { return stClose; }

public void setStClose(Double stClose) { this.stClose = stClose; }

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Stock;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.jpa.repository.Query;

import java.time.LocalDate;

import java.util.List;

public interface StockRepository extends JpaRepository<Stock, Integer> {

List<Stock> findByStCodeAndStDateBetween(String stCode, LocalDate startDate, LocalDate endDate);

List<Stock> findByStCodeAndStCloseGreaterThan(String stCode, double closePrice);

List<Stock> findTop3ByOrderByStVolumeDesc();

List<Stock> findTop3ByStCodeOrderByStCloseAsc(String stCode);

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Stock;

import com.cognizant.orm\_learn.StockRepository;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import java.time.LocalDate;

import java.util.List;

*@SpringBootApplication*

public class OrmLearnApplication {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private static StockRepository *stockRepository*;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.*run*(OrmLearnApplication.class, args);

*stockRepository* = context.getBean(StockRepository.class);

*testFacebookSeptember2019*();

*testGooglePriceGreaterThan1250*();

*testTop3Volume*();

*testNetflixLowest3*();

}

private static void testFacebookSeptember2019() {

***LOGGER***.info("Fetching Facebook stocks in Sep 2019");

LocalDate start = LocalDate.*of*(2019, 9, 1);

LocalDate end = LocalDate.*of*(2019, 9, 30);

List<Stock> stocks = *stockRepository*.findByStCodeAndStDateBetween("FB", start, end);

stocks.forEach(stock -> ***LOGGER***.debug(stock.toString()));

}

private static void testGooglePriceGreaterThan1250() {

***LOGGER***.info("Fetching Google stocks > 1250");

List<Stock> stocks = *stockRepository*.findByStCodeAndStCloseGreaterThan("GOOGL", 1250);

stocks.forEach(stock -> ***LOGGER***.debug(stock.toString()));

}

private static void testTop3Volume() {

***LOGGER***.info("Fetching top 3 stocks by volume");

List<Stock> stocks = *stockRepository*.findTop3ByOrderByStVolumeDesc();

stocks.forEach(stock -> ***LOGGER***.debug(stock.toString()));

}

private static void testNetflixLowest3() {

***LOGGER***.info("Fetching 3 lowest Netflix stocks");

List<Stock> stocks = *stockRepository*.findTop3ByStCodeOrderByStCloseAsc("NFLX");

stocks.forEach(stock -> ***LOGGER***.debug(stock.toString()));

}

}

OUTPUT:

. \_\_\_\_ \_ \_\_ \_ \_

/\\ / \_\_\_'\_ \_\_ \_ \_(\_)\_ \_\_ \_\_ \_ \ \ \ \

( ( )\\_\_\_ | '\_ | '\_| | '\_ \/ \_` | \ \ \ \

\\/ \_\_\_)| |\_)| | | | | || (\_| | ) ) ) )

' |\_\_\_\_| .\_\_|\_| |\_|\_| |\_\\_\_, | / / / /

=========|\_|==============|\_\_\_/=/\_/\_/\_/

:: Spring Boot :: (v3.5.3)

2025-07-10T18:39:37.990+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Starting OrmLearnApplication using Java 21.0.7 with PID 25184 (C:\Users\admin\Downloads\orm-learn\orm-learn\target\classes started by admin in C:\Users\admin\Downloads\orm-learn\orm-learn)

2025-07-10T18:39:37.993+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : No active profile set, falling back to 1 default profile: "default"

2025-07-10T18:39:38.067+05:30 INFO 25184 --- [ restartedMain] .e.DevToolsPropertyDefaultsPostProcessor : Devtools property defaults active! Set 'spring.devtools.add-properties' to 'false' to disable

2025-07-10T18:39:38.971+05:30 INFO 25184 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Bootstrapping Spring Data JPA repositories in DEFAULT mode.

2025-07-10T18:39:39.087+05:30 INFO 25184 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Finished Spring Data repository scanning in 103 ms. Found 4 JPA repository interfaces.

2025-07-10T18:39:39.611+05:30 INFO 25184 --- [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Starting...

2025-07-10T18:39:39.944+05:30 INFO 25184 --- [ restartedMain] com.zaxxer.hikari.pool.HikariPool : HikariPool-1 - Added connection conn0: url=jdbc:h2:mem:testdb user=SA

2025-07-10T18:39:39.948+05:30 INFO 25184 --- [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Start completed.

2025-07-10T18:39:40.205+05:30 INFO 25184 --- [ restartedMain] o.hibernate.jpa.internal.util.LogHelper : HHH000204: Processing PersistenceUnitInfo [name: default]

2025-07-10T18:39:40.321+05:30 INFO 25184 --- [ restartedMain] org.hibernate.Version : HHH000412: Hibernate ORM core version 6.6.18.Final

2025-07-10T18:39:40.378+05:30 INFO 25184 --- [ restartedMain] o.h.c.internal.RegionFactoryInitiator : HHH000026: Second-level cache disabled

2025-07-10T18:39:40.889+05:30 INFO 25184 --- [ restartedMain] o.s.o.j.p.SpringPersistenceUnitInfo : No LoadTimeWeaver setup: ignoring JPA class transformer

2025-07-10T18:39:41.026+05:30 INFO 25184 --- [ restartedMain] org.hibernate.orm.connections.pooling : HHH10001005: Database info:

Database JDBC URL [Connecting through datasource 'HikariDataSource (HikariPool-1)']

Database driver: undefined/unknown

Database version: 2.3.232

Autocommit mode: undefined/unknown

Isolation level: undefined/unknown

Minimum pool size: undefined/unknown

Maximum pool size: undefined/unknown

2025-07-10T18:39:42.472+05:30 INFO 25184 --- [ restartedMain] o.h.e.t.j.p.i.JtaPlatformInitiator : HHH000489: No JTA platform available (set 'hibernate.transaction.jta.platform' to enable JTA platform integration)

Hibernate: create table country (co\_code varchar(255) not null, co\_name varchar(255), primary key (co\_code))

Hibernate: create table department (id integer generated by default as identity, name varchar(255), primary key (id))

Hibernate: create table employee (id integer generated by default as identity, date\_of\_birth timestamp(6), name varchar(255), permanent boolean, salary float(53), department\_id integer, primary key (id))

Hibernate: alter table if exists stock alter column st\_close set data type float(53)

Hibernate: alter table if exists stock alter column st\_code set data type varchar(255)

Hibernate: alter table if exists stock alter column st\_open set data type float(53)

Hibernate: alter table if exists stock alter column st\_volume set data type bigint

Hibernate: alter table if exists employee add constraint FKbejtwvg9bxus2mffsm3swj3u9 foreign key (department\_id) references department

2025-07-10T18:39:42.586+05:30 INFO 25184 --- [ restartedMain] j.LocalContainerEntityManagerFactoryBean : Initialized JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T18:39:43.773+05:30 INFO 25184 --- [ restartedMain] o.s.b.d.a.OptionalLiveReloadServer : LiveReload server is running on port 35729

2025-07-10T18:39:43.826+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Started OrmLearnApplication in 6.458 seconds (process running for 7.215)

2025-07-10T18:39:43.836+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Fetching Facebook stocks in Sep 2019

Hibernate: select s1\_0.st\_id,s1\_0.st\_close,s1\_0.st\_code,s1\_0.st\_date,s1\_0.st\_open,s1\_0.st\_volume from stock s1\_0 where s1\_0.st\_code=? and s1\_0.st\_date between ? and ?

2025-07-10T18:39:44.147+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Fetching Google stocks > 1250

Hibernate: select s1\_0.st\_id,s1\_0.st\_close,s1\_0.st\_code,s1\_0.st\_date,s1\_0.st\_open,s1\_0.st\_volume from stock s1\_0 where s1\_0.st\_code=? and s1\_0.st\_close>?

2025-07-10T18:39:44.153+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Fetching top 3 stocks by volume

Hibernate: select s1\_0.st\_id,s1\_0.st\_close,s1\_0.st\_code,s1\_0.st\_date,s1\_0.st\_open,s1\_0.st\_volume from stock s1\_0 order by s1\_0.st\_volume desc fetch first ? rows only

2025-07-10T18:39:44.164+05:30 INFO 25184 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Fetching 3 lowest Netflix stocks

Hibernate: select s1\_0.st\_id,s1\_0.st\_close,s1\_0.st\_code,s1\_0.st\_date,s1\_0.st\_open,s1\_0.st\_volume from stock s1\_0 where s1\_0.st\_code=? order by s1\_0.st\_close fetch first ? rows only

2025-07-10T18:39:44.179+05:30 INFO 25184 --- [ionShutdownHook] j.LocalContainerEntityManagerFactoryBean : Closing JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T18:39:44.188+05:30 WARN 25184 --- [ionShutdownHook] o.s.b.f.support.DisposableBeanAdapter : Invocation of destroy method failed on bean with name 'inMemoryDatabaseShutdownExecutor': org.h2.jdbc.JdbcSQLNonTransientConnectionException: Database is already closed (to disable automatic closing at VM shutdown, add ";DB\_CLOSE\_ON\_EXIT=FALSE" to the db URL) [90121-232]

2025-07-10T18:39:44.189+05:30 INFO 25184 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown initiated...

2025-07-10T18:39:44.193+05:30 INFO 25184 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown completed.

**Create payroll tables and bean mapping**

spring.datasource.url=jdbc:h2:mem:testdb

spring.datasource.driverClassName=org.h2.Driver

spring.datasource.username=sa

spring.datasource.password=

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.h2.console.enabled=true

spring.h2.console.path=/h2-console

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

import java.util.Date;

import java.util.List;

*@Entity*

*@Table*(name = "employee")

public class Employee {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private int id;

*@Column*(name = "name")

private String name;

*@Column*(name = "salary")

private double salary;

*@Column*(name = "permanent")

private boolean permanent;

*@Column*(name = "date\_of\_birth")

private Date dateOfBirth;

*@ManyToOne*

*@JoinColumn*(name = "department\_id")

private Department department;

*@ManyToMany*(fetch = *FetchType*.***EAGER***)

*@JoinTable*(name = "employee\_skill",

joinColumns = *@JoinColumn*(name = "employee\_id"),

inverseJoinColumns = *@JoinColumn*(name = "skill\_id"))

private List<Skill> skills;

*@Override*

public String toString() {

return "Employee [id=" + id + ", name=" + name + ", salary=" + salary + ", permanent=" + permanent

+ ", dateOfBirth=" + dateOfBirth + ", department=" + department + "]";

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public double getSalary() {

return salary;

}

public void setSalary(double salary) {

this.salary = salary;

}

public boolean isPermanent() {

return permanent;

}

public void setPermanent(boolean permanent) {

this.permanent = permanent;

}

public Date getDateOfBirth() {

return dateOfBirth;

}

public void setDateOfBirth(Date dateOfBirth) {

this.dateOfBirth = dateOfBirth;

}

public Department getDepartment() {

return department;

}

public void setDepartment(Department department) {

this.department = department;

}

public List<Skill> getSkills() {

return skills;

}

public void setSkills(List<Skill> skills) {

this.skills = skills;

}

// Getters, Setters, toString

}

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

import java.util.List;

*@Entity*

*@Table*(name = "department")

public class Department {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private int id;

*@Column*(name = "name")

private String name;

*@OneToMany*(mappedBy = "department")

private List<Employee> employees;

*@Override*

public String toString() {

return "Department [id=" + id + ", name=" + name + ", employees=" + employees + "]";

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Employee> getEmployees() {

return employees;

}

public void setEmployees(List<Employee> employees) {

this.employees = employees;

}

}

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

import java.util.List;

*@Entity*

*@Table*(name = "skill")

public class Skill {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private int id;

*@Column*(name = "name")

private String name;

*@ManyToMany*(mappedBy = "skills")

private List<Employee> employees;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Employee> getEmployees() {

return employees;

}

public void setEmployees(List<Employee> employees) {

this.employees = employees;

}

*@Override*

public String toString() {

return "Skill [id=" + id + ", name=" + name + ", employees=" + employees + "]";

}

// Getters, Setters, toString

}

package com.cognizant.orm\_learn;

import org.springframework.data.jpa.repository.JpaRepository;

import com.cognizant.orm\_learn.Department;

public interface DepartmentRepository extends JpaRepository<Department, Integer> {}

package com.cognizant.orm\_learn;

import org.springframework.data.jpa.repository.JpaRepository;

import com.cognizant.orm\_learn.Skill;

public interface SkillRepository extends JpaRepository<Skill, Integer> {}

package com.cognizant.orm\_learn;

import org.springframework.data.jpa.repository.JpaRepository;

import com.cognizant.orm\_learn.Employee;

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Department;

import com.cognizant.orm\_learn.Employee;

import com.cognizant.orm\_learn.Skill;

import com.cognizant.orm\_learn.EmployeeRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import java.util.List;

*@SpringBootApplication*

public class OrmLearnApplication implements CommandLineRunner {

*@Autowired*

private EmployeeRepository employeeRepository;

public static void main(String[] args) {

SpringApplication.*run*(OrmLearnApplication.class, args);

}

*@Override*

public void run(String... args) throws Exception {

System.***out***.println("Getting employee details with department and skills...");

Employee employee = employeeRepository.findById(1).orElse(null);

if (employee != null) {

System.***out***.println("Name: " + employee.getName());

System.***out***.println("Salary: " + employee.getSalary());

System.***out***.println("Department: " + employee.getDepartment().getName());

List<Skill> skills = employee.getSkills();

System.***out***.println("Skills:");

for (Skill skill : skills) {

System.***out***.println(" - " + skill.getName());

}

} else {

System.***out***.println("Employee not found!");

}

}

}

OUTPUT:

. \_\_\_\_ \_ \_\_ \_ \_

/\\ / \_\_\_'\_ \_\_ \_ \_(\_)\_ \_\_ \_\_ \_ \ \ \ \

( ( )\\_\_\_ | '\_ | '\_| | '\_ \/ \_` | \ \ \ \

\\/ \_\_\_)| |\_)| | | | | || (\_| | ) ) ) )

' |\_\_\_\_| .\_\_|\_| |\_|\_| |\_\\_\_, | / / / /

=========|\_|==============|\_\_\_/=/\_/\_/\_/

:: Spring Boot :: (v3.5.3)

2025-07-10T08:32:48.799+05:30 INFO 33808 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Starting OrmLearnApplication using Java 21.0.7 with PID 33808 (C:\Users\admin\Downloads\orm-learn\orm-learn\target\classes started by admin in C:\Users\admin\Downloads\orm-learn\orm-learn)

2025-07-10T08:32:48.801+05:30 INFO 33808 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : No active profile set, falling back to 1 default profile: "default"

2025-07-10T08:32:48.876+05:30 INFO 33808 --- [ restartedMain] .e.DevToolsPropertyDefaultsPostProcessor : Devtools property defaults active! Set 'spring.devtools.add-properties' to 'false' to disable

2025-07-10T08:32:49.735+05:30 INFO 33808 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Bootstrapping Spring Data JPA repositories in DEFAULT mode.

2025-07-10T08:32:49.844+05:30 INFO 33808 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Finished Spring Data repository scanning in 90 ms. Found 4 JPA repository interfaces.

2025-07-10T08:32:50.353+05:30 INFO

2025-07-10T08:32:50.353+05:30 INFO restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Starting...

2025-07-10T08:32:50.726+05:30 INFO 33808 --- [ restartedMain] com.zaxxer.hikari.pool.HikariPool : HikariPool-1 - Added connection conn0: url=jdbc:h2:mem:testdb user=SA

2025-07-10T08:32:50.730+05:30 INFO 33808 --- [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Start completed.

2025-07-10T08:32:50.975+05:30 INFO 33808 --- [ restartedMain] o.hibernate.jpa.internal.util.LogHelper : HHH000204: Processing PersistenceUnitInfo [name: default]

2025-07-10T08:32:51.044+05:30 INFO 33808 --- [ restartedMain] org.hibernate.Version : HHH000412: Hibernate ORM core version 6.6.18.Final

2025-07-10T08:32:51.086+05:30 INFO 33808 --- [ restartedMain] o.h.c.internal.RegionFactoryInitiator : HHH000026: Second-level cache disabled

2025-07-10T08:32:51.465+05:30 INFO 33808 --- [ restartedMain] o.s.o.j.p.SpringPersistenceUnitInfo : No LoadTimeWeaver setup: ignoring JPA class transformer

2025-07-10T08:32:51.582+05:30 INFO 33808 --- [ restartedMain] org.hibernate.orm.connections.pooling : HHH10001005: Database info:

Database JDBC URL [Connecting through datasource 'HikariDataSource (HikariPool-1)']

Database driver: undefined/unknown

Database version: 2.3.232

Autocommit mode: undefined/unknown

Isolation level: undefined/unknown

Minimum pool size: undefined/unknown

Maximum pool size: undefined/unknown

2025-07-10T08:32:52.863+05:30 INFO 33808 --- [ restartedMain] o.h.e.t.j.p.i.JtaPlatformInitiator : HHH000489: No JTA platform available (set 'hibernate.transaction.jta.platform' to enable JTA platform integration)

Hibernate: create table country (co\_code varchar(255) not null, co\_name varchar(255), primary key (co\_code))

Hibernate: alter table if exists employee alter column date\_of\_birth set data type timestamp(6)

2025-07-10T08:32:52.944+05:30 INFO 33808 --- [ restartedMain] j.LocalContainerEntityManagerFactoryBean : Initialized JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T08:32:54.018+05:30 INFO 33808 --- [ restartedMain] o.s.b.d.a.OptionalLiveReloadServer : LiveReload server is running on port 35729

2025-07-10T08:32:54.051+05:30 INFO 33808 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Started OrmLearnApplication in 5.91 seconds (process running for 6.738)

Getting employee details with department and skills...

Hibernate: select e1\_0.id,e1\_0.date\_of\_birth,d1\_0.id,d1\_0.name,e1\_0.name,e1\_0.permanent,e1\_0.salary,s1\_0.employee\_id,s1\_1.id,s1\_1.name from employee e1\_0 left join department d1\_0 on d1\_0.id=e1\_0.department\_id left join employee\_skill s1\_0 on e1\_0.id=s1\_0.employee\_id left join skill s1\_1 on s1\_1.id=s1\_0.skill\_id where e1\_0.id=?

Name: Ram

Salary: 50000.0

Department: Engineering

Skills:

- Java

- Python

2025-07-10T08:32:54.259+05:30 INFO 33808 --- [ionShutdownHook] j.LocalContainerEntityManagerFactoryBean : Closing JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T08:32:54.268+05:30 WARN 33808 --- [ionShutdownHook] o.s.b.f.support.DisposableBeanAdapter : Invocation of destroy method failed on bean with name 'inMemoryDatabaseShutdownExecutor': org.h2.jdbc.JdbcSQLNonTransientConnectionException: Database is already closed (to disable automatic closing at VM shutdown, add ";DB\_CLOSE\_ON\_EXIT=FALSE" to the db URL) [90121-232]

2025-07-10T08:32:54.269+05:30 INFO 33808 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown initiated...

2025-07-10T08:32:54.274+05:30 INFO 33808 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown completed.

**Demonstrate writing Hibernate Query Language and Native Query**

DROP TABLE IF EXISTS employee\_skill;

DROP TABLE IF EXISTS employee;

DROP TABLE IF EXISTS skill;

DROP TABLE IF EXISTS department;

CREATE TABLE department (

id INT PRIMARY KEY,

name VARCHAR(255)

);

CREATE TABLE skill (

id INT PRIMARY KEY,

name VARCHAR(255)

);

CREATE TABLE employee (

id INT PRIMARY KEY,

name VARCHAR(255),

salary DECIMAL(10, 2),

permanent BOOLEAN,

date\_of\_birth DATE,

department\_id INT,

FOREIGN KEY (department\_id) REFERENCES department(id)

);

CREATE TABLE employee\_skill (

employee\_id INT NOT NULL,

skill\_id INT NOT NULL,

PRIMARY KEY (employee\_id, skill\_id),

CONSTRAINT fk\_emp FOREIGN KEY (employee\_id) REFERENCES employee(id),

CONSTRAINT fk\_skill FOREIGN KEY (skill\_id) REFERENCES skill(id)

);

INSERT INTO department (id, name) VALUES (1, 'Technology'), (2, 'HR');

INSERT INTO skill (id, name) VALUES (1, 'Java'), (2, 'SQL'), (3, 'Spring Boot');

INSERT INTO employee (id, name, salary, permanent, date\_of\_birth, department\_id)

VALUES (1, 'Alice', 60000, true, '1995-02-15', 1),

(2, 'Bob', 50000, false, '1996-07-23', 1),

(3, 'Carol', 70000, true, '1990-03-10', 2);

INSERT INTO employee\_skill (employee\_id, skill\_id) VALUES

(1, 1), (1, 2), (2, 2), (3, 1), (3, 3);

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

import java.util.Date;

import java.util.List;

*@Entity*

*@Table*(name = "employee")

public class Employee {

*@Id* *@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Integer id;

private String name;

private double salary;

private boolean permanent;

*@Temporal*(*TemporalType*.***DATE***)

private Date dateOfBirth;

*@ManyToOne*(fetch = *FetchType*.***LAZY***)

*@JoinColumn*(name = "department\_id")

private Department department;

*@ManyToMany*(fetch = *FetchType*.***LAZY***)

*@JoinTable*(name = "employee\_skill",

joinColumns = *@JoinColumn*(name = "employee\_id"),

inverseJoinColumns = *@JoinColumn*(name = "skill\_id"))

private List<Skill> skillList;

public Integer getId() {

return id;

}

public void setId(Integer id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public double getSalary() {

return salary;

}

public void setSalary(double salary) {

this.salary = salary;

}

public boolean isPermanent() {

return permanent;

}

public void setPermanent(boolean permanent) {

this.permanent = permanent;

}

public Date getDateOfBirth() {

return dateOfBirth;

}

public void setDateOfBirth(Date dateOfBirth) {

this.dateOfBirth = dateOfBirth;

}

public Department getDepartment() {

return department;

}

public void setDepartment(Department department) {

this.department = department;

}

public List<Skill> getSkillList() {

return skillList;

}

public void setSkillList(List<Skill> skillList) {

this.skillList = skillList;

}

*@Override*

public String toString() {

return "Employee [id=" + id + ", name=" + name + ", salary=" + salary + ", permanent=" + permanent

+ ", dateOfBirth=" + dateOfBirth + ", department=" + department + ", skillList=" + skillList + "]";

}

}

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

*@Entity* *@Table*(name = "skill")

public class Skill {

*@Id* *@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Integer id;

private String name;

public Integer getId() {

return id;

}

public void setId(Integer id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

*@Override*

public String toString() {

return "Skill [id=" + id + ", name=" + name + "]";

}

}

package com.cognizant.orm\_learn;

import jakarta.persistence.\*;

*@Entity* *@Table*(name = "department")

public class Department {

*@Id* *@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Integer id;

private String name;

public Integer getId() {

return id;

}

public void setId(Integer id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

*@Override*

public String toString() {

return "Department [id=" + id + ", name=" + name + "]";

}

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Department;

import org.springframework.data.jpa.repository.JpaRepository;

public interface DepartmentRepository extends JpaRepository<Department, Integer> { }

package com.cognizant.orm\_learn;

import org.springframework.data.jpa.repository.JpaRepository;

public interface SkillRepository extends JpaRepository<Skill, Integer> { }

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Employee;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.jpa.repository.Query;

import java.util.List;

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

// HQL / JPQL

*@Query*("SELECT e FROM Employee e WHERE e.permanent = true")

List<Employee> findPermanent();

// HQL with JOIN FETCH to avoid N+1

*@Query*("SELECT DISTINCT e FROM Employee e " +

"JOIN FETCH e.department JOIN FETCH e.skillList " +

"WHERE e.permanent = true")

List<Employee> findPermanentWithDetails();

// HQL aggregate example: average salary per department

*@Query*("SELECT e.department.name, AVG(e.salary) FROM Employee e GROUP BY e.department.name")

List<Object[]> avgSalaryByDepartment();

// Native query: return all permanent employees

*@Query*(value = "SELECT \* FROM employee WHERE permanent = true", nativeQuery = true)

List<Employee> findPermanentNative();

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Employee;

import com.cognizant.orm\_learn.EmployeeRepository;

import org.springframework.stereotype.Service;

import jakarta.transaction.Transactional;

import java.util.List;

*@Service*

public class EmployeeService {

private final EmployeeRepository repo;

public EmployeeService(EmployeeRepository repo) { this.repo = repo; }

*@Transactional* public List<Employee> getPermanent() {

return repo.findPermanent();

}

*@Transactional* public List<Employee> getPermanentWithDetails() {

return repo.findPermanentWithDetails();

}

*@Transactional* public List<Object[]> getAvgSalaryByDept() {

return repo.avgSalaryByDepartment();

}

*@Transactional* public List<Employee> getPermanentNative() {

return repo.findPermanentNative();

}

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Department;

import com.cognizant.orm\_learn.DepartmentRepository;

import jakarta.transaction.Transactional;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.stereotype.Service;

import org.springframework.beans.factory.annotation.Autowired;

*@Service*

public class DepartmentService {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(DepartmentService.class);

*@Autowired*

private DepartmentRepository departmentRepository;

*@Transactional*

public Department get(int id) {

***LOGGER***.info("Start");

return departmentRepository.findById(id).get();

}

*@Transactional*

public void save(Department department) {

***LOGGER***.info("Start");

departmentRepository.save(department);

***LOGGER***.info("End");

}

}

package com.cognizant.orm\_learn;

import com.cognizant.orm\_learn.Employee;

import com.cognizant.orm\_learn.EmployeeService;

import org.slf4j.\*;

import org.springframework.boot.\*;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import java.util.List;

*@SpringBootApplication*

public class OrmLearnApplication implements CommandLineRunner {

private static final Logger ***LOGGER*** = LoggerFactory.*getLogger*(OrmLearnApplication.class);

private final EmployeeService employeeService;

public OrmLearnApplication(EmployeeService employeeService) {

this.employeeService = employeeService;

}

public static void main(String[] args) {

SpringApplication.*run*(OrmLearnApplication.class, args);

}

*@Override*

public void run(String... args) {

***LOGGER***.info("=== HQL without fetch ===");

employeeService.getPermanent().forEach(e -> ***LOGGER***.debug("Emp: {}", e));

***LOGGER***.info("=== HQL with JOIN FETCH ===");

employeeService.getPermanentWithDetails()

.forEach(e -> ***LOGGER***.debug("Emp: {} Dept: {} Skills: {}", e.getName(), e.getDepartment(), e.getSkillList()));

***LOGGER***.info("=== HQL Aggregate (Avg salary per dept) ===");

employeeService.getAvgSalaryByDept()

.forEach(row -> ***LOGGER***.debug("Dept: {} Avg Salary: {}", row[0], row[1]));

***LOGGER***.info("=== Native SQL Query ===");

employeeService.getPermanentNative().forEach(e -> ***LOGGER***.debug("Emp (Native): {}", e));

}

}

OUTPUT:

. \_\_\_\_ \_ \_\_ \_ \_

/\\ / \_\_\_'\_ \_\_ \_ \_(\_)\_ \_\_ \_\_ \_ \ \ \ \

( ( )\\_\_\_ | '\_ | '\_| | '\_ \/ \_` | \ \ \ \

\\/ \_\_\_)| |\_)| | | | | || (\_| | ) ) ) )

' |\_\_\_\_| .\_\_|\_| |\_|\_| |\_\\_\_, | / / / /

=========|\_|==============|\_\_\_/=/\_/\_/\_/

:: Spring Boot :: (v3.5.3)

2025-07-10T19:54:26.803+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Starting OrmLearnApplication using Java 21.0.7 with PID 23448 (C:\Users\admin\Downloads\orm-learn\orm-learn\target\classes started by admin in C:\Users\admin\Downloads\orm-learn\orm-learn)

2025-07-10T19:54:26.806+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : No active profile set, falling back to 1 default profile: "default"

2025-07-10T19:54:26.886+05:30 INFO 23448 --- [ restartedMain] .e.DevToolsPropertyDefaultsPostProcessor : Devtools property defaults active! Set 'spring.devtools.add-properties' to 'false' to disable

2025-07-10T19:54:27.877+05:30 INFO 23448 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Bootstrapping Spring Data JPA repositories in DEFAULT mode.

2025-07-10T19:54:27.986+05:30 INFO 23448 --- [ restartedMain] .s.d.r.c.RepositoryConfigurationDelegate : Finished Spring Data repository scanning in 90 ms. Found 5 JPA repository interfaces.

2025-07-10T19:54:28.570+05:30 INFO 23448 --- [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Starting...

2025-07-10T19:54:28.960+05:30 INFO 23448 --- [ restartedMain] com.zaxxer.hikari.pool.HikariPool : HikariPool-1 - Added connection conn0: url=jdbc:h2:mem:testdb user=SA

2025-07-10T19:54:28.963+05:30 INFO 23448 --- [ restartedMain] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Start completed.

2025-07-10T19:54:29.267+05:30 INFO 23448 --- [ restartedMain] o.hibernate.jpa.internal.util.LogHelper : HHH000204: Processing PersistenceUnitInfo [name: default]

2025-07-10T19:54:29.355+05:30 INFO 23448 --- [ restartedMain] org.hibernate.Version : HHH000412: Hibernate ORM core version 6.6.18.Final

2025-07-10T19:54:29.417+05:30 INFO 23448 --- [ restartedMain] o.h.c.internal.RegionFactoryInitiator : HHH000026: Second-level cache disabled

2025-07-10T19:54:29.928+05:30 INFO 23448 --- [ restartedMain] o.s.o.j.p.SpringPersistenceUnitInfo : No LoadTimeWeaver setup: ignoring JPA class transformer

2025-07-10T19:54:30.078+05:30 INFO 23448 --- [ restartedMain] org.hibernate.orm.connections.pooling : HHH10001005: Database info:

Database JDBC URL [Connecting through datasource 'HikariDataSource (HikariPool-1)']

Database driver: undefined/unknown

Database version: 2.3.232

Autocommit mode: undefined/unknown

Isolation level: undefined/unknown

Minimum pool size: undefined/unknown

Maximum pool size: undefined/unknown

2025-07-10T19:54:31.892+05:30 INFO 23448 --- [ restartedMain] o.h.e.t.j.p.i.JtaPlatformInitiator : HHH000489: No JTA platform available (set 'hibernate.transaction.jta.platform' to enable JTA platform integration)

Hibernate: create table country (co\_code varchar(255) not null, co\_name varchar(255), primary key (co\_code))

Hibernate: alter table if exists employee alter column salary set data type float(53)

Hibernate: create table stock (st\_id integer generated by default as identity, st\_close float(53), st\_code varchar(255), st\_date date, st\_open float(53), st\_volume bigint, primary key (st\_id))

2025-07-10T19:54:32.008+05:30 INFO 23448 --- [ restartedMain] j.LocalContainerEntityManagerFactoryBean : Initialized JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T19:54:32.670+05:30 INFO 23448 --- [ restartedMain] o.s.d.j.r.query.QueryEnhancerFactory : Hibernate is in classpath; If applicable, HQL parser will be used.

2025-07-10T19:54:34.262+05:30 INFO 23448 --- [ restartedMain] o.s.b.d.a.OptionalLiveReloadServer : LiveReload server is running on port 35729

2025-07-10T19:54:34.290+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : Started OrmLearnApplication in 8.133 seconds (process running for 8.866)

2025-07-10T19:54:34.302+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : === HQL without fetch ===

Hibernate: select e1\_0.id,e1\_0.date\_of\_birth,e1\_0.department\_id,e1\_0.name,e1\_0.permanent,e1\_0.salary from employee e1\_0 where e1\_0.permanent=true

2025-07-10T19:54:34.566+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : === HQL with JOIN FETCH ===

Hibernate: select distinct e1\_0.id,e1\_0.date\_of\_birth,d1\_0.id,d1\_0.name,e1\_0.name,e1\_0.permanent,e1\_0.salary,sl1\_0.employee\_id,sl1\_1.id,sl1\_1.name from employee e1\_0 join department d1\_0 on d1\_0.id=e1\_0.department\_id join employee\_skill sl1\_0 on e1\_0.id=sl1\_0.employee\_id join skill sl1\_1 on sl1\_1.id=sl1\_0.skill\_id where e1\_0.permanent=true

2025-07-10T19:54:34.605+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : === HQL Aggregate (Avg salary per dept) ===

Hibernate: select d1\_0.name,avg(e1\_0.salary) from employee e1\_0 join department d1\_0 on d1\_0.id=e1\_0.department\_id group by d1\_0.name

2025-07-10T19:54:34.629+05:30 INFO 23448 --- [ restartedMain] c.c.orm\_learn.OrmLearnApplication : === Native SQL Query ===

Hibernate: SELECT \* FROM employee WHERE permanent = true

2025-07-10T19:54:34.688+05:30 INFO 23448 --- [ionShutdownHook] j.LocalContainerEntityManagerFactoryBean : Closing JPA EntityManagerFactory for persistence unit 'default'

2025-07-10T19:54:34.695+05:30 WARN 23448 --- [ionShutdownHook] o.s.b.f.support.DisposableBeanAdapter : Invocation of destroy method failed on bean with name 'inMemoryDatabaseShutdownExecutor': org.h2.jdbc.JdbcSQLNonTransientConnectionException: Database is already closed (to disable automatic closing at VM shutdown, add ";DB\_CLOSE\_ON\_EXIT=FALSE" to the db URL) [90121-232]

2025-07-10T19:54:34.696+05:30 INFO 23448 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown initiated...

2025-07-10T19:54:34.699+05:30 INFO 23448 --- [ionShutdownHook] com.zaxxer.hikari.HikariDataSource : HikariPool-1 - Shutdown completed.

**Demonstrate implementation of O/R Mapping**

**App.java**

package com.orm.demo;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.cfg.Configuration;

public class App {

    public static void main(String[] args) {

        SessionFactory factory = new Configuration().configure().buildSessionFactory();

        Session session = factory.openSession();

        session.beginTransaction();

        Student student = new Student("John Doe", "Computer Science");

        session.save(student);

        session.getTransaction().commit();

        session.close();

        System.out.println("Student saved successfully!");

    }

}

**Student.java**

package com.orm.demo;

public class Student {

    private int id;

    private String name;

    private String department;

    public Student() {}

    public Student(String name, String department) {

        this.name = name;

        this.department = department;

    }

    public int getId() { return id; }

    public void setId(int id) { this.id = id; }

    public String getName() { return name; }

    public void setName(String name) { this.name = name; }

    public String getDepartment() { return department; }

    public void setDepartment(String department) { this.department = department; }

}

**Hibernate.xml**

<hibernate-configuration>

<session-factory>

<property name="hibernate.connection.driver\_class">com.mysql.cj.jdbc.Driver</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/testdb</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">password</property>

<property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>

<property name="show\_sql">true</property>

<mapping resource="student.hbm.xml"/>

</session-factory>

</hibernate-configuration>

**Student.xml**

<hibernate-mapping>

<class name="com.orm.demo.Student" table="student">

<id name="id" column="id" type="int">

<generator class="increment"/>

</id>

<property name="name" column="name" type="string"/>

<property name="department" column="department" type="string"/>

</class>

</hibernate-mapping>

**Output**
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**Demonstrate writing Hibernate Query Language and Native Query**

**Employee.java**

package com.demo.model;

import javax.persistence.\*;

@Entity

@Table(name = "employee")

public class Employee {

    @Id

    @GeneratedValue(strategy = GenerationType.IDENTITY)

    private int id;

    @Column(name = "name")

    private String name;

    @Column(name = "salary")

    private double salary;

    public int getId() { return id; }

    public void setId(int id) { this.id = id; }

    public String getName() { return name; }

    public void setName(String name) { this.name = name; }

    public double getSalary() { return salary; }

    public void setSalary(double salary) { this.salary = salary; }

}
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