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import JaCoP.constraints.\*;   
import JaCoP.search.\*;   
   
public class Main {   
   
    static Main m = new Main ();   
   
    public static void main (String[] args) {   
        Store store = new Store();  // define FD store   
        int size = 4;   
        // define finite domain variables   
        IntVar[] v = new IntVar[size];   
        for (int i=0; i<size; i++)   
            v[i] = new IntVar(store, "v"+i, 1, size);   
        // define constraints   
        store.impose( new XneqY(v[0], v[1]) );   
        store.impose( new XneqY(v[0], v[2]) );   
        store.impose( new XneqY(v[1], v[2]) );   
        store.impose( new XneqY(v[1], v[3]) );   
        store.impose( new XneqY(v[2], v[3]) );   
   
        // search for a solution and print results   
        Search<IntVar> search = new DepthFirstSearch<IntVar>();   
        SelectChoicePoint<IntVar> select =   
            new InputOrderSelect<IntVar>(store, v,   
                                         new IndomainMin<IntVar>());   
        boolean result = search.labeling(store, select);   
   
        if ( result )   
            System.out.println("Solution: " + v[0]+", "+v[1] +", "+   
                                              v[2] +", "+v[3]);   
        else   
            System.out.println("\*\*\* No");   
    }   
}

Solution: v0=1, v1=2, v2=3, v3=1

The problem is specified with the help of variables (FDVs) and constraints over these variables.

   Store store = new Store();

# Finite Domain Variables

Variable *X*:: 1*..*100 is specified in JaCoP using the following general statement (assuming that we have defined store with name store).

   IntVar x = new IntVar(store, "X", 1,100);

One can access the actual domain of FDV using the method **dom()**. The minimal and maximal values in the domain can be accessed using **min()** and**max()** methods respectively. The domain can contain “holes”. This type of the domain can be obtained by adding intervals to FDV domain, as provided below:

   x.addDom(120, 160);

which represents a variable *X*with the domain 1*..*100 ∨ 120*..*160.

   System.out.println(x);

   X::{1..2, 14..16}

One special variable class is a BooleanVariable.

   BooleanVar bv = new BooleanVar(s, "bv");

# Finite domains

In the previous section, we have defined FDVs with domains without considering domain representation. JaCoP default domain (called  **IntervalDomain**) is represented as an ordered list of intervals. Each interval is represented by a pair of integers denoting the minimal and the maximal value. This representation makes it possible to define all possible finite domains of integers but it is not always computationally efficient. For some problems other representations might be more computationally efficient. Therefore, JaCoP also offers domain that is restricted to represent only one interval with its minimal and maximal value. This domain is called **BoundDomain** and can be used by a finite domain variable in a same way as interval domain. The only difference is that any attempt to remove values from inside the interval of this domain will have no effect.

The following code creates variable  **v** with bound domain 1..10.

   IntVar v = new IntVar(s, "v", new BoundDomain(1, 10) );

# Constraints

In JaCoP, there are three major types of constraints:

* primitive constraints,
* global constraints, and
* decomposable constraints.

Primitive constraints and global constraints can be imposed using  **impose** method, while decomposable constraints are imposed using  **imposeDecomposition** method. An example that imposes a primitive constraint  **XneqY** is defined below. Again, in order to impose a constraint a store object must be available.

   store.impose( new XeqY(x1, x2));

Alternatively, one can define first a constraint and then impose it, as shown below.

   PrimitiveConstraint c = new XeqY(x1, x2);   
   c.impose(store);

If checking consistency is needed, the method  **imposeWithConsistency(constraint)** should be used instead. This method throws  **FailException** if the store is inconsistent. Note, that similar functionality can be achieved by calling the procedure **store.consistency().**

Constraints can have another constraints as their arguments. For example, *reified* *constraints*of the form *X*= *Y*⇔ *B*can be defined in JaCoP as follows.

   IntVar x = new IntVar(store, "X", 1, 100);   
   IntVar y = new IntVar(store, "Y", 1, 100);   
   IntVar b = new IntVar(store, "B", 0, 1);   
   store.impose( new Refified( new XeqY(x, y), b);

In a similar way disjunctive constraints can be imposed. For example, the disjunction of three constraints can be defined as follows.

   PrimitiveConstraint[] c = {c1, c2, c3};   
   store.impose( new Or(c) );

# Search for solutions

It makes it possible to search for a single solution or to try to find a solution which minimizes/maximizes given cost function. This is achieved by using the depth-first-search together with constraint consistency enforcement.

The consistency check of all imposed constrains is achieved calling the following method from class Store.

   boolean result = store.consistency();

When the procedure returns false then the store is in inconsistent state and no solution exists. The result true only indicates that inconsistency cannot be found. In other words, since the finite domain solver is not complete it does not automatically mean that the store is consistent.

To find a single solution the DepthFirstSearch method can be used. Since the search method is used both for finite domain variables and set variables it is recommended to specify the type of variables that are used in search. For finite domain variables, this type is usually . It is possible to not specify these information but it will generate compilation warnings if compilation option -Xlint:unchecked is used. A simple use of this method is shown below.

   IntVar[] vars;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select =   
            new InputOrderSelect<IntVar>(store,   
                                   vars, new IndomainMin<IntVar>());   
   boolean result = label.labeling(store, select);

The depth-first-search method requires the following information:

* how to assign values for each FDV from its domain; this is defined by IndomainMin class that starts assignments from the minimal value in the domain first and later assigns successive values.
* how to select FDV (**SelectChoicePoint**) for an assignment from the array of FDVs (vars); this is decided explicitly here by InputOrderSelect class that selects FDVs using the specified order present in vars.
* how to perform labeling (**Search**); this is specified by DepthFirstSearch class that is an ordinary depth-first-search.

Different classes can be used to implement SelectChoicePoint interface. They are summarized in Appendix [B](http://jacopguide.osolpro.com/guideJaCoP.html#x1-54000B). The following example uses SimpleSelect that selects variables using the size of their domains, i.e., variable with the smallest domain is selected first.

   IntVar[] vars;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select =   
                new SimpleSelect<IntVar>(vars,   
                                         new SmallestDomain<IntVar>(),   
                                         new IndomainMin<IntVar>());   
   boolean result = label.labeling(store, select);

In some situations it is better to group FDVs and assign the values to them one after the other. JaCoP supports this by another variable selection method called SimpleMatrixSelect. An example of its use is shown below. This choice point selection heuristic works on two-dimensional lists of FDVs.

   IntVar[][] varArray;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select =   
                 new SimpleMatrixSelect<IntVar>(   
                                       varArray,   
                                       new SmallestMax<IntVar>(),   
                                       new IndomainMin<IntVar>());   
   boolean result = label.labeling(store, select);

The optimization requires specification of a cost function. The cost function is defined by a FDV that, with the help of attached (imposed) constraints, gets correct cost value.

   IntVar[] vars;   
   IntVar cost;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select = new SimpleSelect<IntVar>(vars,   
                                       new SmallestDomain<IntVar>(),   
                                       new IndomainMin<IntVar>());   
   boolean result = label.labeling(store, select, cost);

Constraints

# Primitive constraints

JaCoP offers a set of primitive constraints that include basic arithmetic operations (+*,*-*,*\**,∕*) as well as basic relations (=*,≠,<,*≤*,>,*≥). Subtraction and division are not provided explicitly, but since constraints define relations between variables, they are defined using addition and multiplication. For detail list of primitive constraint see appendix [A.1](http://jacopguide.osolpro.com/guideJaCoP.html#x1-500001).

# Global Constraints

#### Alldifferent constraints

   IntVar a = new IntVar(store, "a", 1, 3);   
   IntVar b = new IntVar(store, "b", 1, 3);   
   IntVar c = new IntVar(store, "c", 1, 3);   
   IntVar[] v = {a, b, c};   
   Constraint ctr = new Alldifferent(v);   
   store.impose(ctr);

Alldifferent constraint is provided as three different implementations. Constraint  **Alldifferent** uses a simple implementation described above, i.e., if the domain of a finite domain variable gets assigned a value, the propagation algorithm will remove this value from the other variables. Constraint  **Alldiff** implements this basic pruning method and, in addition, bounds consistency [[11](http://jacopguide.osolpro.com/guideJaCoP.html#Xpuget:1998)]. Finally, constraint  **Alldistinct** implements a generalized arc consistency as proposed by Régin [[12](http://jacopguide.osolpro.com/guideJaCoP.html#XRegin94)].

#### Circuit constraint

Circuit constraint tries to enforce that FDVs which represent a directed graph will create a Hamiltonian circuit. The graph is represented by the FDV domains in the following way. Nodes of the graph are numbered from 1 to *N*. Each position in the list defines a node number. Each FDV domain represents a direct successors of this node. For example, if FDV x at position 2 in the list has domain 1, 3, 4 then nodes 1, 3 and 4 are successors of node x. Finally, if the *i*’th FDV of the list has value *j*then there is an arc from *i*to *j*.

For example, the constraint

   IntVar a = new IntVar(store, "a", 1, 3);   
   IntVar b = new IntVar(store, "b", 1, 3);   
   IntVar c = new IntVar(store, "c", 1, 3);   
   IntVar[] v = {a, b, c};   
   Constraint ctr = new Circuit(store, v);   
   store.impose(ctr);

can find a Hamiltonian circuit [2, 3, 1], meaning that node 1 is connected to 2, 2 to 3 and finally, 3 to 1.

#### Element constraint

#### Distance constraint

#### Cumulative constraint

At any time instant the total use of these resources for the tasks does not exceed a given limit.

#### Diff2 constraint

Diff2 constraint takes as an argument a list of 2-dimensional rectangles and assures that for each pair *i,j*(*i≠j*) of such rectangles, there exists at least one dimension *k* where *i*is after *j*or *j*is after *i*, i.e., the rectangles do not overlap. The rectangle is defined by a 4-tuple [*O*1, *O*2, *L*1, *L*2], where *Oi* and *Li* are respectively called the origin and the length in *i*-th dimension. The diff2 constraint is specified as follows.

#### Min and Max constraints

These constraints enforce that a given FDV is minimal or maximal of all variables present on a defined list of FDVs.

#### Sum and SumWeight constraints

These constraints enforce that a sum of elements of FDVs’ vector is equal to a given FDV sum, that is *x*1 + *x*2 + ![⋅⋅⋅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAACEAYAAADuv+uMAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAABuAAAAbgBU4g4xAAAAN0lEQVQY02NgYGBgYGAwNobQ5eX///////8/AwMhmlx9qPrLy1HNgQu8e0eeQcTrQ9X/7h3MHADcMo/X+jdOwwAAACV0RVh0Y3JlYXRlLWRhdGUAMjAxMS0wMi0wM1QxMjoxMTozMCswMTowMLY6EowAAAAldEVYdG1vZGlmeS1kYXRlADIwMTEtMDItMDNUMTI6MTE6MzArMDE6MDDpi2S4AAAAH3RFWHRwczpIaVJlc0JvdW5kaW5nQm94ADE1eDYrOTcrMTY35ZsfRQAAACN0RVh0cHM6TGV2ZWwAQWRvYmVGb250LTEuMTogQ01TWTEwIDEuMApeA4AKAAAAFXRFWHRwczpTcG90Q29sb3ItMAAtcHAgMTASC4n0AAAAAElFTkSuQmCC) + *xn* = *sum*. The weighted sum is provided by the constraint SumWeight and imposes the following constraint *w*1 ⋅*x*1 + *w*2 ⋅*x*2 + ![⋅⋅⋅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAACEAYAAADuv+uMAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAABuAAAAbgBU4g4xAAAAN0lEQVQY02NgYGBgYGAwNobQ5eX///////8/AwMhmlx9qPrLy1HNgQu8e0eeQcTrQ9X/7h3MHADcMo/X+jdOwwAAACV0RVh0Y3JlYXRlLWRhdGUAMjAxMS0wMi0wM1QxMjoxMTozMCswMTowMLY6EowAAAAldEVYdG1vZGlmeS1kYXRlADIwMTEtMDItMDNUMTI6MTE6MzArMDE6MDDpi2S4AAAAIHRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADE0eDYrMTIxKzE1NQLDSWUAAAAjdEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjE6IENNU1kxMCAxLjAKXgOACgAAABV0RVh0cHM6U3BvdENvbG9yLTAALXBwIDExZQy5YgAAAABJRU5ErkJggg==) + *wn* ⋅*xn* = *sum*.

#### ExtensionalSupport and ExtensionalConflict constraints

There exist several implementation of these constraint distinguished by their suffixes. The base implementation with suffix VA tries to balance the usage of memory versus time efficiency. ExtensionalSupportMDD uses multi-valued decision diagram (MDD) as internal representation and algorithms proposed in [[2](http://jacopguide.osolpro.com/guideJaCoP.html#Xyap:2008)]while ExtensionalSupportSTR uses simple tabular reduction (STR) and the method proposed in [[8](http://jacopguide.osolpro.com/guideJaCoP.html#Xlecoutre:2008)].

Extensional support and extensional conflict constraints define relations between *n*FDVs. Both constraints are defined by a vector of *n*FDVs and a vector of *n*-tuples of integer values. The *n*-tuples define the relation between variables defined in the first vector.

The tuples of extensional support constraint define all combinations of values that can be assigned to variables specified in the vector of FDVs. Extensional conflict, on the other hand specifies the combinations of values that are not allowed in any assignment to variables.

The example below specifies the XOR logical relation of the form *a*⊕ *b*= *c*using both constraints.

   IntVar a = new IntVar(store, "a", 0, 1);   
   IntVar b = new IntVar(store, "b", 0, 1);   
   IntVar c = new IntVar(store, "c", 0, 1);   
   IntVar[] v = {a, b, c};   
   // version with ExtensionalSupport constraint   
   store.impose(new ExtensionalSupportVA(v,   
                                         new int[][] {{0, 0, 0},   
                                                      {0, 1, 1},   
                                                      {1, 0, 1},   
                                                      {1, 1, 0}}));

   // version with ExtensionalConflict constraint   
   store.impose(new ExtensionalConflictVA(v,   
                                          new int[][] {{0, 0, 1},   
                                                       {0, 1, 0},   
                                                       {1, 0, 0},   
                                                       {1, 1, 1}}));

#### Assignment constraint

Assignment constraint implements the following relation between two vectors of FDVs *Xi* = *j*∧ *Y* *j* = *i*.

#### Count constraint

Count constraint counts number of occurrences of value Val on the list List in FDV Var.

#### Values constraint

Values constraint takes as arguments a list of variables and a counting variable. It counts a number of different values on the list of variables in the counting variable.

#### Global cardinality constraint (GCC)

#### Among and AmongVar

#### Regular constraint

Regular constraint accepts only the assignment to variables that are accepted by an automaton. The automaton is specified as the first parameter of this constraint and a list of variable is the second parameter. This constraint implements a polynomial algorithm to establish GAC.

The automaton is specified by its *states*and *transitions*. There are three types of states: initial state, intermediate states, and final states. Each transition has associated domain containing all values which can trigger this transition. Values assigned to transitions must be present in the domains of assigned constraint variable. Each value may cause firing of the related transition. The automaton eventually reaches a final state after taking the last transition as specified by the value of the last variable.

Each state can be assigned a level by topologically sorting states of the automaton. The variables from the list (second parameters) are assigned to these levels. All states at the same level are assigned the same variable (see Figure [3.2](http://jacopguide.osolpro.com/guideJaCoP.html#x1-270012)). If necessary, the automaton, containing cycles, is unrolled to match a list of variables. Each transitions has assigned values that are allowed for a variable when the transition in the automaton is selected. This is specified as the interval domain.

The example below implements the automaton from Figure [3.2](http://jacopguide.osolpro.com/guideJaCoP.html#x1-270012). This automaton defines condition for three variables to be different values 0, 1 or 2.
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   IntVar[] var = new IntVar[3];   
   var[0] = new IntVar(store, "v"+0, 0, 2);   
   var[1] = new IntVar(store, "v"+1, 0, 2);   
   var[2] = new IntVar(store, "v"+2, 0, 2);   
   
   FSM g = new FSM();   
   FSMState[] s = new FSMState[8];   
   for (int i=0; i<s.length; i++) {   
      s[i] = new FSMState();   
      g.allStates.add(s[i]);   
   }   
   g.initState = s[0];   
   g.finalStates.add(s[7]);   
   
   s[0].transitions.add(new FSMTransition(new IntervalDomain(0, 0), s[1]));   
   s[0].transitions.add(new FSMTransition(new IntervalDomain(1, 1), s[2]));   
   s[0].transitions.add(new FSMTransition(new IntervalDomain(2, 2), s[3]));   
   s[1].transitions.add(new FSMTransition(new IntervalDomain(1, 1), s[4]));   
   s[1].transitions.add(new FSMTransition(new IntervalDomain(2, 2), s[5]));   
   s[2].transitions.add(new FSMTransition(new IntervalDomain(0, 0), s[4]));   
   s[2].transitions.add(new FSMTransition(new IntervalDomain(2, 2), s[6]));   
   s[3].transitions.add(new FSMTransition(new IntervalDomain(0, 0), s[5]));   
   s[3].transitions.add(new FSMTransition(new IntervalDomain(1, 1), s[6]));   
   s[4].transitions.add(new FSMTransition(new IntervalDomain(2, 2), s[7]));   
   s[5].transitions.add(new FSMTransition(new IntervalDomain(1, 1), s[7]));   
   s[6].transitions.add(new FSMTransition(new IntervalDomain(0, 0), s[7]));   
   
   store.impose(new Regular(g, var));

#### Knapsack constraint

#### Geost constraint

Geost is a geometrical constraint, which means that it applies to geometrical objects. It models placement problems under geometrical constraints, such as non overlapping constraints. Geost consistency algorithm was proposed by Beldiceanu et al [[13](http://jacopguide.osolpro.com/guideJaCoP.html#Xgeost_description)]. The implementation of Geost in JaCoP is a result of a master thesis by Marc-Olivier Fleury.

In order to describe the constraint, we will introduce several definitions and relate them to JaCoP implementation.

**Definition 1** *A*shifted box *b is a pair*(*b.t*[]*,b.l*[]) *of vectors of integers of length k,* *where k is the number of dimensions of the problem. The origin of the box relative to a* *given reference is b.t*[]*, and b.l*[] *contains the length of the box, for each dimension.*

![PIC](data:image/png;base64,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)

**Figure 3.3:**Shifted box in 2 dimensions. Reference origin is denoted by the black square.

Shifted box is defined in JaCoP using class DBox. For example, a two dimensional shifted box starting at coordinates (0,0) and having length 2 in first dimension and 1 in second direction is specified as follows.

    DBox sbox = new DBox(new int[] {0,0}, new int[] {2,1});

**Definition 2** *A*shape *s is a set of shifted boxes. It has a unique identifier s.sid.*
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**Figure 3.4:**Example of a shape in 2 dimensions. Reference origin is denoted by the black square.

In JaCoP, we can define n shapes as collection of shifted boxes. Shape identifiers start at 0 and must be assigned consecutive integers. Therefore we have shapes with identifiers in interval 0..n-1. The following JaCoP example defines a shape with identifier 0, consisting of three sboxs, depicted in Figure [3.4](http://jacopguide.osolpro.com/guideJaCoP.html#x1-290054).

    ArrayList<Shape> shapes = new ArrayList<Shape>();   
   
    ArrayList<DBox> shape1 = new ArrayList<DBox>();   
    shape1.add(new DBox(new int[] {0,0}, new int[] {2,1}));   
    shape1.add(new DBox(new int[] {0,1}, new int[] {1,2}));   
    shape1.add(new DBox(new int[] {1,2}, new int[] {3,1}));   
   
    shapes.add( new Shape(0, shape1) );

**Definition 3** *An*object *o is a tuple*(*o.id,o.sid,o.x*[]*, o.start,o.duration,o.end*)*.* *o.id is a unique identifier, o.sid is a variable that stores all shapes that o can take.* *o.x*[] *is a k-dimensional vector of variables which represent the origin of o. o.start,* *o.duration and o.end define the interval of time in which o is present.*

An object in JaCoP is defined by class GeostObject. It specifies basically all parameters of an object. An example below specifies object 0 that can take shapes 0, 1, 2 and 3. The object can be placed using coordinates (X\_o1, Y\_o1). The object is present during time 2 to 14.

    ArrayList<GeostObject> objects = new ArrayList<GeostObject>();   
   
    IntVar X\_o1 = new IntVar(store, "x1", 0, 5);   
    IntVar Y\_o1 = new IntVar(store, "y1", 0, 5);   
    IntVar[] coords\_o1 = {X\_o1, Y\_o1};   
    IntVar shape\_o1 = new IntVar(store, "shape\_o1", 0, 3);   
    IntVar start\_o1 = new IntVar(store, "start\_o1", 2, 2);   
    IntVar duration\_o1 = new IntVar(store, "duration\_o1", 12, 12);   
    IntVar end\_o1 = new IntVar(store, "end\_o1", 14, 14);   
    GeostObject o1 = new GeostObject(0, coords\_o1, shape\_o1,   
                                     start\_o1, duration\_o1, end\_o1);   
    objects.add(o1);

Note that since object shapes are defined in terms of collections of shifted boxes, and since shifted boxes have a fixed size, Geost is not suited to solve problems in which object sizes can vary. Polymorphism provides some flexibility (shape variable having multiple values in their domain), but it is essentially intended to allow the modeling of objects that can take a small amount of different shapes. Typically objects that can be rotated. The duration of an object can be useful in cases where objects have variable sizes, because it is a variable, which means that some more flexibility is available. However, this feature is only available for one dimension. These restrictions are design choices made by the authors of Geost, probably because it fits well their primary field of application, which consists in packing goods in trucks. Using fixed sized shapes is also useful because it allows more deductions concerning possible placements.

When all shapes and objects are defined it is possible to specify geometrical constraints that must be fulfilled when placing these objects. Implemented geometrical constraints include *in-area*and *non-overlapping*constraints. In-area constraint enforces that objects have to lie inside a given *k*-dimensional sbox. Non-overlapping constraints require that no two objects can overlap.

The code below specifies two geometrical constraint, non-overlapping and in-area. They are specified by classes NonOverlapping and InArea. It **must**be noted that non-overlapping constraint in the code below specifies that all objects must not overlap in its two dimensions **and**time dimension (the time dimension is implemented as one additional dimension and therefore we specify dimensions 0, 1 and 2). In-area constraint requires that all object must be included in the sbox of dimensions 5x4.

    ArrayList<ExternalConstraint> constraints =   
                    new ArrayList<ExternalConstraint>();   
    int[] dimensions = {0, 1, 2};   
    NonOverlapping constraint1 =   
                    new NonOverlapping(objects, dimensions);   
    constraints.add(constraint1);   
    InArea constraint2 = new InArea(   
                  new DBox(new int[] {0,0}, new int[] {5,4}), null);   
    constraints.add(constraint2);

Finally, the Geost constraint is imposed using the following code.

    store.impose( new Geost(objects, constraints, shapes) );

#### NetworkFlow constraint

#### Binpacking

# Decomposed constraints

Decomposed constraints do not define any new constraints and related pruning algorithms. They are translated into existing JaCoP constraints. Sequence and Stretch constraints are decomposed using Regular constraint.

Decomposed constraints are imposed using imposeDecomposition method instead of ordinary impose method.

**3.4.1 Sequence constraint**

Sequence constraint restricts values assigned to variables from a list of variables in such a way that any sub-sequence of length *q*contains *N*values from a specified set of values. Value *N*is further restricted by specifying *min*and *max*allowed values. Value *q*, *min*and *max* must be integer.

**3.4.2 Stretch constraint**

Stretch constraint defines what values can be taken by variables from a list and how sub-sequences of these values are formed. For each possible value it specifies a minimum (*min*) and maximum (*max*) length of the sub-sequence of these values.

**3.4.3 Lex constraint**

The Lex constraint enforces ascending lexicographic order between *n*vectors that can be of different size. The constraints makes it possible to enforce strict ascending lexicographic order, that is vector *i*must be always before vector *i*+ 1 in the lexicographical order, or it can allow equality between consecutive vectors.

**3.4.4 Soft-Alldifferent**

Soft-alldifferent makes it possible to violate to some degree the alldifferent relation. The violations will come at a cost which is represented by cost variable.

**3.4.5 Soft-GCC**

Soft-GCC constraint makes it possible to violate to some degree GCC constraint. The Soft-GCC constraint requires number of arguments.

Set Constraints

**4.1 Set Variables and Set Domains**

Set is defined as an ordered collection of integers using class JaCoP.core.IntervalDomain and a set domain as abstract clss JaCoP.set.core.SetDomain. Currently, there exists only one implementation of set domain as a set interval, called BoundSetDomain. The set interval for BoundSetDomain d is defined by its greatest lower bound (*glb(d)*) and its least upper bound (*lub(d)*). For example, set domain *d*= {{1}*..*{1*..*3}} is defined with *glb*(*d*) = {1}, set containing element 1, and *lub*(*d*) = {1*..*3}, set containing elements 1, 2 and 3. This set domain represent a set of sets {{1}*,*{1*..*2}*,*{1*,*3}*,*{1*..*3}}. Each set domain to be correct must have *glb*(*d*) ⊆ *lub*(*d*). *glb*(*d*) can be considered as a set of all elements that are members of the set and *lub*(*d*) specifies the largest possible set.

The following statement defines set variable s for the set domain discussed above.

SetVar s = new SetVar(store, "s",   
      new BoundSetDomain(new IntervalDomain(1,1),   
                         new IntervalDomain(1,3)));

BoundSetDomain can specify a typical set domain, such as *d*= {{}*..*{1*..*3}}, in a simple way as

SetVar s = new SetVar(store, "s", 1, 3);

and an empty set domain as

SetVar s = new SetVar(store, "s", new BoundSetDomain());

Set domain can be created using IntervalDomain and BoundSetDomain class methods. They make it possible to form different sets by adding elements to sets.

**4.2 Set Constraints**

JaCoP implements number of set constraints specified in appendix [A.2](http://jacopguide.osolpro.com/guideJaCoP.html#x1-510002). Constraints AinS, AeqB and AinB are primitive constraints and can be reified and used in other constraints, such conditional and logical. Other constraints are treated as ordinary JaCoP constraints.

Consider the following code that uses union constraint.

SetVar s1 = new SetVar(store, "s1",   
                new BoundSetDomain(new IntervalDomain(1,1),   
                                   new IntervalDomain(1,4)));   
SetVar s2 = new SetVar(store, "s2",   
                new BoundSetDomain(new IntervalDomain(2,2),   
                                   new IntervalDomain(2,5)));   
SetVar s = new SetVar(store, "s", 1,10);   
Constraint c = new AunionBeqC(s1, s2, s);

It performs operation {{1}*..*{1*..*4}}⋃ {{2}*..*{2*..*5}} = {{}*..*{1*..*10}} and produces {{1}*..*{1*..*4}}⋃ {{2}*..*{2*..*5}} = {{1*..*2}*..*{1*..*5}}. This represents 108 possible solutions.

**4.3 Search**

Set variables will require different search organization. Basically, during search the decisions will be made whether an element belongs to a set or it does not belong to this set.

JaCoP still uses DepthFirsysearch but needs different methods for set variable selection implementing ComparatorVariable and a method for value selection implementing Indomain. The special methods are specified in appendix [B.2](http://jacopguide.osolpro.com/guideJaCoP.html#x1-560002). In addition, variable selection methods MostConstrainedStaticand MostConstrainedDynamic will work also.

An example search can be specified as follows.

   Search<SetVar> search = new DepthFirstSearch<SetVar>();   
   
   SelectChoicePoint<SetVar> select = new SimpleSelect<SetVar>(   
                                vars,   
                                new MinLubCard<SetVar>(),   
                                new MaxGlbCard<SetVar>(),   
                                new IndomainsetMin<SetVar>());   
   search.setSolutionListener(new SimpleSolutionListener<SetVar>());   
   
   boolean result = search.labeling(store, select);

Search

JaCoP offers methods for finding a single solution, all solutions and a solution that minimizes a given cost function.

**5.1 Depth First Search**

A solution satisfying all constraints can be found using a depth first search algorithm. This algorithm searches for a possible solution by organizing the search space as a search tree. In every node of this tree a value is assigned to a domain variable and a decision whether the node will be extended or the search will be cut in this node is made. The search is cut if the assignment to the selected domain variable does not fulfill all constraints. Since assignment of a value to a variable triggers the constraint propagation and possible adjustment of the domain variable representing the cost function, the decision can easily be made to continue or to cut the search at this node of the search tree.

Typical search method for a single solution, for a list of variables, is specified as follows.

   Search<*T*> label = new DepthFirstSearch<*T*>();   
   SelectChoicePoint<*T*> select = new SimpleSelect<*T*>(*var*,   
                                               *varSelect*,   
                                               *tieBreakerVarSelect*   
                                               *indomain*);   
   boolean result = label.labeling(store, select);
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The standard method can be further modified to create search for all solutions. This is achieved by adopting the standard solution listener as specified below.

   label.getSolutionListener().searchAll(true);   
   label.getSolutionListener().recordSolutions(true);

In the first line the flag that changes search to find all solutions is set. It is set in the default solution listener. In this example, we also set a flag that informs search to record all found solutions. If this flag is not set the search will only count solutions without storing them. The values for found solutions can be printed using label.getSolutionListener().printAllSolutions() method or the following piece of code.

   for (int i=1; i<=label.getSolutionListener().solutionsNo(); i++){   
      System.out.print("Solution " + i + ": ");   
      for (int j=0; j<label.getSolution(i).length; j++)   
         System.out.print(label.getSolution(i)[j]);   
      System.out.println();   
   }

Even if the solutions are not recorded, they are counted and number of found solutions can be retrieved using method label.getSolutionListener().solutionsNo().

The minimization in JaCoP is achieved by defining variable for cost and using branch-and-bound (B&B) search, as specified below.

   IntVar cost;   
   ...   
   boolean result = label.labeling(store, select, cost);

B&B search uses depth-first-search to find a solution. Each time a solution with cost *costV aluei* is found a constraint *cost < costV aluei* is imposed. Therefore the search finds solutions with lower cost until it eventually fails to find any solution that proves that the last found solution is optimal, i.e., there is no better solution.

Sometimes we want to interrupt search and report the best solution found in a given time. For this purpose, the search time-out functionality can used. For example, 10s time-out can be set with the following statement.

   label.setTimeOut(10);

Moreover, one can define own time-out listener to perform specific actions.

**5.1.1 Restart search**

In some situation classical B&B algorithm is not best suited for optimization and so called *restart search*is used. This optimization search method finds a solution and then start search from the beginning but with additional constraint restricting the cost variable in the same way as B&B search. JaCoP does not support directly this kind of search but it can be easily implemented using the following code (use to maximize cost defined by variable cost).

   label.setSolutionListener(new CostListener<IntVar>());   
   store.setLevel(store.level+1);   
   boolean Result = true, optimalResult = false;   
   while (Result) {   
      Result = label.labeling(store, select);   
      store.impose(new XgtC(cost, CostValue));   
      optimalResult = optimalResult || Result;   
   }   
   store.removeLevel(store.level);   
   store.setLevel(store.level-1);

The search iteratively calls depth-first-search until no better solution is found. It also rises the store level before search and returns to “fresh” store to make it possible to operate on it later. This code requires access to value *CostV alue*that can be retrieved by providing a customized version of solution listener and its method executeAfterSolution. This method simply stores the value of the cost variable when a solution is found. See the code below for details.

   public class CostListener<T extends Var> extends   
                                         SimpleSolutionListener<T> {   
   
      public boolean executeAfterSolution(Search<T> search,   
                                      SelectChoicePoint<T> select) {   
         boolean returnCode = super.executeAfterSolution(search,   
                                                         select);   
   
         CostValue = cost.value();   
         return returnCode;   
      }   
   }

**5.2 Search plug-ins**

The search-plugin is an object, which is informed about the current state of the search and may influence the behavior of the search. They are divided into search-plugins that change the search behavior and plugins used for collecting and sharing information. Table [5.1](http://jacopguide.osolpro.com/guideJaCoP.html#x1-450011) lists the search-plugins available in JaCoP and their membership in a respective group.

**Table 5.1:**Search plug-ins available in JaCoP.

|  |  |
| --- | --- |
|  |  |
| **changing search** | **cannot change search** |
|  | **(information sharing)** |
|  |  |
| solution listener | exit listener |
| exit child listener | time-out listener |
| consistency listener | initialize listener |
|  |  |
|  |  |

The search plug-ins are called during search when they reach a specific state, as specified below.

* *Solution listener*plug-in is called by search when a solution is found
* *Exit child listener*plug-in is called every time the search exits the search subtree (it has four different methods; two methods, which are called when the search has exited the left subtree and two methods for the right subtree).
* *Consistency listener*plug-in is called after consistency method at the current search node.
* *Exit listener*plug-in is called each time the search is about to exit (it can used to collect relevant search information).
* *Time-out listener*plug-in is called when the time-out occurs (if specified).
* *Initialize listener*plug-in is called at the beginning of the search.

Changing search plug-ins can override the status of the search by returning true or false status. For example, exit child listener method leftChild can override the status of the search by returning true or false status. If it returns true then the search continues and enters the right child to keep looking for a solution. Returning false instructs the search to skip exploring the right subtree

JaCoP makes it possible to combine several plugins hierarchically. Each listener may have multiple children listeners attached to it, which have potential to influence the behaviour of the parent. A very simple example of using this behavior, is using one listener to remember solution and another one to print it. This two different functionalities may be provided by two different listeners. In general, if search calls several children listeners the parent listener decides how to treat the results returned by them. The listeners already implemented in JaCoP use the following default rule to combine the return codes from different listeners. They combine their own return code with the return code of a child listener using conjunction of return codes. Several child listeners combine their return codes using disjunction of return codes.

**5.3 Credit search**

Credit search combines credit based exhaustive search at the beginning of the tree with local search in the rest of the tree [[1](http://jacopguide.osolpro.com/guideJaCoP.html#XCreditSearch)]. In JaCoP, the credit search is controlled by three parameters: number of credits, number of backtracks during local search and maximum depth of search. In Figure [5.1](http://jacopguide.osolpro.com/guideJaCoP.html#x1-460011) there is an example of the credit search tree. The search has initially 8 credits. The number of possible backtracks is three. During search half of the credits is distributed to the selected choice. The rest of the credits is distributed using the same principle for the next choice point. The first part of the search is based on the credits and makes it possible to investigate many possible assignments to domain variables while the other part is supposed to lead to a solution and can use a number of backtracks specified for this search. Moreover, the maximal depth of the search cannot be exceeded. Since we control the search it is possible to partially explore the whole tree and avoid situations when the search is stuck at one part of the tree which is a common problem of B&B algorithm when a depth first search strategy is used.
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**Figure 5.1:**Credit search example.

An example of the command which produces the search tree depicted in Fig. [5.1](http://jacopguide.osolpro.com/guideJaCoP.html#x1-460011) is as follows.

   SelectChoicePoint<IntVar> select = new SimpleSelect<IntVar>(vars,   
                                       new SmallestDomain<IntVar>(),   
                                       new IndomainMin<IntVar>());   
   
   int credits=8, backtracks=3, maxDepth=1000;   
   CreditCalculator<IntVar> credit = new CreditCalculator<IntVar>(   
                                                  credits,   
                                                  backtracks,   
                                                  maxDepth);   
   Search<IntVar> search = new DepthFirstSearch<IntVar>();   
   search.setConsistencyListener(credit);   
   search.setExitChildListener(credit);   
   search.setTimeOutListener(credit);   
   
   boolean result = search.labeling(store, select);

**5.4 Limited discrepancy search**

Limited discrepancy search (LDS) uses the partial search method proposed in [[6](http://jacopguide.osolpro.com/guideJaCoP.html#XHaGi95)]. It basically allows only a number of different decisions along a search path, called discrepancies. If the number of discrepancies is exhausted backtracking is initiated. The number of discrepancies is specified as a parameter for LDS.

An example of LDS with one discrepancy is as follows.

   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select = new SimpleSelect<IntVar>(var,   
                                      new SmallestDomain<IntVar>(),   
                                      new IndomainMiddle<IntVar>());   
   LDS<IntVar> lds = new LDS<IntVar>(2);   
   label.getExitChildListener().setChildrenListeners(lds);   
   
   boolean result = label.labeling(store, select);

**5.5 Combining search**

JaCoP offers, through its plug-ins, possibility to combine several search methods into a single complex search. For example, the following code presents a search that is build as consecutive invocation of two search methods.

   Search<IntVar> slave = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> selectSlave =   
          new SimpleSelect<IntVar>(vars2,   
                                   new SmallestMin<IntVar>(),   
                                   new SmallestDomain<IntVar>(),   
                                   new IndomainMin<IntVar>());   
   slave.setSelectChoicePoint(selectSlave);   
   
   Search<IntVar> master = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> master =   
          new SimpleSelect<IntVar>(vars1,   
                                   new SmallestMin<IntVar>(),   
                                   new SmallestDomain<IntVar>(),   
                                   new IndomainMin<IntVar>());   
   master.addChildSearch(slave);   
   
   boolean result = master.labeling(store, selectMaster);

**Appendix A  
JaCoP constraints**

**A.1 Primitive constraints**

|  |  |
| --- | --- |
| **Constraint** | **JaCoP specification** |
|  |  |
| *X*= *Const* | XeqC(X, Const) |
| *X*= *Y* | XeqY(X, Y) |
| *X≠Const* | XneqC(X, Const) |
| *X≠Y* | XneqY(X, Y) |
| *X > Const* | XgtC(X, Const) |
| *X > Y* | XgtY(X, Y) |
| *X*≥ *Const* | XgteqC(X, Const) |
| *X*≥ *Y* | XgteqY(X, Y) |
| *X < Const* | XltC(X, Const) |
| *X < Y* | XltY(X, Y) |
| *X*≤ *Const* | XlteqC(X, Const) |
| *X*≤ *Y* | XlteqY(X, Y) |
| *X*⋅ *Const*= *Z* | XmulCeqZ(X, Const, Z) |
| *X*⋅ *Y*= *Z* | XmulYeqZ(X, Y, Z) |
| *X*÷ *Y*= *Z* | XdivYeqZ(X, Y, Z) |
| *X* mod*Y*= *Z* | XmodYeqZ(X, Y, Z) |
| *X*+ *Const*= *Z* | XplusCeqZ(X, Const, Z) |
| *X*+ *Y*= *Z* | XplusYeqZ(X, Y, Z) |
| *X*+ *Y*+ *Const*= *Z* | XplusYplusCeqZ(X, Y, Const, Z) |
| *X*+ *Y*+ *Q*= *Z* | XplusYplusQeqZ(X, Y, Q, Z) |
| *X*+ *Const*≤ *Z* | XplusClteqZ(X, Const, Z) |
| *X*+ *Y*≤ *Z* | XplusYlteqZ(X, Y, Z) |
| *X*+ *Y > Const* | XplusYgtC(X, Y, Const) |
| *X*+ *Y*+ *Q > Const* | XplusYplusQgtC(X, Y, Q, Const) |
| *XY*= *Z* | XexpYeqZ(X, Y, Z) |
|  |  |

**A.2 Set constraints**

|  |  |
| --- | --- |
| **Constraint** | **JaCoP specification** |
|  |  |
| *e*∈ *A* | EinA(e, A) |
| *S*1 = 2 | AeqB(S1, S2) |
| *S*1 ⊆ *S*2 | AinB(S1, S2) |
| *S*1 ⋃ *S*2 = *S*3 | AunionBeqC(S1, S2, S3) |
| *S*1 ⋂ *S*2 = *S*3 | AintersectBeqC(S1, S2, S3) |
| *S*1 \ *S*2 = *S*3 | AdiffBeqC(S1, S2, S3) |
| *S*1 *<> S*2 | AdisjointB(S1, S2) |
| Match | Match(Set, VarArray) |
| #*S*1 = *X* | CardAeqX(S, X) |
| Weighted sum < S, W > = X | SumWeightedSet(S, W, X) |
| *Set*[*X*] = *Y* | ElementSet(X, Set, Y) |
|  |  |

**A.3 Logical, conditional and reified constraints**

|  |  |
| --- | --- |
| **Constraint** | **JaCoP specification** |
|  |  |
| ¬*c* | Not(c); |
| *c*1 ⇔ *c*2 | Eq(c1, c2); |
| *c*1 ∧ *c*2 ∧⋅⋅⋅∧ *cn* | PrimitiveConstraint[] c = {c1, c2, …cn}; |
|  | And(c); |
|  | or |
|  | ArrayList c = |
|  | new ArrayList(); |
|  | c.add(c1); c.add(c2); …c.add(cn); |
|  | And(c); |
| *c*1 ∨ *c*2 ∨⋅⋅⋅∨ *cn* | PrimitiveConstraint[] c = {c1, c2, …cn}; |
|  | Or(c); |
|  | or |
|  | ArrayList c = |
|  | new ArrayList(); |
|  | c.add(c1); c.add(c2); …c.add(cn); |
|  | Or(c); |
| *X*in*Dom* | In(X, Dom); |
| *c*⇔ *B* | Reified(c, B); |
| *c*⇔¬*B* | Xor(c, B); |
| if *c*1then*c*2 | IfThen(c1, c2); |
| if *c*1then*c*2else*c*3 | IfThenElse(c1, c2, c3); |
|  |  |
| **Boolean operations on variables** |  |
|  | BooleanVar[] b = {b1, b2, …, bn}; |
|  | or |
|  | ArrayList b = new ArrayList<="" span=""> |
|  | b.add(b1); b.add(b2); …b.add(bn); |
|  | BoolanVariable result = new BooleanVar(store, "result"); |
| *result*= *b*1 ∧ *b*2 ∧⋅⋅⋅∧ *bn* | AndBool(b, result) |
| *result*= *b*1 ∨ *b*2 ∨⋅⋅⋅∨ *bn* | OrBool(b, result) |
| *result*= *b*1 ⊕ *b*2 | XorBool(b1, b2, result) |
| *result*= *b*1 → *b*2 | IfThenBool(b1, b2, result) |
| *result*= *b*1 == *b*2 == ⋅⋅⋅ == *bn* | EqBool(b, result) |
|  |  |

**A.4 Global constraints**

*x*1 + *x*2 + ![⋅⋅⋅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAACEAYAAADuv+uMAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAABuAAAAbgBU4g4xAAAAN0lEQVQY02NgYGBgYGAwNobQ5eX///////8/AwMhmlx9qPrLy1HNgQu8e0eeQcTrQ9X/7h3MHADcMo/X+jdOwwAAACV0RVh0Y3JlYXRlLWRhdGUAMjAxMS0wMi0wM1QxMjoxMTo0NiswMTowMN8vLq8AAAAldEVYdG1vZGlmeS1kYXRlADIwMTEtMDItMDNUMTI6MTE6NDYrMDE6MDCAnlibAAAAH3RFWHRwczpIaVJlc0JvdW5kaW5nQm94ADE0eDYrOTErNTk2co8FXgAAACN0RVh0cHM6TGV2ZWwAQWRvYmVGb250LTEuMTogQ01TWTEwIDEuMApeA4AKAAAAFXRFWHRwczpTcG90Q29sb3ItMAAtcHAgNDEYe00nAAAAAElFTkSuQmCC) + *xn* = *sum*

IntVar[] x = {x1, x2, …, xn};  
IntVar sum = new IntVar(…)  
Sum(x, sum);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
IntVar sum = new IntVar(…)  
Sum(x, sum);

*w*1 ⋅ *x*1 + *w*2 ⋅ *x*2 + ![⋅⋅⋅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAACEAYAAADuv+uMAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAABuAAAAbgBU4g4xAAAAN0lEQVQY02NgYGBgYGAwNobQ5eX///////8/AwMhmlx9qPrLy1HNgQu8e0eeQcTrQ9X/7h3MHADcMo/X+jdOwwAAACV0RVh0Y3JlYXRlLWRhdGUAMjAxMS0wMi0wM1QxMjoxMTo0NiswMTowMN8vLq8AAAAldEVYdG1vZGlmeS1kYXRlADIwMTEtMDItMDNUMTI6MTE6NDYrMDE6MDCAnlibAAAAIHRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADE1eDYrMTA5KzQ1NM85jhIAAAAjdEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjE6IENNU1kxMCAxLjAKXgOACgAAABV0RVh0cHM6U3BvdENvbG9yLTAALXBwIDQygXIcnQAAAABJRU5ErkJggg==) + *wn* ⋅ *xn* = *sum*

IntVar[] x = {x1, x2, …, xn};  
IntVar sum = new IntVar(…)  
int[] w = {w1, w2, …, wn};  
SumWeight(x, w, sum);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
IntVar sum = new IntVar(…)  
ArrayList w=new ArrayList();  
w.add(w1); w.add(w1); …w.add(wn);  
SumWeight(x, w, sum);

**alldifferent**([*x*1*,x*2*,…,xn*])

IntVar[] x = {x1, x2, …, xn};  
Alldifferent(x);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Alldifferent(x);

**alldiff**([*x*1*,x*2*,…,xn*])

IntVar[] x = {x1, x2, …, xn};  
Alldiff(x);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Alldiff(x);

**alldistinct**([*x*1*,x*2*,…,xn*])

IntVar[] x = {x1, x2, …, xn};  
Alldistinct(x);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Alldistinct(x);

**among**([*x*1*,x*2*,…,xn*]*,val,count*)

IntVar[] x = {x1, x2, …, xn};  
IntervalDomain val = new IntervalDomain(k,l);  
IntVar count = new IntVar(…);  
Among(x, val, count);

**amongVar**([*x*1*,x*2*,…,xn*]*,*[*y*1*,y*2*,…,ym*]*,count*)

IntVar[] x = {x1, x2, …, xn};  
IntVar[] y = {y1, y2, …, ym};  
IntVar count = new IntVar(…);  
Among(x, y, count);

**assignment**([*x*1*,x*2*,…,xn*]*,*[*y*1*,y*2*,…,yn*])

IntVar[] x = {x1, x2, …, xn};  
IntVar[] y = {y1, y2, …, yn};  
Assignment(x, y);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
ArrayList y = new ArrayList();  
y.add(y1); y.add(y2); …y.add(yn);  
Assignment(x, y);

**circuit**([*x*1*,x*2*,…,xn*])

IntVar[] x = {x1, x2, …, xn};  
Circuit(Store, x);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Circuit(Store, x);

**count**(*value,*[*x*1*,x*2*,…,xn*]*,var*)

int value = …;  
IntVar var = new IntVar(…);  
IntVar[] x = {x1, x2, …, xn};  
Count(x, var, value);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Count(x, var, value);

**cumulative**([*t*1*,t*2*,…,tn*]*,*[*d*1*,d*2*,…,dn*]*,*[*r*1*,r*2*,…,rn*]*,ResourceLimit*)

IntVar[] t ={t1, t2, …, tn};  
IntVar[] d ={d1, d2, …, dn};  
IntVar[] r = {r1, r2, …, rn};  
IntVar Limit = new IntVar(…);  
Cumulative(t, d, r, Limit);[2](http://jacopguide.osolpro.com/guideJaCoP5.html#fn2x8)  
or using ArrayList

**diff2**([[*x*1*,y*1*,dx*1*,dy*1]*,…,*[*xn,yn,dxn,dyn*]])

IntVar[][] r = {{x1,y1,dx1,dy1}, …,  
{xn,yn,dxn,dyn}};  
Diff(r); or Diff2(Store, r);[1](http://jacopguide.osolpro.com/guideJaCoP4.html#fn1x8)  
or using ArrayList<arraylist></arraylist

**or**

**diff2**([*x*1*,…,xn*]*,*[*y*1*,…,yn*]*,*[*dx*1*,…,dxn*]*,*[*dy*1*,…,dyn*])

IntVar[] x = {x1, …, xn};  
IntVar[] y = {y1, …, yn};  
IntVar[] dx = {dx1, …, dxn};  
IntVar[] dy = {dy1, …, dyn};  
Diff(x, y, dx, dy); or Diff2(Store, x, y, dx, dy);[1](http://jacopguide.osolpro.com/guideJaCoP4.html#fn1x8)  
or using ArrayList

**distance**(*x,y,dist*)

IntVar x, y, dist;  
Distance(x, y, dist);

**element**(*Index,*[*n*1*,n*2*,…,nn*]*,V alue*)

IntVar Index, Value;  
int[] i = {n1, n2, …, nn };  
Element(Index, i, Value);

**element**(*Index,*[*x*1*,x*2*,…,xn*]*,V alue*)

IntVar Index, Value;  
IntVar[] x = {x1, x2, …, xn };  
Element(Index, x, Value);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Element(Index, x, Value);

**extensionalSupport**([*x*1*,x*2*,…,xn*]*,*{{1*,*2*,…,n*}*,*{*…*}*,…,*{*…*}})

**extensionalConflict**([*x*1*,x*2*,…,xn*]*,*{{1*,*2*,…,n*}*,*{*…*}*,…,*{*…*}})

IntVar[] x = {x1, x2, …, xn};  
int[][] intTuple = {{…}, …});  
ExtensinalSupportVA(x,intTuple);  
or  
ExtensinalConflictVA(x,intTuple);  
or  
ExtensinalSupportSTR(x,intTuple);  
or  
ExtensinalSupportMDD(x,intTuple);

**gcc**([*x*1*,x*2*,…,xn*]*,*[*y*1*,y*2*,…,ym*])

IntVar[] x = {x1, x2, …, xn};  
IntVar[] y = {y1, y2, …, ym};  
GCC(x, y);

**min**([*x*1*,x*2*,…,xn*]*,Xmin*)

IntVar[] x = {x1, x2, …, xn};  
Min(x, Xmin);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Min(x, Xmin);

**max**([*x*1*,x*2*,…,xn*]*,Xmax*)

IntVar[] x = {x1, x2, …, xn};  
Max(x, Xmin);  
or  
ArrayList x = new ArrayList();  
x.add(x1); x.add(x2); …x.add(xn);  
Max(x, Xmax);

**knapsack**(*profits,weights,quantity,knapsackCapacity,knapsackProfit*)

int[] profits = {p1, p2, …, pn};  
int[] weights = {w1, w2, …, wn};  
IntVar[] quantity = {q1, q2, …, qn};  
IntVar knapsackCapacity = new IntVar(…);  
IntVar knapsackProfit = new IntVar(…);  
Knapsack(profits, weights, quantity, knapsackCapacity, knapsackProfit);

**geost**(*objects,constraints,shapes*)

IntVar xOrigin = new IntVar(store, "x1", 0, 20);  
IntVar yOrigin = new IntVar(store, "y1", 0, 5);  
IntVar shapeNo = new IntVar(store, "s1", 1, 1);  
IntVar startGeost = new IntVar(store, "start"+1, 0, 0);  
IntVar durationGeost = new IntVar(store, "duration"+1, 1, 1);  
IntVar endGeost = new IntVar(store, "end"+1, 1, 1);  
IntVar[] coords = {xOrigin, yOrigin};  
int objectId = 1;  
GeostObject o = new GeostObject(objectId, coords, shapeNo, startGeost, durationGeost, endGeost);  
ArrayList objects = new ArrayList();  
objects.add(o);  
int[] origin = {0, 0};  
int[] length = {10, 2};  
Shape shape = new Shape(j, new DBox(origin, length));  
ArrayList shapes = new ArrayList();  
shapes.add(shape);  
int[] dimensions = {0, 1};  
NonOverlapping constraint = new NonOverlapping(objects, dimensions);  
ArrayList constraints = new ArrayList();  
constraints.add(constraint);  
store.impose(new Geost(objects, constraints, shapes));

**regular**(*fsm,*[*x*1*,x*2*,…,xn*])

FSM fsm = new FSM();  
IntVar[] x = {x1, x2, …, xn};  
Regular(fsm, x);

**sequence**([*x*1*,x*2*,…,xn*]*,set,q,min,max*)

IntVar[] x = {x0, x1 …xn};  
IntervalDomain set = new IntervalDomain(…);  
int q, main, max;  
Sequence(x, set, q, min, max);

**stretch**(*values,min,max,*[*x*1*,x*2*,…,xn*])

int[] values, main, max;  
IntVar[] x = {x0, x1 …, xn};  
Stretch(values, min, max, x);

**values**([*x*1*,x*2*,…,xn*]*,count*)

IntVar[] x = {x0, x1 …, xn};  
IntVar count = new IntVar(…);  
Values(x, count);

**lex**([[*x*11*,x*12*,…,x*1*n*]*,…,*[*xk*1*,xk*2*,…,xkm*]])

IntVar[][] x = {{x0, x1 …, xn}, …};  
Lex(x);  
or  
Lex(x, true);

**soft-alldifferent**([*x*1*,x*2*,…,xn*]*,cost,violation***\_***measure*)

IntVar[] x = {x0, x1 …, xn};  
IntVar count = new IntVar(…);  
SoftAlldifferent(x, cost, ViolationMeasure.DECOMPOSITION\_BASED);  
or  
SoftAlldifferent(x, cost, ViolationMeasure.VARIABLE\_BASED);

**soft-GCC**([*x*1*,x*2*,…,xn*]*,hardCounters,countedV alues,softCounters,cost,violation***\_***measure*)

IntVar[] x = {x0, x1 …, xn};  
IntVar[] hardCounters = {h1, h2, …, hn};  
int[] countedValues = {v1, v2, …, vn};  
IntVar[] softCounters = {s1, s2, …, sn};  
SoftGCC(x, hardCounters, countedValues, softCounters, cost, ViolationMeasure.VALUE\_BASED); or  
other constructors (see API specification).

**Appendix B  
JaCoP search methods**

**B.1 Variable and value selection for FDVs**

* **value selection methods**

|  |  |
| --- | --- |
| **Indomain method** | **Description** |
|  |  |
| IndomainMin | selects a minimal value from the current domain of FDV |
| IndomainMax | selects a maximal value from the current domain of FDV |
| IndomainMiddle | selects a middle value from the current domain of FDV |
|  | and then left and right values |
| IndomainRandom | selects a random value from the current domain of FDV |
| IndomainSimpleRandom | faster than IndomainRandom but does not achieve uniform probability |
| IndomainList | uses values in an order provided by a programmer |
|  | if values not specified uses default indomain method |
| IndomainHierarchical | uses indomain method based provided variable-indomain mapping |
|  |  |

* **variable selection methods**

|  |  |
| --- | --- |
| **Comparator** | **Description** |
|  |  |
| SmallestDomain | selects FDV which has the smallest domain size |
| MostConstrainedStatic | selects FDV which has most constraints assign to it |
| MostConstrainedDynamic | selects FDV which has the most pending constraints assign to it |
| SmallestMin | selects FDV with the smallest value in its domain |
| LargestDomain | selects FDV with the largest domain size |
| LargestMin | selects FDV with the largest value in its domain |
| SmallestMax | selects FDV with the smallest maximal value in its domain |
| MaxRegret | selects FDV with the largest difference between the smallest |
|  |  |

**B.2 Variable and value selection for set variables**

* **value selection methods**

|  |  |
| --- | --- |
| **Indomain method** | **Description** |
|  |  |
| IndomainSetMin | selects a minimal value from not yet assigned values for set variable |
| IndomainSetMax | selects a maximal value from not yet assigned values for set variable |
| IndomainSetRandom | selects a random value from not yet assigned values for set variable |
|  |  |

* **variable selection methods**

|  |  |
| --- | --- |
| **Comparator** | **Description** |
|  |  |
| MinCardDiff | selects set variable which has the smallest difference in cardinality |
|  | between lub and glb. |
| MaxCardDiff | selects set variable which has the greatest difference in cardinality |
|  | between lub and glb. |
| MinGlbCard | selects set variable which has the glb with the smallest cardinality. |
| MaxGlbCard | selects set variable which has the glb with the greatest cardinality. |
| MinLubCard | selects set variable which has the lub with the smallest cardinality. |
| MaxLubCard | selects set variable which has the lub with the greatest cardinality. |
| MostConstrainedStatic | selects set variable which has most constraints assign to it. |
| MostConstrainedDynamic | selects set variable which has the most pending constraints assign to it. |
|  |  |

**B.3 Search methods**

We specify search methods for finite domain variables (IntVar). Similar methods can be defined for set variables (SetVar).

* **Search for a single solution with *list of variables***

   IntVar[] var;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select = new SimpleSelect<IntVar>(   
                                            *var*,   
                                            *varSelect*,   
                                            *tieBreakerVarSelect*   
                                            *indomain*);   
   boolean result = label.labeling(store, select);

* **Search for a single solution with *list of list of variables***

   IntVar[][] var;   
   ...   
   Search<IntVar> label = new DepthFirstSearch<IntVar>();   
   SelectChoicePoint<IntVar> select =   
                              new SimpleMatrixSelect<IntVar>(   
                                            *var*,   
                                            *varSelect*,   
                                            *tieBreakerVarSelect*   
                                            *indomain*);   
   boolean result = label.labeling(store, select);

* **Search for all solutions**

additional switches for search for all solutions.

   label.getSolutionListener().searchAll(true);   
   // record solutions; if not set false   
   label.getSolutionListener().recordSolutions(true);   
   boolean result = label.labeling(store, select);

To be able to print found solutions during search the following solution listener has to be added to the search.

   label.setSolutionListener(new PrintOutListener<IntVar>());

The found solutions can also be printed after search is completed using the following statement.

   label.printAllSolutions();

* **Search for optimal solution**

   IntVar cost;   
   ...   
   boolean result = label.labeling(store, select, cost);

**B.4 Important methods for search plug-ins**

* **solution listener**– SimpleSolutionListener

important methods

* + printAllSolutions()
  + getSolutions()
  + solutionsNo()
  + recordSolutions(boolean status)
  + searchAll(boolean status)
  + executeAfterSolution(Search search, SelectChoicePoint select)
  + setChildrenListeners(SolutionListener child)
* **time-out listener**– one can set customized time-out listener that implements TimeOutListener interface to perform specific actions at time-out (e.g., print information). Method executedAtTimeOut(int solutionsNo) will be executed at time-out.

**Appendix C  
JaCoP debugging facilities**

**C.1 Available switches**

Most important debugging facility is made available through the Boolean variables of the Switch class. In order to use this you have to have specially compiled JaCoP library where all master switches are turn on. This reduces the efficiency of the JaCoP, but gives debugging facilities. Assuming that you have turn on all master switches then you can use different switches to obtain the desired debugging information. Please, consult file JaCoP/core/Switches.java for more information.

**C.2 CPviz interface**

JaCoP can generate trace in a format accepted by CPviz, an open-source visualization toolkit for finite domain constraint programming (<http://sourceforge.net/projects/cpviz/>). This functionality is provided by class JaCoP.search.TraceGenerator.java and it is added to search. The simplest method to do it is to simply add the following line in your program.

  TraceGenerator<IntVar> select =   
      new TraceGenerator<IntVar>(search, varSelect, vars);

where search is the search method for your problem, varSelect is the variable and value selection method of your search and vars is an array of variables to be traced.

The program that extends search with TraceGenerator will generate two files (by default named tree.xml and vis.xml) that register all search decisions and variables and their domains or values. CPviz program can use these files and generate visualization for the search.

The next steps requires installation of CPviz software.

The generation of visual information is done by issuing the following commands.

  mkdir viz.out   
  java -cp <path to CPviz>/viz/bin/ ie.ucc.cccc.viz.Viz config.xml \   
                tree.xml vis.xml

File config.xml defines the configuration. An example file is presented below.

xml version="1.0" encoding="UTF-8"?>   
   
<configuration version="1.0" directory="viz.out">   
    <tool show="tree" fileroot="tree" repeat="all"/>   
    <tool show="viz" fileroot="viz"/>   
configuration>

For more details refer to CPviz documentation.

In the case of this configuration, the files will be generated in directory viz.out. Please, note that this directory *must*exist for CPviz to work correctly.

The visualization is provided by issuing the following command.

java -cp batik.jar:jhall.jar:<path to cpviz>/viztool/src \   
           components.InternalFrame

where batik.jar and jhall.jar are separate software packages that must be installed separately.

Once the visualization tool is started one has to open file viz.out/aaa.idx.

An example of a screen dump for sudoku puzzle model is depicted in Figure [C.1](http://jacopguide.osolpro.com/guideJaCoP.html#x1-610141).

![PIC](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAg0AAAFGEAYAAAC5/3DlAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAABuAAAAbgBU4g4xAABkLUlEQVR42u3deXgUVdrw4ad676xAAoIChlFAEBUc9UVEEMXXBRxBUVFBdHQUhtlcxkFBNlEcR8VlVHB0UAFRRMUN/RRFNkVAiOyKLCIiO2TtJd1d3x/H83bopMnWSSXp331dXEVXV1edqj5V6XrqnOcYpmmapikAAAAAAAA1ZrO6AAAAAAAAoPFw1NaKDcMwDIO2EgAAAAAA1Geqp4NhJGp9Rk27ThBQAAAAAACg8ahp4KHKgQYCCwAAAAAAJI+qBh4qnaOBAAMAAAAAAMmnqvGACgMNBBgAAAAAAEBl4wO1lgwyNzc3NzdXJBwOh8Nhqw8HAAAAAAAQEbHb7Xa7XaRr165du3ZN/PrjBhpq2pKhuLi4uLi47OvCwmeeefppkQ4dLrzwootEpk597rnnnhMZPHj69OnTo8vv3Llo0aefipx7bseOqakiNpvN5nCILFu2aVNenkjbtr17X3xxdPl//OOFF266SWTEiN///i9/Efniiw0b3ntP5Npr27cfNUokJSUlJSUl8QcQAIC6NGHCo48++qhI27Znn33ddSLXXdehw5EjIn37XnPN44+LPProTTeddJJIz57Dh48bJzJ9+j/+MWGCyE03jRo1YIDI44+/+upXX4lcdFGrVoGAyJ///OST33wj8uWXX3756qvlbW/69KVLRcaNu+WWnj1FZs1avnzPHpEbb+zevWXLqpe/oEBN09OtPpIAAKC6dLwgXu6GWmvREAgEAoFA9PXmzY8//sQTIkOHFhUdPizicLz33ty5IiNHZmU1aSKye/fRy+fk7Nv33nsiTZuefnqXLkfPX79exOcLBHr1is6/+OIbbzzzTJH9+12uNWtEOnY8/fTjjxeZOfOjj556SmTYsIsuuusuS78LAABq7MiRDh2uuUZk1KgePVq2FJk0acECl0tk4cKFC//zH5HPPhs1qk8f9Xd41CiRQ4d+/nnLFpGioiNHfv5Z5K9//fOfr7lGpE+fnj1feSX6ud27c3PffVfk4MHWrS++WKRDh/R0u13k4ov37r33XrW+hQtFrr++W7emTaN/5/v06dOnTx+1nvnzVRm93mhA4Xe/i76/cGF0P/Tf/FtvvfXWW28Vueaa0aP//W+RFi3WrHn+eZFOna6++q67RH74YdGiV18VOe203r1vusnqow8AACqjTKAhUTkZfD6fz+eLvj7xxN69e/USSU11Ou12EZGmTZs1Ezn++A0b1q0T2br16OXd7jZt2rQRSU097bSTT9YlEzHN7747cqTs+jt2bNu2XTuRE09s0qR5c5HCwpISn08kLe2007zesssDANAQRSLhcDAY/bv22WcrV371lcjdd5933oUXioRCkYhI9P0ff9y2bds2Eb8/GAyFRLzekhKPR2T+/Pnzf/97keLipUsff1xk0KAHHvB6RdatW7cuK0vkp59++umXX0Q6dx4+fP58FRDo00fk3//+9791QEFE5OuvFy167z2RgweLioJBNc/nE4lEVMBh3bp169auFfn6661bd+0Syc52uUREdLfKbdtU+Xr3btVKRORvf/vqqyuvFJk7t2nTlBSRYPCcc665hr/jAADUR/FaNpQZ3jJRgYZ33nnnnXfeib6ORCKRSESkffuCgoICkaysJk0yM0W++66oqLhYJC/v6K4NaWlpaWlpIl27Nm++eLGIYdhsNpvImjV79/bsKVJYWFhYWFh6iykpfr+Izda06ebNIgcOHDyYlyfSpElx8fnnq64XtkqPsQEAQP2Uk5OTk5MjImKaPp+6wbfZRGw2FWBwuVJT3W6R1FQV1ldzRXbvPnCguFgkFCos3LdPpFWrFi2aNRNxONTf3337Dh0KBERatWrWzO0W2bFjx45du8pud8eOHTt27FDzbDaRZs2aNWvSROTQoUOHDh0Syclp3fq440R27dq1a+9ekebN27TJyVEtIIqKRPLz9+3bv18kFDp6vX7/oUM//yzi93u9xx0n0qSJ0xkIqPWUXh4AACTOwIEDBw4cWPP11Fmg4fXXX3/99detOVgAAAAAAODYBg8ePHjw4Jqvp84CDfGSQgAAAAAAAOvV1v1/nXcmiN2RK6+88sorrzRNPa3uemM/r4brKLu+66+//vrrr6/5gQQAAAAAAGXVeaChopYODzzwwAMPPGCaGRkZGRkZVQ8IbNq0adOmTdHPnXLKKaecckr89c2YMWPGjBkEHgAAAAAASIR6lx5x0qRJkyZNEpk+ffr06dOr/vlOnTp16tQpGsjQfU7irW/o0KFDhw6N5sm0ev8BAAAAAGjI6m2OhlAoFAqFTNPhcDgcjprneoi3vn379u3bt880W7Ro0aJFC3JKAAAAAACSQ23d/9fbQAMAAAAAAKg9tXX/76itAqvxtOmKAAAAAABAMql3ORoqa9asWbNmzbK6FIA1mjVr1qxZM1oMAQAAAKh/6jzQMGbM2LFjxoh88smCBR99JJKZmZmZmRmdpqenp6enJ257+oasomldH4fquuiiiy66557o6wEDBgyYMKHyn9fLx66ntlRUPqvLX9XtJ4rbPXv27NkiKSlvvvnmmyJO53/+85//1H05AAAAACDR6jzQ0LnzKad07ixy2WWXXNK/v8jrr8+Z8/rrIjNnvvbazJkiq1atWrViReK3+/TTTz+9ZIlp6un06dOn5+bWXtcOfQMbG8iYMGHChHffrf56YwMxgwYNGjRoUOU/r5fv1atXr/PPj85/99133925M/FPygsKCgoKCiouT3XLr8tdU7EBh0StN9bSpb/73e9+J7Jp01dfffWVyE8/vffee++JrFu3aNGiRSKff963b9++id8uAAAAANSVOg80NGvWvHlmpsiqVdu3FxaKtGzZufOFF4q0aXPGGZdcIuL3p6WdfLLIt9/+/HNJidWHp+r0DWu3bt26de0anV/TG9fauvHV683Nzc1ds6b2jss999xzz8yZ9Xf9+vuKDTjUNDAUq1On1NTUVBHDKCwsLBTJzHzhhRdeEBEJBoNBkXbt7Ha7vfaOEwAAAADUtjoPNLjdLpfHI/LNN9u35+eLfPPNtm1HjoisWrV16+HDIitX/vDDoUMi33yzbt3WrYnbrm4JoKcVPWmvrnnz5s0bN67s/JreyC9ZsmTJ4sVly13Vriax+z99+vTp06cn/jjEbk9PY1tM1LT8ehpv/VW1ePHixU89VXtdaSKRQCAQECkstNlsNpGtW8eNGzdOpLjYMAxD5PDhVatWraqtrQMAAABA7avzQMPnn3/22eefi+zZk5cXDKppICCyd+/Rr3//+0svPeWUmm+vW7du3bp1i99FoqL3q2vcuHHjrrwy/uuqeuyxxx4bMiTRpYwGRtasWbMmNzfx69eeeuqpp265xTBqazSSmq4/9vM6AFPT7y3WV199//3334u4XO+88847IsHgSy+99JKIyIIFCxaIhMNdunTpkuijAwAAAAB1x1DjXZaakaBxNA8ePHjw4MH474fD4XA4HP99u/3YTcj1qBM33njjjTfeGH+5yj7hZjhO1IUtW7Zs2bJF5PPPe/bs2VMkFAqFQqFofW/fXiWJvOiiiy666KL469H1mnoLAAAAoLqysrKysrJqvh4VV4jed1sWaKgpbrSQzKj/AAAAAGqqtgINdd51IlG4wUIyo/4DAAAAqK8abKABAAAAAADUPwQaAAAAgFJ0DiUAQPUQaAAAAABE5Jlnvvhi926RXbt8Pq9XZNmyHTsCAZHi4uJin8/q0gFAw+GwasNjx95zz913q6QRkYjVhwEAAADJyu8PBAIBkaKiiy8eP16kTZvdu/1+kS1b9u8PBkVuvvmOOz74QGTw4C5dVqywurQAUDE1yIPIxImPPfbEE3W/fcsCDeec06NHjx4iDsexh7EEAAAAalNRUXFxcbHI6tXp6V6vSCBgs3k8Il6v12uaIpde2rnzoUMi553Xq1fv3laXFgAqFgqFw+GwddtvsMNbAgAAAIm0YMGCBQsWiLz22mefpaWJtG+fnb1vn8ioUXfddcUV0SeEANBY1NbwlgQaAAAAgFL072MCCwAau9oKNJAMEgAAACiFAAMA1Eyt5WgYNGjMmM8+K/8901QRj9KvAQBAYhiGulEq/RoAAKCu1EkySBVYiEQiEZFIJBwOhURmzhw7lmQ6AADUjiFDJk5ctEjEZrPbHQ4Rw7DZbL+2YyTwAAAAalOtBxoikUgkHBYxzXC4pETkiSeGDz/1VJE9e/bs2bMnutzu3T/++OOPIosXP/HE44+L9Op111133y1y/PEnnnjiidHldJ+577579dX//lekuDg395tvRDp0ePDBRx8VSUtLS0tLiy5fUlJSUlIiMm/e0qUzZohs3bpnz+bNIn/60xVXjB1bdnkAABqDcLikxOdT//d4RGw2EadTBRwY7QkAANSmWg80mKYKNEQioVBJiYjf7/f7/WWXS0//17/+9S+RMWP+/ve//11kzZp//euf/xQJBp944skno8sdPLhr108/iZx3Xk7Ojz+KZGX94Q9jx4osWzZx4vDhIi7XXXf997/R5ceN++9/hw8XOfvsSy7p0EGkZ88zzjjjDJEpUz799K67RP7xj379/v1vq78GoHbs27dv3759Ii1atGjRokXlPzdq1KhRo0aJ3H333XfffbfI8OHDhw8fLhIKhUKhkMi777777rvvWr13AI4lHA6FAgERw4i2aLDbVWsGAg0AAKA21VmgIRwOh4NBkeJiNU5xrN69Tz45J0fEbl++fNkykZ49O3Q4+WSRRYuOXj4t7csvn3pKpE2bm27q3l3EZnO5vvxSpGfPP/zhvPNEvv766OX79Bkw4MwzRU4+uX377GwRl8tmczhEBgxo2bJnT5Hi4n37yisP0Bj8618qgDdhwoQJEyaI2O12u90usmzZsmXLlol06NChQ4cOIt9///33338ffT127NixY8eK2GyqqfWDDz744IMPiuTk5OTk5JQ9j3XSrCuuuOKKK64QGTZs2LBhw0SmTZs2bdo0kfHjx48fP16kR48ePXr0sPqoAMkhHA4GfT7VdcLlUuezwyEiYrc7nVaXDgAANGZ1EGhQORkiEfVkJV6gYefOc8/t2VPkN7/p1KlTJ5GdO9WNT+zyNlvfvvffL2KzNW++bp2I3e52O50i69YtWrRzp0hxcatWpZfv1Mnjuewykexst/vHH0W8XpfL4xFZt+6rr775RiQrq0kTAg1orG6++eabb7657Hn04YcffvjhhyIOh8PhcJR9PXjw4MGDB0cDA5mZmZmZmSI//qi6OLndbrfbLTJu3Lhx48aJPPLII4888ojI66+//vrrr4scOXLkyJEjIhdeeOGFF14osnLlypUrV8Y//wEkXiikuk7Y7S6X16sC/y6X1aUCAADJwNA5D/5vhmEYhlHzcSD69BkxYs4ckWCwuPjwYZFg0OfLzxe5995rrsnJKbu80+l0Op3RJ6Y7duzYsWNHNMdCrOzs7OzsbJGmTZs2bdpUZMuWLVu2bCm7XCSiklDqpuM6J4NeP4Das3Xr1q1bt4o0a9asWbNm0fMVQO2bNOnll9esEfF40tObNxdxOr3ejAwRp9PjSU+3unQAAKA+WLjw+eevvbbm61FxhWi66Tpo0aCDFqYZiUSfcFakTZs2bdq0qfx2qrr8b37zm9/85je1vfdAcqvs+Q4g8R588OWXV69Wf4cjEatLAwAAkkmdDG9ZGTrJ3KRJkyZNmiRy+PDhw4cPR9+PbXkRS/cR18tV9DpR62G91pZP0035H3744YcffjjaBaCyZsyYMWPGDJFVq1atWrWq+uWtL8elpuut7+Wzer2azWa322wiN988bNjNN4uccYZKNltZ33777bfffivy8ssvv/zyy9EWWBrfG+dBea917pSzzjrrrLPOEhkyZMiQIUMqX+8AAABqm+WBhtzc3Nzc3GhfcJ28DqiM2B/g4XA4HA6LLF++fPny5SJdu3bt2rVr2c/p5XWXHT2qAlAdOkCgk27ee++99957b/zldfJNfd0jSSaqQ1/HioqKinTuk/ICYtVdbyBQWHjggNV7CQBA4+J2p6VlZ9f873V9Z3mgQWfB379///79+0XsdodDD7+lbiDVv6rTn0r015eo9ar15OcXFOTnizzwwJgxDzyghh8zjGiSvQsv7NPnwgtF1qzJzV2zRuTMM7t1O/NMkdGjx4wZPVrk6quvvvrqq6NrfeihSZMeekikVavjj2/VSuTdd+fNe/ddkXfffe+9mg1HWF+Pp+oJpE/TUEjl9HC5XK5jJT2bOnXq1KlTo08CdQsIu10N/xaJqH8Vlzex9aG2j29+fn5+6fo2ceKDD06cWPZG+cknn3zyySej9S0lJSUlJUVk6dJly5Yuja73gQceeOCBB0QefHDSpAcfjF+K88/v2fP880WWLFm6dMmSxnA8FZtNna+hUCgUDovccsstt9xyi8ihQ4cOHToUzU2h6fnHHXfccccdF73uORxq+EHTVPUu+jy8vp1v8dZz7Pqgh0vt2LFjx44dRfr379+/f3+RmTNnzJg5M5oz56mnnnrqqadEzjnnnHPOOUdkxYoVK1asEDnttNNOO+00kXXr1q9ft67ypdT1buDAgQMHDhR58cUXX3zxRZGNGzdt2rix/h/PeOs1DBGbTZ234XC0ReAbb7zxxhtviNx222233XZbdUqh1vfmm5Mm9e2biOMDAADiGTRo9OhPPlEtZBvjaFCWBRr0ExOdzV43fdeBh8ZOZ/XXWfr1DZ6+4evS5dRTu3QROXDgwIHST5Q2bNiwYcOG+OvVx6+gID+/oEDk1ltvvfXWW0XcbpfL7bZ6r2uf3v+MjIyMjIz4Td5btWrVqlUrEY/H4/F4op9rrJHF7t27d+/ePdrSQ9e3zp07dercObrcunXr1q1bF60vFdU3fQNYUf3SN4yNja5fdrsOFKjXBw8ePHjwYNlAQ2FhYWFhYTQ5rQ6INZZ6F68+TJnyxBNTpog8+uijjz76qEjXrmec0bWryPTp06dPny7y1VdfffXVV9G/A7pLida6devWrVvHr2d6lBPdQik1NTU1NVXk7bfffvvtt6OfX7p06dKlS0XWrFm9es2a6HnRUJmmaToc0UBpy5YtW7ZsWf31hcOhUDAYbRmmbdq0adOmTdG/T82bN2/evHm0nnfqpEaL0ubNmzdv3jyRHj3OO69HD5EDB1RAzTAMw2aLv3y/fv37X365yHfffffd99+LnHTSb35z0kkiXq/X6/VafbSB+kFfL88999xzzz1XZM+ePXv27Kn5+Q+g7oXDJSV+f+MNNNT6qBOBQFHR4cMiJSU+35EjIh9/PHVq6Sctjz/++OOPPy4yZsyYMWPGJE+gobL0D+gmTZo0adLE6tLUf/oH8kMPPfTQQw+J3HXXXXfddVfZ5TZv3rx58+bSN0bqBgfVo29AdN/x2Hr7yy+//PLLL9EAT2Ojr6Pbtm3btm2bSFZWVlZWVtlcIfrJs6aPT2X79jcUsfUhnmHDhg0bNkzklVdeeeWVV6q/vsr+0NaBHj36UGMRDAaDwaDI2rVr165dK3LKKaeccsopIn363HTTY4+JeDyqiabLlZLSpEn8UScCgcLCgwdF5syZPPmKK6Lzf/rpp59++kkkPT09PT09Wl91C6nYZMw6AKEDP7pex1te52TS54teXncx0rkogMbo559//vnnn0VOOOGEE044oez7+rwrKCgoKCgo+76er5fTPvjggw8++CDagkzTOYGOP/74448/XmTfvn379u0j1wtghWuu+cc/5s0T8XgyMlq0sK4cDXbUiYroG8E777zzzjvvjL7u0KFDhw4dGsMzvprRTz5xbIFAIBAImKauRzopZDz6h/irr7766quvRm881I0P9a6mYuvtiSeeeOKJJ1pdqtrz17/+9a9//atp6i4C8ZKR6vnbt2/fvn17NCCmugwkX72bPXv27Nmza76etm3btm3btuLlYluYNHTq+mWa+kbj+uuvv/7666u/vkgkHA4Gyw4rrQMEOpCj6/GuXbt27dpVdnkd8NXHW7+u7PI6IKd+B8Qf5hpoDPTfy1mzZs2aNUvk2muvvfbaa6MBNz3V54EOuOoArD5f9Pu6ZWK3bt26desWDdjplmI6oKADEXp9nGdA3dNdIBsry1s0xNIXzNgnf8Cx6Cds1W2ZEE1+FggEAlbvDRoa3QWnuvx+v9/vt3ov0NDo6128rjdVbdFQXHzkyC+/iMycOXHi5ZdH5+sbGt3yQP991l0oYlua6Oupbmmiy6dvqOItr1tC6OV14KGxdC0C6pM1a9asWbMm2rKzqqN1Aai5IUPGjp0/XyQlpUkTK1v8NpoWDeqHAz8ZAACoCTVKk2nqLgo651FFyXAr8vnnn3/++eeJL+/GjRs3JiYJJ4BEWbx48eLFi60uBYDGiNglAAAN0B133HHHHXdEn0Tqvta6JcCjj86efaxkrvEMGjRo0KBBVu8dAACN23//+8UXM2daXYraQ6ABAIAGSHdhmDv3vfc+/1zk5Zdzc202kUceueqq7OzEbeef//znP//5z2hOEaA6dBeZ++6777777hO5//7777///vjL6xwCepSuipLLAuXR9U4n3dQ5ueLVJ91VTCfZJVcaqkelIYhETDMSiY4yGJuctbEj0AAAQAM0YcLTT3/wgchJJ517bs+eImeccc45drvIV18VFiZi9Cafz+fz+UT+8Ic//OEPf4gmhdQtKPQP8kTRnSprmiUqdj3VXW/s6DmJKl9t7Xdtrbemx1Pf0OkbvuHDhw8fPjyaDDZeEtPf/va3v/3tb0UOHTp06NAhkZSUlJSUlLJJEmu7/LV9fDVd35o2VfUt0eXTSSBnzpw5s/QTVH38K5uct6EcT53bJTbHy5IlS5YsWSLSu3fv3r17l/2c7jqmhw8tLi4uLi6Ovh/vutfQzuN49aGm673iiiuuuOIKkffff//999+PjsKlc/BYvd+1vV5V46L1TidZ1dezZEOgAQCABmjDhq1bg0GRU0/t3dvtVjd0hiHi8TRtmojhOw8cOHDgwIHoD0X9gylZkjXrFhy6i4oe3UQ/Gd2wYcOGDRtEhg4dOnToUJFbbrnllltuiQ4zeM4555xzzjkiF1988cUXX2z13tQHKjDg9Xq9Xm/8YWZ1ACE1NTU1NTU6v7Enza2ovunhL4877rjjjjsuWt9WrVq1atUqkX/84x//+Mc/ovXt008//fTTT6Ov58+fP3/+/OgN9I033njjjTeWfYLfWOncNR07duzYsWP85U499dRTTz1VxG632+32xlPv4tWHfv369evXT+Sdd95555134n9e5QQS2bp169atW0V69erVq1cvkRtuuOGGG24QOfvss88++2yR1q1bt27dOlqf9PDmnTt37ty5s0i7du3atWsX3V5OTk5OTk40sK3Lefrpp59++ulWH7Wa09czfb3Tr5MlyTGBBgAAGqCSkpISNbxdJGIYIn5/MGiaIsXFJSWJeKqmk0vqUVX0DWJj/4E0ffr06dOni7z44osvvviiHn5WpFWrVq1atYr+cNYtPdauXbt27dpo01gdkKnohjpZ6Ru3eE3Xdf3So0BlZ2dnZ2c33q4TsQEVXd90QGHv3r179+6N1r/Y+qYDgbH1beDAgQMHDozeOOthcJcuXbp06VKRr7/++uuvv44GOFasWLFixQqRCy+88MILL7T6qCSeDpCuXr169erV0eF6Y+nhQPVx0Ml2G7p49eGyyy677LLLyl6n+vTp06dPH5GFCxcuXLgwGqjp1KlTp06dRDIyMjIyMqLXwcLCwsLCwmiARq9Pj06kAw36/U2bNm3atCm6Xh247du3b9++faPDtDZ0OrCgj3dj//sZi0ADAAANkL7tcrnUoHQpKW63YYhkZno8ifgho39I/uc///nPf/6jn5g2/p9II0eOHDlyZHSq5eXl5eXlRV/rJ8maHiYQx/bcc88999xzpjls2LBhw4bFX+6tt9566623RP7+97///e9/1zd8ja/+xesCom9MtNj6V9n6tn379u3bt0dfX3LJJZdcckl0mixUFxzT1E/c49FP3HWgSwVcG0+9i60P8UYdUQEJ01RdlgwjXo6e3//+97///e/jb6+oqKioqCj++7rLkKZbTDQ2c+bMmTNnjmnqrmPJgkADAAANkN2uAg1erxrMMjMzJUVEJCur9PPRmtNPrNQPQNPUT/wq20ceEBFp06ZNmzZtKr4x0fQPct2FRz3hNM1k6bqDxNAts0455ZRTTjkl2iUlHv2+vr4tW7Zs2bJlphkb6Gns9OhDqosFV/qq0rmMTjrppJNOOil6PUs2BBoAAGiAwmGVkszvLykREcnP9/lERA4dKp26LHGaNm3atGlTkf/5n//5n//5H6v3HsnC7Xa73W6Rs84666yzzrK6NEgWuom77ioAoOoINAAA0ABFIuopUyCgAg1FRYGAiEhens9Xk+dPzZo1a9asWeNpKgwAgBX27NmzZ88e09QBU53zqLHk/qhII0yrAwBA46dDATpXg+5K4XAkYnBLAACA6iPQAABAAxTN0aCei2Rmer0iKkcD7REAAICVCDQAANCAxbZkcLlo0QAAgNWSPWkygQYAABognQzS5wsGRUTy81USyIMHjzWYGAAAqAs6qWiyItAAAEADpJ+T6GSQxcVqWtNkkAAAADVFoAEAgAZIPydxuRwOkWiuhvR0jyeZn6AAAADrEWgAAKABiiaDdLtFRDIyUlJERLKz09KsLhsAAEhuBBoAAGjAIhGVq0FPde4GAAAAqxBoAACgAdIBBb9f52bQySALC8nRAAAArESgAQCABkgng9QBh1AoHDZNkUAgHLa6bAAAILkRaAAAoAGy2VSOBp0MMiXF7TYMkcxMkkECAABrEWgAAKABiiaDdLlERDIzVTLIrKzUVKvLBgAAkhuBBqARMH911VVXXXXVVaZ5wgknnHDCCfTSBhoz3WUiGAyFRESKiwMBEZGCAjUFAACwCoEGIIFcLpdLxDTV+Pbxb/TPPPPMM4/1fkVi19+/f//+/fuLfPLJJ5988olIdnZ2dna21UcDQG2KRNQ1wOcLBkVE8vJ8PhGRAwdIBgkAAKxFoAFIoJISlf1dJWmL9pKePHny5MoEICoS7/M9e/bs2bOnSGFhYWFhoWGsXbt27dq1Vh8NALVJX2F0rgbdlcLhsNutLhsAAEhuBBqABHA6nc7SAYDY1/fff//9ImUDEJWlAwzff//99+W9f++99957771qOcMwze7du3fv3t3qowKgNqnrQjQZZGqq2y1CMkgAAGA9h9UFABoD1ZJB3eaLmKZ+rd8vL8CwaZPIq6+++urKlaY5YMCAAQMGiGRkZGRkZJS9RSg/QBENZNjtdrvdbhgqU4PVRwNAXbDZdKBBtWDweJxOEZGUFJUcEgAAwCoEGgCL5OSI3HTTTTd16mQYKsBgmvn5+fn5+VaXDEBDoHM0BAIqGWRRkUoCmZ/v91tdNgAAkNzoOgHUMY9H3Rx4vdF5KsBgGE6n0+l00iYBQMUiETXqhM+nR5tQAQaSQQIAAKsRaADqiNutfvr7/fF7T7du3bp1SYnuCsGtAoD4YnM0eL2q60R6OjkaAACAteg6AdSyN97QzZsr/um/Y8eOHSIi4XA4rMavAIDy6VEm3G4VYIgmgyzdXgoAAKDu0aIBSKDSSRvnzlUBhv/937LLrV69evWxRp+w2Ww2m80wLr/88ssvv7xsy4bqjl4BoPHSLRx0kkgAAACrEGgAasmFF6pp06aV/9EfG0CYP3/+/PnzDUMPW2n1PgGoP8JhlaPB71ftn/LyiotFRA4eJEcDAACwFoEGIMF0QKBZs8Q9VVTDVhpGly5dunTpwi0EAB2YFCkpUaNOBAKhkGmKFBXR8QoAAFiLQAOQIPfco370m2btNVtev379+vXrDaOgoKCgoICAA5DMbDaVo8HjcblEokkgs7JSUug8AQAArESgAagh9QxRpFmzutvm8ccff/zxx1u95wCspHMxRJNBejwiIhkZJIMEAADWItAA1NDkyWp6//2GMXPmzJkzZ9Z+SwPVosEwnE6n0+mkZQOQjCIRde6HQuGwiEgwqLpM6JwNAAAAViHQAFSTzsXwwAOG0a9fv379+pnm0KFDhw4dWndlKCkpKSkpMQy73W632wk4AMlEBxp8vmBQRCQvz+cTETlwgGSQAADAWgQagCr65ZeyuRjef//9999/37oyBYPBoLrVOJrD4XA4HBXfcjz00EMPPfRQ2eU6duzYsWNH09TT2Pfbt2/fvn1709TT2Pc//fTTTz/91DSHDx8+fPhwbn2AxIo9p1R6SM40AABgNQINQCXt3at+vq9dW/Y9m81ms3LsetWiwTAuvfTSSy+9NHqbEQqFQqGQYZi/iv3c6NGjR48eHf+2ZM6cOXPmzBFZsWLFihUryr6/ZcuWLVu2GMbu3bt3795d9v0vv/zyyy+/FJk6derUqVMNY+XKlStXruQ2CEiE2GSQGRkqCWR2dmoqySABAICVCDQAlbR6tZpeckn9/Qn/8ccff/zxx4Zx5ZVXXnnllaZ5wQUXXHDBBaZp/Eovp7t6HDly5MiRIyLvvffee++9V3Z9Z5xxxhlnnGEYr7322muvvRZ/u0VFRUVFRWWPy6hRo0aNGiVy6NChQ4cOmWZ6enp6errVRwloHHRw0+Wy20VEPB6VFDIlRQUeAAAArOKwugBAfae7HoRC9TfAEGvx4sWLFy8WUckiRfbt27dv3z7TbNGiRYsWLQzjww8//PDDD6P7E6/rxMCBAwcOHGia8+bNmzdvnsiIESNGjBgRfV8HEJo1a9asWbOyx8fj8Xg8Ht0FQ2Tz5s2bN29uOMcRqM90joZAIBQSESkqCgRERPLz/X6rywYAAJIbgQYgDj2aQ1UCDKqDgvU30ocPHz58+HC0HIWFhYXHSg+nulCULfc777zzzjvvxN+feAGG+nY8gMYoEolERER8PhVgKChQAQaSQQIAAKvRdQKIo7jY6hIkTsuWLVu2bGl1KQAkku4O5XA4HCIiTqfqQuH10nUCAACrlZ8hLXkQaABinH22uiQ4nY3nSbxq0WAYmZmZmZmZyXzJAxoPu10lg/R6VW6GzEyvV0QkK4tkkAAAWO3oDGnJh64TwK8Mo+ywlY1NXl5eXl6eYehhL/WoFFaXC0DN6Z8zVo6AAwAAIEKLBkCuvrrxBxhiBQKBgOrVDaChCodVjoZgUCeDVDka8vJ8PqvLBgAAkhuBBiS9t95KngCDZrfb7Xa7YVx88cUXX3xx7XelaNq0adOmTemyASSS7vkZCJSUiIgUFQWDpimSl+f3c7YBAAArEWhA0tJdJZLB448//riIad566623ikT3+9NPP/3000+NX9X8eKxfv3596fVra9euXbt2rdVHAWhcdFcJl0slg0xJcbkMQyQ93e1OvvApAACoT8jRgKTTsWPydZWYPHnyZBGRAwcOHBCJ7vfevXv36sCAaYp07dq1a9euppmbm5ubm1v546NueEyzW7du3UREVq9evVpExOPxeDwe07z22muvvfZakfT09PT0dNN89tlnn3322eQ5/kBtiCaDdLtFRDIyUlJERLKz09KsLhsAAEhuBBqQFEKhUKhjR9N0OByO775Lnhtcp9PpFDHNSET15davVYBB5MwzzzxTRKRdu3btRER0gKFz586dO3c2zY0bN27cuDH+8dIBBtWE2zDU+qItGvx+v9/vN4yffvrpp59+Ms02bdq0adMmeY4/UJsiEXWuhULhsIhIMKi6UPj9agoAAGAVuk4gKTgcTuf334t88MF//vOf/yRPl4mSkpISEcMYOXLkyNKvmzVr1kzEMH7++eefS7dw0AYMGDAgK6vi9esAQ0XLEWAAEk/naIgmg1QpXvPzfb7kucoBAID6iEADGqWlS+fOnTtX3QSXzj3Qv//tt99+u8jcuc8///zz/BQvj2GY5sMPP/zwkiWG8dBDDz300EMcJ6A+0oEGPfpEKBQOm6ZIIKBaOAAAAFiFQAMaldzc+fPnzzfNnj2vueaaa+IvN2jQH//4xz+KPPbY6NGjR3MjXVrp3BV79+pOFgDqG5tN5WjweFwuEZWjwTBEsrNTU2k/BAAArESgAY1K1679+vXrV/nl77nn4YcffljkscdGjRo1KrkDDjt2lJ339NNPP/3004bh8/l8NMYG6hedDNLtVqNOpKbqpJAej9VlAwAAyY1AAxo03YIhtotEVd1zzz//+c9/ijzwwMiRI0cm1w31tm1qf088Mf4yKSkpKV6v1SUFUJruMqGTP+bn+3wiIocOFRdbXTYAAJDcCDSgQatqC4aKPPjgc88995zVe5V4Tz/99NPxkjaedJLItm3btqkRJI5t2rRp06ZNix+IUcNa0mgbqAt61IlAQAUadDLIvDzaHwEAAGsRaECDkpv72WeffVb1FgwzZ6pp5W+B1fqvuebyyy+/vHH/ZC+dkyH+MuqYL168ePHixVaXGIBI9HqmczXorhQOh91uddkAAEByI9CABkF3kejatW/fvn2r/vkhQ6q33Tff/Oijjz4Sufji884777zGFXCoTleTWbNmzZo1yzBmzpw5c+bMxnU8gIZGBxa8XqdTRCQzU3VwysoiGSQAALAWgQY0CInuIlFVn3765Zdffily9tmnn3766Y3jBrsmA+ANHTp06NChVu8BAJGyLRlcLlo0AAAAaxFoQL20fPk777zzTs2TPCbaypXr1q1bJ9KuXZs2bdrUn3JVhT6eNlv1n3mapmmapmGcccYZZ5xxRsM8DkBDp5NB+nzBoIhIfr5KAnnwYFGR1WUDAADJjUAD6pXlyz/88MMPTbN796uuuuoqq0sT3/btu3bt2iXSpk2rVq1aNYwb7aVLVTlN0zD8fr/f7zfNSZMmTZo0qfrlf/75559//nmr9wxITip3SulkkMGgaYrk5fn9DeOqBAAAGisCDahXunfv379//9pbf6J/fP/00549e/aIpKenpqam1u+f9uefH/3/JZdccskll4iMGTNmzJgxxq+qXv4ePXr06NHDMD7++OOPP/64fu8/0NjokWJcLodDRCQlxeUyDJH0dLebHA0AAMBKBBpQz6gm+Q1tWlBQVFRUVL9/2pceXWLRokWLFi1KXHlVy4iy851Op9PpLBuAuO6666677jrT7NixY8eOHcu+v3Pnzp07d5pm+/bt27dvH53GLte1a9euXbua5tatW7du3UqgA8klmgzS7RYRychISRERyc5OS7O6bAAAILk5rC4AgNqlWyqUN4zliBEjRowYYZq333777bffXv1tLF26dOnSpWXXHwqFQqFQ2eXnzJkzZ86caK6H2Pfbtm3btm1bw9iyZcuWLVvKfn7Xrl27du0yzdzc3NzcXMO44oorrrjiCtN8//3333//fWuPN1DXIhGVq0FPde4GAAAAq9CiAUlh5MiRI0eONM0DBw4cOHAguZ58l3cjn52dnZ2dbZoqx4JhTJs2bdq0aTVv4aC7YDz55JNPPvlk/OMciehbImXVqlWrVq0qu3xaWlpaWlrZ+a1bt27dunW0y8d555133nnnWXmUgbqnAwp+v8rRkJenk0EWFibXVQ4AANQ3BBrQqNlsNpvNZprPPvvss88+axh2u92eLAO/HSvnwsGDBw8ePBgNDFQ3R0Ms3ULhs88+++yzz+Ivp74XkZUrV65cudI0zzrrrLPOOqtsoGPYsGHDhg2Lv56//OUvf/nLX0Rmz549e/bsuj7CgLV0MkgdcAiFwmHTFAkEajJ4LQAASAT1u9jqUliHrhNo1NST8+gN7MaNGzdu3CjSmJ+ARyLqkrZ6dfxl4nVZSBSVMyH+diq7fR0givf+U0899dRTT9Xv3BhAbVHhutLJIFUSyMxMj4ezAgAAa6kHeVaXwjoEGpAUBg4cOHDgQNPMyMjIyMho3IEGx69ndekAS11TAR3D2LBhw4YNG0zz1FNPPfXUU5P5UgskXjQZpMslIpKZqZJBZmWlplpdNgAAkNwINKBRW7NmzZo1a0xz6NChQ4cOFbnqqquuuuqqxn3Da2WAIVaXLl26dOlC0zGgNuguE8GgSrlaXBwIiIgUFKgpAACAVQg0oFE788wzzzzzzNi5plnbXQescKzRJazSGI8zUF/oblI+XzAoIpKX5/OJiBw4QDJIAABgLQINaNSS4Ub36afrX4Ahlk42mQzfB1BX9JmkczXorhQOR7KkvAUAAPUVo04ADdzf/251CSpWXFxcXFwssmvXrl27diX+WavKAWGav/3tb3/729/yLBfJQaeY0skgU1PdbhGSQQIAAOsRaAAagDZtjjvuuONM88AB1TLgmmvatm3TRt1QBwL155bi0ksvvVTENPWYE3q+1+v1er2Gcdppp512/fWJ3+4NN9xwww03iKxevXr1sUbbABoTm00HGlQLBo/H6RQRSUlRySEBAACsQqABqMcuvrhTp06dTPOnn/bt27dPJDtbzX/zzZ9+2rVL5PXXVeDB6nKqJ6um+fHHH38sYhgnnXTSSdGG3SKdO3fuLGKaR44cObJkicj+/fv3799f+XLv3bt3r+ocorYT+/7o0aNHjx5tGM2aNWvWrJnVRwOoGzoZpM7RkJ9fXCwicvBgUZHVZQMAAMmNHA1APTZ58ubNmzfHf3/wYKtLeGx2u90eDRBEtWjRokWLFhWPRqE6XJhmy5YtW4qItGvXrl15yw0aNGjQoEGmeejQoUOHDlm910Dd0GdPIFBSIiJSXKymeXk+n/XhRwAAkMxo0QDUY36/1SWomXA4HBYxjFAoFCrdwkHfIN1333333Xdf/FuilJSUFDWehmmW/nysuXPnzp07V6ebrD9dSYDaFJujwetVXSfS08nRAAAArEWgAajH3nrrb3/729/iv3/nnTk5OTlWl7J69u0TmTZt2rRp06wuCdAw6VEm3G4VYIgmg/R6rS4bAABIbgQagHpsypQpU6ZMMYwdO7Zv375dxOt1u91ukb///Z577rlHZMqU7du3b2+Yzy6bNzcM1dXBMHbv3r17924aewM1oVs46CSRAAAAViFHA9AA5OTk5OTkGIbP5/c31O4Uutd4ec9azzzzzDPPPFNkz549e/bssbqkQMOgk0H6/To3g04GWVhI2A4AAFiJFg0A6kRKSvz3VIDBMJxOp7O8USUAlKVznZSUhEIiIoFAKGSaIkVFKvAAAABgFQINAGqsomSNapmKkzqGQqHQ44/HX8e2bdu2VbQdIFnYbCpHg8fjcolEk0BmZaWkcJYAAAArEWgAUKsMo/ItFEzTNO++2zBuuOGGG264gZYNwLHoZJBerwo0ZGaqdkNZWampVpcNAAAkNwINAGrV+vVV/8zKlStXrlxpdcmB+k3naAgGVdeJ4uJAQESkoEBNAQAArEKgAUCt6NxZtUg49dSqN+LesmXLli1bDGPNmjVr1qyhZQNQnkhEnRs+XzAoIpKX5/OJiBw4QDJIAABgLQINAGrFSSfVfB16NAoA5YkNJ6gsKAQZAACA1RjeEkBC6ZwMplnzdHSmaZqJWA/QGMUmg8zIUEkgs7NTUzlrAACAlWjRACChSgcGfD6fz+czTcMwjKokhYxV088DjZHNps41l8tuFxHxeJxOEZGUFBV4AAAAsAqBBgAJ0bNn2UBASkpKisqDXzO6ZcOCBQsWLFhAwAEQieZoCARUMsiiIpUEMj/f77e6bAAAILkRaACQEGPGRP9/zjnnnHPOOaaZ6K4PkyZNmjRpUvT1119//fXXX1cceGjZsmXLli3LLte/f//+/fsTuEDDFImoUSd8Pj3ahAowkAwSAABYjUADgBpZtkzd0lx6aTSgsHbt2rVr14rk5OTk5OREb3l69erVq1ev6t8CffHFF1988UV0O5GIutWy2+12uz3+ej///PPPP/+87PwPP/zwww8/FBk/fvz48eO5NUPDYhjqXHA4HA4REadTdaHweuk6AQAArEUySAA18sc/qum330bn+f1+v98fDQjoHAuLFy9evHhxzVs46PWp7Yg0b968efPmZZfTLRn27NmzZ8+estvt1KlTp06dRG6//fbbb7/d6iMJVI3drpJBer0qN0NmptcrIpKVRTJIAABgLQINAKqlKqNLJLoLhV5f586dO3fuHD+QEG++tnHjxo0bN3JLhsZBt3DQSSIBAACsQtcJANUyY4bVJRBRgQarSwFYIxxWORqCQZ0MUuVoyMvz+awuGwAASG4EGgBUyQ03qJYMQ4ZY/9R07ty5c+fONYyXXnrppZdeIscCkotp6lEnSkpERIqKgkHTFMnL8/s5GwAAgJUINACokt69rS5BWSr3g9WlAOqWzaZyNHg8KvljerrHYxgiWVkpKdaHAQEAQDIjRwOASnE61TPSkpL6dwvzyiuvvPLKK4ahkkOapsfj8ahbLqDx0rkY3G6VDDI11eMREcnIUEkhAQAArEKLBgCVkp9vdQkqlpmZmZmZaXUpgLoRiajgXygUDouIBIOqC4Xfr6YAAMA6Knm51aWwDoEGAP9n6tSpU6dONU09fOSRI0eO3HGHukR6vfW/hUAgEAgEAobx6KOPPvroo4m/tKthNJP5TwbqE/3zJZoMMhAQEcnP9/mopQAAWEv9nra6FNYh0ABAHnnE6XQ6TXP48BEjRowQ0TcpTZo0bfrCCyLr169fv3699bcu6nJtmg8//PDD0VKWff+NN954o3v3qq//nnvuuUcN2KnWE/v+/v379+/fn8x/MlCf6ECDHn0iFAqHTVMkEFAtHAAAAKxCoAFIYn36XHDBBReY5qhRoZB6Jlq+UOi00047zerSRt1///33i0Rv+HVgYMiQIUNERHr16tWrVy+RsWPHjh07tuIAif58//79+1u9b0BlxSaDzMhQSSCzs1NTCYcBAAArEWgAktjy5V9//fXXFS938snWlvO22267rXQLg9jX6slu2VuriRMnTnzwwYrXrz9/wQUXXFDeeoD6yG5XgQa32+EQEUlNdbtFRDIyVFJIAAAAqxBoAJKYz+fz+XyGsWuX261uUcp3331/+tOf/mRdOV988cUXSwcAYl8DyUh3mdDJH/PzfT4RkUOHioutLhsAAEhuBBoASOvWfr/fbxj33Tdq1KhR0Vv49evXrVu3TuSZZ5555plnuLEH6pNIRAUafD6VBLKgwO8XETlwoLDQ+owqAAAgmRFoAPB/Jk+ePHnyZMNQw/EYRpcuXbp06UKAAaiPdC5rh0N1nXA67XYREa9X5WwAAACwCoEGAEkj3mgSQEOkczR4vU6niEhmptcrIpKVRTJIAABgLYfVBQCAyoqX9FGbMWPGjLLvRwML/+///b//l4jtAPWJDjg4HKpFg8ulpgAAAFahRQOApNG3b9++VpcBSBSdDNLnCwZFRPLzVRLIgweLiqwuGwAASG4EGgAkDZvNZqOlAhoL1fJGJBBQo04UFQWDpimSl+f300EIAABYiUADAAANkE4G6XKpZJApKS6XYYikp7vdhNMAAICVCDQAANAARZNBut0iIhkZKSkiItnZaWlWlw0AACQ3Ag0AADRgkYjK1aCnOncDAACAVQg0AEg6hmEYhmGaerphw4YNGzbQqx0Niw4o+P0qR0Nenk4GWVhIbQYAAFZieEsASWPo0KFDhw41f0UvdjRsOhmkDjiEQuGwaYoEAuGw1WUDAADJjRYNAJLGzJkzZ86cKTJ9+vTp06ebZp8+ffr06WOakUgkEonwDBgNixpFpXQySJUEMjPT4yGMBgAArESLBgBJI7Ylwy233HLLLbdEu1IoVpcSqJxoMkiXS0QkM1Mlg8zKSk21umwAACC50aIBQNJo27Zt27Zto6GEt95666233tItGqwuHVA1sTka8vN9PhGRQ4dUrgYAAACr0KIBQNLYuXPnzp07DWPNmjVr1qwxzauvvvrqq6+mkTkaJt3dJxBQgYaiokBARCQvz+ejZQ4AALASLRoAJJ1u3bp169aNAAMaNl2Dda4G3ZXC4bDbrS4bAABIbgQaAABogAxDhRp0MsjUVLdbhGSQAADAegQaAABogGw2HWhQLRg8HqdTRCQlRSWHtNp33333nUjZThzbt2/fXt78t99+++3y5m/ZsmVLefNjPf3000+Xt9y//vWvf5U3f+LEiRMrs96VK1euFDFNn8/nK728nv/pp59+Wnr+H//4xz+KmOaePXv2VGb9//3vf/9b3nKvvPLKK+Vtb/78+fPL295DDz30UOn5jz322GMipvnwww8/XN782O3F7t+aNWvWiJhm7Peol7vxxhtvLG+9RUVFRZXZXrz5sd+jLofKpBOdr4977P7Ffh8V1Y/Y/dOvY/dPrze2nn7wwQcfiJhmZeupXj52e7H1VG8/FAqFSs+Pd/7Eq2/Lli1bVpnzUL+O3T9djtj9i7e9SZMmTarMeai/t9jzUM/X9VrP1/Uqtt7Eu27E1kO93tj6ol9//PHHH5e33tjjVNntabH7p8/32P3T24/dP33cY+uNnh/7PcR+T3p7sdcZvb3Y64yeP3fu3Lnlza+oHmn6ehU7P/Y6o7cfu3+x5YrdXuzxjncdjaXXG3sd1fNjr6N6udh6E3t8UD4jNsu6zr5e0xX36TNixJw5IoFAUdHhwyIlJT7fkSMiK1bMmXPvvTxrAVA39PWs9GgTQGNwwQXXX//CC6Z544133NG/v8j69fv3i4h07NiuXVqayLRp48c/8oiIx5OWlp0t4nKlpDRpIuJ0ejzp6WXXV1x85Mgvv4gsX/7aa3/5S/0+X+INR6uDLwAAWG3Pnj179uwxTbfb7Xa7RTwej8fjEXE6nU6nU6Rnz5tueu45kZSUJk1atbKunAsXPv/8tdfWfD2xo7vRogEAKikUCoVCISLYqB/0YwKdDLK4WE3rKhnk+PHjx48fX7fngw4w6ICCnqo2HfpBSWIemCRuv2PLVbXyxdve5ZcPGnT55aa5aJHIokXVn9beftf1cU6Uo7+nv/61adOmTStfjpoe//pynKs6v7LHM179T9z2arbfVV++ds7vePOreh7HLjdkyH33DRlSd8f5oosuueSiiyp/PgwYMHz4gAGJv35V9fhX9ngmqhyNFYEGAKhAUVFRUVGRabZq1apVq1aJa/kF1ERsjgavV3WdSE9PTI6GJ5544gmahgIAgOpgeEsA9Z66oTLNCy644AIRkYULFy6M5twXOfvss88WMc1wOBwWEVm9evXq0u/HM378+PEipjlhwoQJIiLZ2dnZIiIHDhw4IKKfGBtGampqamqqYUyZMmXKlCmmOWTIkCFDhtBEG9bSo0x4vSoJZEZGSoqISHZ2Wloi1n/XXXfdVfo8in3yM2GCPnNEaiMgsXfvs88++2z0tWGo/W3RYsSIkSOj21PnscigQZ07d+4cXb5Ll/KfVG3YsHfvhg1lt3fqqccdd+qpFZerqvu9fv3R5aqofLFmzHj77RkzdLmjy2/atHnzpk0ijz12662PPRZdPhTKywuFyq7H4cjMdJTzq2/hwjZtFi6suBxV3e94xzme2OM/Y4banqoH0e0dd9zIkSNHVn69VRX7fa1cuXHjxo0iTZtW7vv6+uv167/+uvLbW7iwS5fSxz/ecY49HxJ1POJtr6rzK3s8tdj6H2+969ap+SNG1KwexNbHbdu2bNm2TURE/Q6It5z20UezZ3/0Udny1fT8njTpoYcmTSp7fu/a9dNPu3aJbNgwYkTp+YWF+/cXFpZdT2w90mLr46pVn3++bJnIiBEvvti8eekcBfqXz9H7V1OLFy9cuHixyCOPDBr0yCNl34+9Lq1d++WXa9eWXb6m16944tW7ePXA7w8G/f6y83v3fuml3r0TddQaDwINABqM2ABD+/bt24uY5g8//PCDiBq2sirr039edEBBzx8zZswYEdP0+/1+EdNUPeoMgwAD6iOVJC86DYfVNNFUoCG2/ptm+fMTYcKECRNK/4C02aIlOXp7EyaY5ty5GzZs2FBxOeI1de3dW6R378ruR1X2W4dCqic3d8eO3FzT/NOfnn/+T3+Kzh89+oorRo8Wueeel166556K96Ou97uqTYpjy/Hdd6+99tprpvn88yq93dHHszavw0d/XzrAVnv1vDzlbS/2fEjk8Yi3f1WdX/HxrGo5xoyZOHHiRNOcNKn0jXDV9zu2Pk6detddU6eWva7Fq7dHjuzceeRIedfBmp3fX3yxePEXX5Q9v5999s47n31WZOTIKVNKB1Sqdr6W1bdvjx49epjm889/9dVXX0Xnb93avXv37vGu8zUVv77EHu/JkwcMmDxZ5KOP5s796KOKv5eaHo945aNLRGLQdQJAvdWxY8eOpSPMsa/Vz0/DiA0UaBkZGRnH+vMT73NTp06dKqKS9lSmZQRgBR1Q8Pt1bobiYhGRgwcLCxPx8yg2yzYAAEBl0aIBQL2lhv1SGRGiw6xV/sY/Pz8/PxIxjIkT1RORsWPHjh07Nv7n9XBMBw8ePGj1vgMV0ckgS0pUQ/lAQKUqLSpSgYeauv/++++vTteJrVvVQGGxTjpp2LBhwyq//R072rZt2zb6WnedOPHEo8uhnydWNqmXaiFQdv7ChTk5NelCkKj9jrVy5ZIlK1eKTJly881TpkTn79y5ZcvOnWXnx9uPut7vgoLevc84o/L7+eKLixbdfHN0vbm5O3bs2CFy881H14OcnLpNlljbXYRiPf202p46rtHt2e1HH4dEHY/a7jpR03IsXaqudJWtB5Wtj5s3r1+/eXPZ60a882Tp0kWLli6t/HVmzZqtW9esKTu/W7eTTird9nLp0iVLli4VmTjx2msnTozO379/9+79+yt/flf2+rN4sWrJEHs8Fy9evnz58sQnhayovsQe7y+/XLz4yy8r/71U9voV73tZsOC99xYsKFu+JUs2blyypOzn09NTUsobtal375dfputEWQQaADRKpYe1PHz48OHDh+MvO3To0KEipjlr1qxZ6jPlt3QA6hObTd14ezwul0g0CWRWVkpKImrv888//7yIaY4YMWKEiGFUvgl1opp4l22SHDvqRHSLyde0vf436d++ffv2qpTr6CS7t92mku+++OKPP/74o9XX47o7zt9++9Zbb71lmjNmrF+/fv3RZai9YZprs+tEzcqhrgFV2V7l6mNVz5/x43NyqrJ8ZZv6664TY8fOmTN2bHS5Bx+89NIHHxSZN+/ll+fNq8l+V+7704Gbuu46UV5pa/O6Fvu9+P1XXOH3V74LTVW7aqjhHhO9Fw0HXScANCo//aSmpX+QqSSOhvHEE0888cQT0Uv++eeff76IaX79tUqVpPq4W/2DFqicaDJIFWjIzFTJILOyUlMTsf477rjjDqv3EQCAhkq3yU1WtGgA0Kjk5alpmzZl37v77rvv/stfdDZ9kaVLly4t/b7uoqFf33OPSrH2r3/9618EIFDf6BwNwaDqOlFcHAiIiBQUqGlNqRYT1an3tfnkVaTsOPXlPy8yjPKf8JnmuHHjxlW/fNu2vfzyyy+LlH2CWNv7fbQVK9avX7Gi7JO32k0GWZ6q7Xf87+Xo9bRuXbddJOJZs2bevHnzROrq+z7jjKuvvvpqEZF169atq8z64w23XLPyLVny1VdLlpStN4sWLVmyaFHZ5Ws3WV9VVG6/V616//333xepre+1svt9wQW9el1wQdnlFy7s3r1qoynUrNw+3+TJkyfX3vGoL2KP8+9+V1Awbpxpxl6X4v2dqD/1vGEg0ACg3qtMV4YffjDN1atXr+7SJf5yZ5111lkOh0gwGAwGg+pnrcvFHwY0TLobgc8XDIqI5OX5fCIiBw4kJhnkjTfeeGO0SxHnCQAAqDwCDQAahfbt1fRYN1gq2aNqyOZ2m2ay951DQxdbe1V9TlSdJsAAAACqi0ADgEahKk37dBPdV15RWb2HDRs2bNgwbqjQsMQmg8zIUEkgs7NTU2unNh/dRHvTpg4dOnQQqek48lVXtilveU3Ha9pFIp7f/Obmm2++We93TdZfsybv55zTpcs551S+yW5Nm/Zu2vT666+/LlLTptW19b3EV7Pj3K3bgAEDBoiI5Obm5tbHvxNVO/6xTb8/+WTVqk8+EenTR6RPn+j8li3POKNly7L15txzFy1askS1Mix9XHv3blhN7M8664orrrhCROSbb775puIkgMuWrVy5bFniy6GSQZbd7saNeXkbN1a+a1Q8sZ//4YdA4Icfyi7n9d533333iSQmeW1UvC441d2fsmp2ft955wUXXHCByPjxlbsu0UWiakgGCaBBK/8PTOW8++677777rtV7AFSPHnnB5bLbRUQ8HqdTRCQlRQUeaurtt99+uy6G8wMAAI0PgQYADdKqVeoGKByu/jrefvvtt99+2zDoRIGGSOdoCARUMsiiIpUEMj/f70/E+vVzXAAAgKqi6wSABukPf1DTNWtq3oTNZlON0Ak3oCFRw7GK+Hx6tAkVYEhUMsiyo04c3RS1U6dEjQpQO1nz6385GlZT806dBg8ePFiksk2r4zWVjqfyTZKr+j01rONc37lcY8aMGSOS6Cb2K1Z8+OGHH4rEds1ZtEgNRF1XXbTi1cN33120qF+/sl1Galq/4o86kZm5cKFp1rSpftn1ut1VG80insqdh+eff+65559f+dFwli/PzV2+vCrl4Pyuz2jRAKBB0X+QSgcYTjjhhBNOOKH6fzhjh1UDGgI9OrfL5XCIiHi9qutEerrHk4ja/MMPP/xA1wkAAFAdtGgA0KBccIGamqZIRkZGRkaGab755ptvvvlmzdetxqPQHSkIPKB+s9tVMki3WwUYUlPdbhGRzEyvNxHrP/nkk09m1AkAAFAdtGgA0CB0766erJYOAOTn5+fn5xtGenp6enp6zbehAwxffPHFF198UfGT3BNPPPHEE0/kiS/qB93CQSeJrG27d0+bNm2a3nJ5TYorSwf2Yqd1rb6U4+jjuXXrq6+++mrdba/63+PRdFPpyk4rv+b6+T1V/7gd/fkDB5555plnaq/Uscf9f//3rLP+93/Lzm/fPiVFDxtdF8evU6eNGzduFIn9Xnv3vvDCCy+s+dZ0E309/e67/Pzvvqv85zMy7rnnnnvKlq+m5di2raRk27baPM41Fa+e15fzsGY2bz5yZPPmst+L1eVqLAg0AGgQ0tLqblt9+vTp06dP9LVu6RC73M6dO3fu3Bl9/cknn3zyySf8gULdCIdVjoZgUCeDVDka8vJ8vkSs/+GHH36YrhMAAKA66DoBoF57+211o7NgQd1FymO7TpSUlJSUlJRd7siRI0eOHIm+7tu3b9++fS08WEgqOnVpIKBqZ1FRMGiaInl5fn8iwgP333///aW7Towff3Tyxy++2LNnzx6RoUNzcnJyop876aREJYk8mg73/fe/n39eusXRjz8uWlRe+XbsmD59+vSy68nJueWWW26p/HZj17N4cekAY+L3c+vWo4/nF19s3759e9n9mzBhwoQJE2pejtjtaXb70S22Vqyo3f2OVdX9S9T3XdlyxDtuBQU33zxgQOWPT3r60etZs2bHjh07yn7ftSXe/lV1flXFHr+NG8vf73jbq+r3vWTJpk1LlkRfHz68f//hw5U/zlXd79zcHTtyc8vOLyjw+QoKoq99vuJin6+8/X7ppZdeEpk+feHC0skbu3Vr165p07Lr7do1J6dr14qPe1W/13j1vLLX+QkTHnrooYfK7od28sktWzpK3Y3+8suePb/8IjJgwNHnUWX3r6rfi35gNHHidddNnBidf/75nTqdf37Z8qr9KLveH39ctGjRoobXoqO2EWgAUK+98oqaXnVV/GV69OjRo0ePxF/gK8rZkJmZmZmZaRgqEGGaTqfT6XTyhwZ1Q40KIeLxuFwi0SSQWVkpKYmohepnrmneeuutt4oYhvohHLtm0yx/fu2IRExz/HgRW0x7zMWL9Q/10uU4Ont9VFXLe/R6hg078cQTTyxve4lydHZ9fQNSe8c/Xjb/o1ty3X77cccdd1xt7nd5qrJ/ifq+K1uO8o9bTUfbOPb3XVuqWr8SX++qXs+r9n3Hfi9Tp95119SpVa3Pld/vytaDl14aPfqll8qW49FH1Y35zp1Hdx159dVx43SuqtKq1gWpKse5ZqN9fPyx2o+vvy6/C0zs/kyZMnz4lCkid945deqdd1Z3/+KL/V6efPKPf3zySZG//e255/72t4q3N2FCYrqWJQu6TgCol8JhdSF/913rbtzD4XA4HBZZt27dunXr4v9hIcAAK+hcDNFkkB6PiEhGRmKSQXq9iVkPAABIPrRoAFAvqWe0IuGwdWWw2Ww2m80wBg4cOHDgQNP84Qc14B9QH0QiKvgVCqmzJBhUXSj8/vI6+lTdDTfccENiR52o3LjrFTHNcePGjTt6+fKb8Ja/3nhPGuM/MTt6Pe3a1U2Tdk039Y0t94IF33yzYIFInz4iffpUvzyV3e/jj0/Mflf9+FdWVZPRJaY+Jn4/EqVm+7dkyVdfLVlS9vtatGjJEtVZ6Wi1973GUzvJB+Ptx7JlK1cuW1b59VR2vxcudDrL61Jw770qV9T48WWvd/Xb0fWuVy+32+0WWb68cl0LFi5s2XLhQtOseb0pv/737n10vVm4sEWLqmyvvL8/iI8WDQDqFd0nOByuPxdyFWAwDDWlyRzqBx1o8PmCQZFoEsgDBwoLE1FLI5FIhGSQAACgOgg0AKhX6nMyxfbt27ev3eG+gKqIDQKo9JCEBgAAgNV+TXNWaoaRmCQXffqMGDFnjkggUFR0+LBISYnPd+SIyIoVc+bce2/9eVIJoH6YMkVdd+68k+sDySVRGX363HDDCy+Y5tChI0b07y+yadPBgyIinTu3a5eWJvLkk6NHP/KIiMeTlpadLeJypaQ0aSLidHo86ell11dcfOTIL7+ILF/+2mt/+Qv1DgCAmtizZ8+ePXtM0+1WXUg8Ho/H49G5vUR69rzppueeE0lJadKkVSvryrlw4fPPX3ttzdcTmzydFg0A6oX77rO6BJWn/lDU3nPj1NTU1NRUq/cS9Z3drsZecLvV4GCpqW63iEhGhkoKCQAAYBUCDQAslZ+vbtj9fuufoBqGYYiYpp7Gvq9G5zbN/fv379+/X2Tv3r179+6tOODQunXr1qXXq6dqTIuyn+/UqVOnTp2sPhqo78LhSEQkmvwxP1/laDh0qLjY6rIBAIDkRqABgKVOOMHqEkTNmjVrloju6R4NfOjAwEcfffSRiEh6enp6erphdOzYsWPHjvHX16VLly4ipjlq1KhRpderpw6Hg5F/UG0qWaOIzxcIiIgUFPj9IolLBgkAAFBdBBoA1LkFC2bPnj5d3QoVFNSflgw33njjjaVf+3w+n4hpfvnll1+KiFx88cUXl/7ckSNHjhw5Er/869evXy9iGH/605/+VJVhAr/99ttvv/3W+uOC+k3VUxEdsHI67XYREa9XDw4LAABgDQINAOrM8uUff/zxx6bZt+8NN/z+9yLxx/muW7qFwezZs2eXfu31er0ihnHuueeeW5VAQUV0IGPVqlWrrN53NFw6R4PX63SKiGRmer0iIllZqamEqQAAgJUINACodbm5n3322Wem2b37ZZdddlnZ93fsqB8Bh9qWlpaWJmKar7322msiIr/97W9/m8gABpKTDjg4HKpFg8ulpgAAAFahfzCAWpObu2TJkiWm2bVr3759+8ZfLidHTXXAISfn6OFxGjrdgqGwsLBQRI0qQYABNaWTQfp8waCISH6+SgJ58GBRkdVlAwAAyY0WDQASLhpg6NWrV6/Kf04HHOpLl4qqih2tIva1atFQ8egWQGWoLj4igYAadaKoKBg0TZG8PL+fWgUAAKxEoAFAwuTmzp8/f37VAwzx+P11G3AYPHjw4GO1NJgxY8aMY72vk/NpsaNMxJvW1f6hcdH1zeVSySBTUlwuwxBJT3e7qVUAAMBKBBoA1NiOHUuXLl1qml279uvXr1/Fy+uboIpuhjye6CcMwzRDoVAoFKq/z2o3b9682eoyIHlEk0G63SIiGRkpKSIi2dmq5QwAAIBVCDQAqDbdgiEn5/zzzz+/4uWHDFFTHSqoasjA4XA6nU4Rv9/vr4+Nwzt06NCBFgqoK5GIOgdCoXBYRCQYVF0o/H41BQAAsAqBBgBVFs3BULkWDNrMmWr61ltqWt1bco9HDTxZWFhYWFhY/wIOQF3QORqCwVBIRKSoKBAQEcnP9/k4KwAAsJZp6r/UyYlAA4BKq26Sx1hXX62m+uI7eHD11pOWlp6eni6yY8eOHTt2JPOlHMlI/3zRo0+EQuGwaYoEAqqFAwAAsI5hxGbvSi4EGgBUaPnyjz/++OOaBxjiXWx9vpqVLyenXbt27aw7PoAVbDaVoyGaDFIlgczM9HiS+YcNAACwHoEGAHHpAEP37pdddtllNV+fbnOgb4K8XjV9991ElVgljVy1atWqVavqvoVD//79+/fvr4atNIyy07ouDxq3aDJIl0tEJDNTJYPMykpNtbpsAAAguRFoAFDGggWzZ8+enbgAQyx9y13TlgzxnHXW2WeffbbIBx988MEHH9TdDb7anhq20jQNY//+/fv37xfp169quSyAytBdJnTyx/x8dUYdOlRcbHXZAABAcnNYXQAA9U/fvtdff/31hiFy/fXXX291aaqvf39rt9+8efPmzZvrZEA0Zkdi6VEnAgEVaNDJIPPySAYJAACsRYsGAKglGzdu3Lhxo9WlQGOlQ1c6V4PuSuFw2O1Wlw0AACQ3Ag0ALNNYcxeMHj169OjRptmpU6dOnTrRkgG1I5qjwekUEcnMVFlPsrJSU6l1AADASgQaANS5xhpg0KZOnTp16lSrS4FkEduSweWiRQMAALAWgQYAdWbLli1btmwxzcaes+DgwYMHDx5svPuH+kEng/T5gkERkfx8lQTy4MGiIqvLBgAAkhuBBgB15vTTTz/99NOtLgXQOJjm0ckgi4vVlGSQAADAagQaANQZn8/n8/l40g8kgmGoc8nlcjhEorka0tM9Hs4yAABgJQINACzT2LtQALUpmgzS7RYRychISRERyc5OS7O6bAAAILkRaAAAoAGLRFSuBj3VuRsAAACsQqABAOoZl8vlcrnoZY9j0wEFv1/nZtDJIAsLqT0AAMBKBBoA4Feqz7tp6mns+wUFBQXlza9IYWFhYen1fvbZZ58daz2dOnXq1KmT1UcD9Z1OBllSEgqJiAQCoZBpihQVqcADAACAVQg0AMCvpkyZMkVE38BFc0d88sknn4iYZkZGRkZV1vfEE088IWKabdq0aVN6ve+99957IiJqPs+eUT02m8rR4PG4XCLRJJBZWSkpZD4BAABWItAAIOnplgZ33nnnnaVf+3w+n4hppqenp4uIDBkyZEhV1nvXXXfdJWIYhw8fPlw6cJGdnZ0tIhIIBALlfe7bb7/99ttvuVXEsUWTQapAQ2amSgaZlZWaanXZAABAciPQACDp6ZYGs2fPnl36tdfr9YoYxrnnnntu6UBBdekAxiOPPPKIiMi+ffv2JWK9SE46R0MwqLpOFBerwFVBQfkBLAAAgLrisLoAAJAsYrtk6MBD7HygMiIR1e3G5wsGRUTy8nw+EZEDB0gGCQAArEWLBgCoJQ6HwyFimn6/308uBiSaDk3pXA26K4XDYbdbXTYAAJDcCDQAQIKoHA7RgMKsWbNmiYioLhhRV1111VUipqlvEIHqUC1iRFwuh0NEJDXV7RYRycxUSSEBAACswo9cAPjV4MGDBx+rC8OMGTNmHOv911577bXSr6+77rrrRAxDd42YNm3aNBHTfPvtt98WMYxwOBymywSqy2bTgQbVgsHjcTpFRFJSVHJIAAAAqxBoAIAEycnJyTnW+3fccccdBBaQKDpHQyCgkkEWFakkkPn5fr/VZQMAAMmNQAMAJMi2bdu2EUhAXYlE1KgTPp8ebUIFGEgGCQAArEagAQCABig2R4PXq7pOpKeTowEAAFiLQAMAAA2QHmXC7VYBhmgyyKOTjwIAANQ1Ag0AADQCuoWDThIJAABgFQINAJBgxcXFxcXFpvnmm2+++eab9JZH7QiHVY6GYFAng1Q5GvLyfD6rywYAAJKbw+oCAEBj8eGHH3744Yemefzxxx9//PEi11xzzTXXXGP8yvwVT5uRGGrYVJFAoKRERKSoKBg0TZG8PL+f8BYAALASgQYASJB+/fr169cvGkg44YQTTjjhBNN85plnnnnmGatLh8bGZlM5Gjwel0skmgQyKyslhXAWAACwEl0nAKCW/Pzzzz///LNh/PnPf/7zn/9sdWnQ2OhcDNFkkB6PiEhGBskgAQCwmmrJanUprEOgAQASZNCgQYMGDSr7J+XUU0899dRTrS4dGptIRNW1UCgcFhEJBlUXCr9fTQEAgHVU11mrS2EdAg0AkCBz586dO3euYVx33XXXXXedaercDMuXL1++fLnVpUNjowMNPl8wKBJNAnngQGFhMj9BAQAA1iPQAAAJ9sYbb7zxxhs6/aNhpKWlpaWlJXNMG7UjNpygmmgSZAAAAFYj0AAAQAMUmwwyI0MlgczOTk0lrAUAAKxEoAEAgAbIbleBBrfb4RARSU11u0VEMjJUUkgAAACrEGgAAKABCocjEZFo8sf8fJWj4dCh4mKrywYAAJIbgQYAABqgSEQFGny+QEBEpKDA7xchGSQAALAegQYAqGf0aBVWlwP1mx40y+FQXSecTrtdRMTrVTkbAAAArOKwugAAUF+oG7foDb7K4R9Nq1dQUFAgYprp6enppefHc9lll11WmTEAPvroo49Kr+/0008//fTTrT4aqO90jgav1+kUEcnM9HpFRLKySAYJAACsRYsGAPjVlClTpoiUDTB88sknn4iYZkZGRkZV1qcDCLHTQYMGDRIR+fzzzz+3ep/ReOgWDjYbYQYAAGAtWjQASHo5OTk5IqZZVFRUJCLy5JNPPilimps2bdokInLJJZdcIiIyZMiQIYnY3m233XabSNmABlAVOhlkMBgKiYgUFakcDXl5KikkAACAVWjRACDp7dixY4eIYTzzzDPPlH7t9Xq9IoaRqICACliYpk7iF8+333777bffEoDAsal6KRIIqFEnioqCQdMUycvz+8nwAQAArESgAQDqiOqCoZu4E0hAzeiuEi6XSgaZkuJyGYZIerrbTe0CAABWItAAAHUkJSUlxeoyoPGIJoN0u0VEMjJU/crOTkuzumwAACC5EWgAgARRORzKNlr/9NNPPxUxzQ8++OADq8uIxiMSUXUtFAqHRUSCQdWFwu9XUwAAAKsQaACABJk1a9as8ubPmzdvnohInz59+tBlAomiczREk0EGAiIi+fk+HzkaAACAlQg0AMCvBg8ePPhYgYAZM2bMONb77dq1a1fe/GefffZZAgxINB1o0KNPhELhsGmKBAKqhQMAAIBVCDQAQIJs27ZtGwEF1BWbTeVoiCaDVEkgMzM9HmohAACwEoEGAAAaoGgySJdLRCQzUyWDzMpKTbW6bAAAILkRaAAAoAHSXSZ08sf8fJ9PROTQoeJiq8sGAACSG4EGAAAaID3qRCCgAg06GWReHskgAQCAtQg0AEAtiUQikUjENH/88ccff/yRWz8kls7DoHM16K4UDofdbnXZAABAciPQAAC15LTTTjvttNNEdu/evXv3bqtLg8YmmqPB6RQRycz0ekVUjgaSQQIAYC3T1ONDJScCDQCQYFdeeeWVV15pmm+88cYbb7xhdWnQ2MW2ZHC5aNEAAIDVDMMwkjnwT6ABABJk7NixY8eONc25c+fOnTvX6tKgsdPJIH2+YFBEJD9fJYE8eLCoyOqyAQCA5EagAQAS5MEHH3zwwQdFXC6Xy+WKdp3o0aNHjx49rC4dGhvdIFMngywuVlOSQQIAAKs5rC4AADQWqi9etJHc+vXr169fb5oFBQUFBQVWlw6NjW6Q6XI5HCLRXA3p6R5PMjfVBAAA1iPQAAC1pEuXLl26dOGWD7UjmgzS7RYRychISRERyc5OS7O6bAAAILnRdQIAgAYsElG5GvRU524AAACwCoEGAAAaIB1Q8Pt1bgadDLKwkBwNAADASgQaAABogHQySB1wCIXCYdMUCQTCYavLBgAAkhuBBgAAGiCbTeVo0MkgU1LcbsMQycwkGSQAALAWgQYAqCLDMIwdO0xTZf0/evrIIzRaR92IJoN0uUREMjNVMsisrNRUq8sGAACSG4EGAKgkHVAQEcnJKX+ZUaOOXg6oLbrLRDAYComIFBcHAiIiBQVqCgAAYBUCDQBQAa/X601Pr3rgoLqfAyojElF1y+cLBkVE8vJ8PhGRAwdIBgkAAKxFoAEAKuD3+/0//VR3nwMqQ+dh0LkadFcKh8Nut7psAAAguRFoAIAKZGdnZ+/ZU/XPZWRkZBw4YHXp0VipLjrRZJCpqW63CMkgAQCA9Qg0AEAFRo4cOfL116v+uT/+8Y9/fOklq0uPxspm04EG1YLB43E6RURSUlRySAAAAKsQaACACowfP378+PGG4Xa73evXV7y82+12b94sMnny5MmTJ/NsGbVD52gIBFQyyKIilQQyP9/vt7psAAAguRFoAIBK8vv9/i5dDGPdunXr1q8XadasWbP27UWaNGnSpF07EdM0TRHD8Pv9/lNOIcCA2hWJqFEnfD492oQKMJAMEgAAWM1hdQEAoKHp0qVLly5dDOPgwYMHt2yxujRIVrE5Grxe1XUiPZ0cDQAAwFq0aAAAoAHSo0y43SrAEE0G6fVaXTYAAJDcCDQAANAI6BYOOkkkAACAVQg0AADQAIXDKkeD319SIiKSl1dcLCJy8CA5GgAAgLUINAAA0ACp5KMiJSVq1IlAIBQyTZGiIhV4AAAAsAqBBgAAGiCbTeVo8HhcLpFoEsisrJQUOk8AAAArEWgAAKAB0rkYoskgPR4RkYwMkkECAABrEWgAAKABikRU14lQKBwWEQkGVZcJnbMBAADAKgQaAABogHSOhuLiQEBEJC/P5xMR2b+/oIBkkAAAwEoOqwsAAACqzuVyOAxDxOm0201TxOtVXShSUhz8bQcAAJbixwgAAA3QAw/cfvspp4g8++yXX27ZIpKXl57evLlIy5aHDuXmWl06AACQzAg0AADQAHXp0qVLly4if/6zzbZxo0iTJk2aiIikpaWldekiMnv2e+8tW2Z1KQEAQDIiRwMAAA2Q3W632+0i3bp169atm4jH4/F4PCLNmzdv3ry51aUDAADJjEADAAANkGmqdJA64PDss88+++yzIg6Hw0GWBgAArKX/TicrAg0AADRgb7311ltvvSWybt26devWWV0aAAAgImIYhmEYVpfCOjzzAACgAbv66quvvvpqkfPOO++8886zujQAAAC0aAAAAAAAAAlEoAEAAAAAACQMgQYAABqB22677bbbbrO6FAAAAAQaAABo0HRW6xdeeOGFF14QCYfD4XDY6lIBAIBkRjJIAAAaoO3bt2/fvl1k9+7du3fvFmnWrFmzZs1EiouLi4uLrS4dAABIZnUeaPj5559//vnnZB5RFACAmmvbtm3btm2jUwAAgPqizgMNGRkZGRkZVu82AAANW0lJSUlJSdn5Tz/99NNPP2116QAAQDKr80BDampqamqq1bsNAEDDduTIkSNHjkRfP/XUU0899ZSIYRiGYYjof2qO1aUFAADJpNaTQRqGzWaziRiG3e50Wr27AAA0LjrAoOnkkDab0+l2i9hsNpvDIULAAQAA1JVab9FgGIZhs4nYbCrQcM4511zzyCMiJSV+f36+SCgUDBYXiwSDPl9+vkgkEgoFg1YfFgAAGgaHw+VKSRFxOr3ejAwRp9PjSU9X891uFeh3OKJ/jwEAAGpbHQQa1JMUm81ud7miP4g0PV9PI5FwOBSy+rAAANAw2O2q5YL++6qner4O9BuGYdjtVpcWAAAkgzoJNOgWDarpptPp8ah3RKLzbTaHg0ADAABVY7M5HE6niN3ucLjdKsDg8UQDDLrrhP57DAAAUNsM3Zfz/2YYhmEYDD8JAAAAAAAqpuIK0WxQPNsAAAAAAAAJQ6ABAAAAAAAkDIEGAAAAAACQMAQaAAAAAABAwpQJNMQmcQAAAAAAAIgVL35AiwYAAAAAAJAwcQMNtGwAAAAAAACxKooX0KIBAAAAAAAkTIWBBlo2AAAAAACAysYHKt2igYADAAAAAACoiKECCNX4oGEYhlGdTwIAAAAAgPquug0Oqh1oiLtCAhAAAAAAADQYie7BkPBAAwAAAAAASF6MOgEAAAAAABLm/wMIFgDd7jiZuwAAACV0RVh0Y3JlYXRlLWRhdGUAMjAxMS0wMi0wM1QxMjoxMTo1MCswMTowMHBVGwsAAAAldEVYdG1vZGlmeS1kYXRlADIwMTEtMDItMDNUMTI6MTE6NTArMDE6MDAv5G0/AAAAInRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADM0NngyMTUrNzErNDUzIHCvIAAAABx0RVh0cHM6TGV2ZWwAQWRvYmUtMi4wIEVQU0YtMi4wCv5aBQMAAAAVdEVYdHBzOlNwb3RDb2xvci0wAC1wcCA0NGgRuagAAAAASUVORK5CYII=)

**Figure C.1:**An example screen dump for search visualization.