# Exercice : Election dans une liste chaînée circulaire

1. **Proposer un type explicite pour représenter une liste simplement chaînée circulaire.**

**Notre liste simplement chaînée est représentée par la classe « CircularList » qui utilise une classe interne « Cell ».**

1. **Pour l’exercice, il n’est pas nécessaire que le type que vous avez choisi puisse représenter une liste vide, pourquoi ?**

Il n’est pas nécessaire de pouvoir représenter une liste vide car, s’il n’y a pas de candidats, il n’y a pas d’élection. Cette liste n’a donc pas d’intérêt sans valeurs. Néanmoins dans un soucis de code de qualité, notre liste vide est représentée comme une liste de valeur « null » et les cas sont gérés dans les différentes méthodes.

1. **Implémenter l’algorithme d’élection proposé. Il doit renvoyer le candidat élu et afficher à l’écran les candidats éliminés au fur et à mesure. (L’affichage pourra être commenté lorsque vous ferez des tests sur de grandes instances.)**

**Cet algorithme a été implémenté dans la classe « CircularList » sous la forme de la méthode « elect() » qui prend comme paramètre k, et un booléen permettant d’avoir ou non l’affiche de chaque étape.**

1. **Tester sur l’exemple donné ci-dessus**

**Le test est effectué dans le main de notre programme, grâce à une instance de la classe « TestElection » sur laquelle nous appelons la méthode « testExemple() ». En voici l’affichage :**

3 is eliminated...

6 is eliminated...

2 is eliminated...

7 is eliminated...

5 is eliminated...

1 is eliminated...

4 is elected !

1. **Faire un programme qui affiche le candidat élu pour k qui vaut 2, 3, 5 puis 10 et dans les cas où 103 104, 105, puis 106 candidats se présentent.**

**Le test est effectué dans le main de notre programme, grâce à une instance de la classe « TestElection » sur laquelle nous appelons la méthode « testElection ()» avec les différentes valeurs demandées. Voici un tableau récapitulatif des résultats obtenus.**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **103** | **10⁴** | **10⁵** | **10⁶** |
| **2** | 977 | 3617 | 68929 | 951425 |
| **3** | 604 | 2692 | 92620 | 637798 |
| **5** | 763 | 646 | 40333 | 718997 |
| **10** | 63 | 9143 | 77328 | 630538 |

1. **Etudier le coût de façon exacte puis en utilisant une notation de Landau, en précisant s’il s’agit d’un pire cas, meilleur cas ou cas moyen. Expliquer le résultat.** **Indication : pour vous aider, introduisez dans votre algorithme une variable qui compte le nombre de tours de boucle et faites des tests systématiques, par exemple pour n = 100 et k variant de 1 à 200.**

**En étudiant le coût de l’algorithme on le détermine à (n-1)(k-1), ce qui est confirmé par une variable comptant les tours de boucle. Cela s’explique naturellement : nous effectuons notre boucle jusqu’à n’avoir plus qu’un candidat, moment où aucune boucle n’est effectuée. Nous allons donc forcément faire n-1 fois le traitement. Celui-ci boucle k-1 fois pour effectuer le déplacement nécessaire dans la liste. Nous avons donc n-1 fois k-1 traitement, d’où le coût constaté.**

**En notation Landau le coût est donc de O(kn) (cout moyen).**

# Problème : comparaison de tris simples

**Il s’agit d’implémenter puis de tester trois algorithmes de tris (non récursifs) sur des tableaux d’entiers afin de pouvoir comparer leurs performances.**

**Ces trois algorithmes ont été largement étudiés et il en existe de multiples implémentations sur internet.**

**Vous pouvez reprendre ce que bon vous semble à condition de citer vos sources proprement ! Il vous est demandé par contre de bien avoir compris le principe de chacun des algorithmes.**

## 3.1 Tri par insertion dichotomique

**Le premier algorithme est un tri par insertion, comme présenté en cours, mais améliorée de la façon suivante : à chaque fois qu’un élément doit être inséré dans la tranche des éléments triés, la recherche de la position où insérer l’élément se fait grâce à une recherche dichotomique.**

## 3.2 Tri bulle mélangé (shaker sort)

**Le deuxième algorithme est une variante du tri bulle. Le tri bulle pourrait s’implémenter par cette fonction :**

Void triBulle(array(i n t) RW t) {

f o r( i n t i = 0; i< t.length; i++)

f o r( i n t j = t.length - 1; j > i; j--)

i f (t[j] < t[j - 1])

swap(t, j - 1, j);

}

**Le tri bulle mélange ou *shaker sort* fonctionne comme le tri bulle en alternant les passes de gauche à droite et de droite à gauche.**

## **3.3 Shell sort**

**Le troisième algorithme, le *shell sort* est une variante du tri par insertion qui permet des permutations entre des éléments éventuellement non adjacents du tableau. Voici comment fonctionne ce tri.**

**Soit *k* une constante entière positive plus petite que la taille du tableau. On considère le sous-ensemble des éléments à trier composé des éléments d’indices 0, *k*, *2k* ,3*k*… et on applique le principe du tri par insertion (sans dichotomie), en place, sur ces éléments. (Cela revient à faire + *k* pour aller à l’indice suivant, au lieu de + 1 dans le tri par insertion.)**

**On applique ensuite ce principe successivement sur les éléments d’indices 1, 1+k, 1+2k, 1+3k…, puis 2, 2+k, 2+2k, 2+3k…, etc. jusqu’à (k-1), (k-1)+k, (k-1)+2k, (k-1)+3k…**

**(Bien entendu, pour *k* valant 1, on retrouve l’algorithme de tri par insertion.)**

**L’algorithme de *shell sort* est l’application répétée de cette procédure en suivant une séquence de valeurs de *k* bien choisie.**

## **3.2 Travail à faire**

### **Question 2**

1. **Implémenter l’algorithme correspondant.**
2. **Faire des tests fonctionnels simples.**
3. **Mettre en place un moyen de compter le nombre de comparaisons et le nombre d’affectations réalisée, et un moyen de mesurer le temps d’exécution.**

### Question 3

1. **Implémenter une fonction qui remplit aléatoirement et uniformément un tableau de taille fixée de façon à se rapprocher de l’hypothèse d’équirépartition utilisée pour les coûts en moyenne.**
2. **Comparer les trois solutions sur des tailles croissantes d’instance, en termes de nombre d’affectations, nombre de comparaisons et temps d’exécution.**
3. **Pour le *shell sort*, on pourra utiliser les séquences de valeurs de *k* suivantes : 1, 4, 13, 40, 121, 364, 1093, 3280, 9841…, ou 1, 8, 23, 77, 281, 1073, 4193, 16577…, ou encore 1, 2, 3, 4, 6, 9, 8, 12, 18, 27, 16, 24, 36, 54, 81, …1**

La séquence que nous avons choisie est la première proposée par Shell, qui est une division successive par 2.

1. **Mettre les résultats sous forme graphique ! Et commenter brièvement les résultats remarquables.**

On remarque immédiatement que le shaker est le plus long à s’exécuter. Il apparaît bien à part des deux autres méthodes sur le graphe. Son temps d’exécution augmente très rapidement quand le nombre d’éléments augmente. En zoomant sur les deux autres méthodes nous pouvons voir que le tri par dichotomie augmente de manière sensiblement identique au shaker, mais avec un temps moindre. Le shell quant à lui augmente très lentement, de façon assez linéaire sur le graphe.

De manière assez identique aux graphes de temps, le shaker semble isolé pour le nombre de comparaisons. Il est une nouvelle fois bien au-dessus des deux autres méthodes et augmente de façon très rapide quand le nombre d’éléments augmente. En zoomant sur dich et shell, on remarque que les deux semblent assez proches et augmentent plutôt linéairement, mais le shell semble se détacher au fur et à mesure de l’augmentation du nombre d’éléments.

Une nouvelle fois le shaker est le moins performant. Il augmente là encore de façon très rapide et dans des valeurs bien supérieures aux autres tris. Dich augmente moins rapidement et dans des valeurs moindres. Cependant les deux méthodes sont bien au-dessus de shell en terme de nombre d’affectations. En zoomant sur celui-ci on remarque une progression linéaire.

### Question 4

1. **Pour chaque tri, donner quelques arguments simples qui expliquent pourquoi l’algorithme fonctionne (en quoi est-ce que c’est trié ?).**

* Tri par insertion dichotomique

Sur le fonctionnement de son tri, le tri par insertion dichotomique n’est pas différent du tri par insertion « classique ». On considère notre tableau en deux parties, l’une triée et l’autre non, on parcourt la partie non triée du tableau en rangeant l’élément courant dans la partie triée à sa place en décalant les éléments. Ainsi la partie triée grandit jusqu’à être tout le tableau.

La différence avec le tri par Insertion « classique » est la recherche de la bonne position pour l’élément. En effet plutôt que de parcourir la partie triée du tableau jusqu’à trouver l’indice qui nous intéresse, on fait une recherche dichotomique.

* Tri bulle mélangé

L’algorithme employé ici est très simple, on parcourt le tableau dans un sens en comparant les éléments un à un. Si les deux éléments ont besoin d’être échangés, on les échange sinon on passe aux suivants. Une fois le parcours complété, si le tableau n’est pas trié, on répète la manœuvre dans l’autre sens, et ce jusqu’à ce que l’on ne fasse plus aucun échange durant un parcours.

On voit bien ici qu’à chaque parcours, les grands éléments sont approchés de la fin du tableau tandis que les petits sont approchés du début. On peut considérer le tableau réparti en 3 zones, la zone centrale est non triée et les deux autres sont triées. A chaque parcours complet du tableau, on amène soit le maximum/minimum (selon le sens du parcours) de la zone non triée dans la zone triée correspondante. Etant donné qu’il s’agit à chaque fois des extrêmes, dès qu’il atteint une zone triée, un élément est à sa position finale. Ainsi la zone centrale diminue à chaque parcours et le tableau fini trié. Evidemment à chaque boucle parcourant le tableau afin de swapper les éléments, on ne parcourt que la zone centrale pour une question de rapidité.

* Shell sort

Pour cet algorithme, on a choisi une manière d’obtenir une suite de valeurs k allant de n à 1.

Ces valeurs de k nous permettent de créer successivement des sous-listes dans notre liste initiale de k valeurs

1. **En particulier, pour le tri bulle mélangé, commencer par étudier des invariants de boucle du tri bulle (simple), puis s’en servir pour expliquer sa variante.**

![](data:image/png;base64,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)

Lors d’un tri bulle classique, on considère deux parties dans le tableau, la première non triée et la seconde triée. A Chaque boucle, on part de l’indice i=0 du tableau et on parcoure le tableau jusqu’au dernier élément non trié d’indice k. Durant le parcours du tableau, on compare la valeur à l’indice i et la valeur à l’indice i+1. Si t[i]>t[i+1] on échange les deux valeurs. Sinon on avance simplement. De cette façon, on fait remonter l’élément dont la valeur est la plus élevée jusqu’à la fin de la partie non triée. On réduit ainsi cette partie.

L’invariant est donc le fait que à chaque itération t[i] est le maximum de t[0…i]. Dans le tri Shaker sort, on parcourt le tableau dans les deux sens, l’invariant devient donc le maximum ou le minimum (selon le sens) de la partie centrale non triée du tableau.

On peut poser une variable idInf (indice le plus faible de la partie non triée) et idSup (indice le plus élevé de la partie non triée), ainsi t[i] est maximum de t[idInf…i] ou minimum de t[i…idSup] selon le sens de parcours.

1. **En particulier, pour le *shell sort*, quelle propriété simple doit avoir la séquence des valeurs de *k* pour garantir le tri ?**

**Elle doit se terminer par 1 pour assurer que le tri se termine car la dernière passe sera ainsi un tri par insertion ( rapide du fait des passes précédentes ).**

### Question 5

1. **Etudier le coût en temps de chacun des algorithmes. Bien préciser si vous parlez de pire cas, de meilleur cas ou de cas moyen. Pour un pire cas ou un meilleur cas, il faut préciser possible sur quelle instance il se manifeste.**

**Dich :**

**Comme pour le tri par insertion, on traite les n éléments du tableau. On boucle donc n fois. Cette boucle effectue un traitement qui cherche la position d’insertion. Mais ici la recherche n’a pas un coût de n mais de log(n) car nous utilisons une recherche dichotomique. Ainsi le coût est en O(n log(n)) ( cas moyen ) .**

**Shell :**

**Pour cet algo, on choisit une façon de déterminer une suite de valeurs allant de n à 1. Par exemple nous avons décidé de diviser successivement n par 2 jusqu’à 1. Ces valeurs sont nommées k.**

**Pour chaque valeur k, on sépare le tableau en k sous-listes que l’on trie. Ces tris sont des tris par insertion que l’on traite ici dans leur meilleur cas, à savoir un tableau presque trié. De fait le coût de chacun de ces tris est O(x) avec x taille du tableau où x vaut donc ici (n/k), soit le nombre d’éléments de nos sous-listes.$**

**On effectue donc k tris de coût (n/k). Soit un cout total de O(n) pour chaque k.**

**Ayant choisi de diviser n par 2 jusqu’à une valeur de 1 nous allons avoir log2(n) valeurs de k.**

**Soit un coût final de O(n log2(n) ).**

**Nous nous plaçons ici dans le meilleur des cas, les autres cas étant plus complexes et dépendant de plus de paramètres.**

**Shaker :**

**On parcourt une première fois tout le tableau.**

**Au meilleur cas le tableau est déjà trié. On a donc une complexité en O(n).**

**En cas moyen (comme en pire) on fait n passes sur n-i éléments ( où i est le nombre d’éléments déjà triés sur lesquels on ne repasse pas ). On a donc une complexité en O(n²).**

1. **Pour le tri par insertion avec dichotomie, identifier si la dichotomie fait gagner en performance et si oui en quoi.**

**Elle fait gagner en performance dans le cas moyen car on a besoin de moins de comparaisons pour déterminer un indice d’insertion.**

1. **Comparer les résultats théoriques obtenus avec les performances mesurées précédemment.**

### Question 6

1. **Le tri par insertion dichotomique améliore-t-il le tri par insertion ?**
2. **Le tri bulle mélangé améliore-t-il le tri bulle ?**
3. **Le *shell sort* améliore-t-il le tri par insertion ?**