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[Last time](https://0fps.wordpress.com/2011/08/30/multidimensional-taylor-series-and-symmetric-tensors/), we showed how one can use symmetric tensors to conveniently represent [homogeneous polynomials](http://en.wikipedia.org/wiki/Homogeneous_polynomial) and Taylor series.  Today, I am going to talk about how to actually implement a generic homogeneous polynomial/symmetric tensor class in C++.  The goal of this implementation (for the moment) is not efficiency, but rather generality and correctness.  If there is enough interest we can investigate some optimizations perhaps in future posts.

How to deal with polynomials?

There are quite a few ways to represent polynomials.  For the moment, we aren’t going to assume any type of specialized sparse structure and will instead simply suppose that our polynomials are drawn at random from some uniform distribution on their coefficients.  In some situations, for example in the solution of various differential equations, this is not too far from the truth, and while there may be situations where this assumption is too pessimistic, there are at least equally many situations where it is a good approximation of reality.

In 1D, the most direct method to represent a dense, inhomogeneous polynomial is to just store a big array of coefficients, where the ![i^{th}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOBAMAAAA7w+qHAAAALVBMVEX///8zMzN2dnagoKDy8vK7u7utra3W1tZOTk7j4+ORkZE/Pz9paWmEhITIyMjUOGfjAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAYElEQVQIHWNgAAHOTjDFwHCAoQHC4lTgPABiMRkU3WM7uhLIYmFgmsCbkAYSZOAAQnUwaw6fD0NLAQNrMgNvymMGNQaG8gqwOJCYsArGYtgCY7EemABlMmUGQFmsZlAGAORMEE8HhcKuAAAAAElFTkSuQmCC) entry corresponds to the coefficient for the degree i monomial.  Naively generalizing a bit, the same idea works for multivariate polynomials as well, where you simply make the array multidimensional.  For example, suppose you had the 2D coefficient matrix:

![\begin{array}{cc} a_{00} & a_{01} \\ a_{10} & a_{11} \end{array}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAeBAMAAAB6VpuLAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABEUlEQVQoFWNgUHYJY0ABTCauCVABpjKOCQxea0EICtQTOhlYVl1guM/AwL6AZQPTAVYggklWMXgz6DAEcO1nYEhM4FnAZcB9y4D7AkSWTYzhFMNihr0M6xkY7jHwKTF/4HH+wOMAkeR9wPBIwZ7hCEhSj+EiF1By8QeeBRBJpge8AgvsgbqBkvxLejxQjGX45XGkAWosSDnbBlYggmiEkNkMASCdYOC1hAGIkADLKgeWUAckgVEmOSFAMA3xfkBLQ6AEBE1DDKs/oKUhYAKCpSEGrg/A+EZOQ6DIBCJQGgJKAlMKNPrAaQgqCUpDEMkFEO+A0xBUEpSGUIwFpyGoJFg51we0NIQs6RqCnoZCCaYhACpMXo7CdToAAAAAAElFTkSuQmCC)

Which we could then expand out to give a polynomial like:

![a_{00} + a_{01} x + a_{10} y + a_{11} xy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALMAAAAPBAMAAABdMuPOAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB5UlEQVQ4EcWTP0gbURzHv9ydp+YuTSbnow4iSAm0YyEHRpA4tEs7x6mISyaHQkFwMIVSQofOB8mU/kkGJw/1hgzFLtaxFBvEzSVDp4Lg7/d773p/4DoJvjxe3vt+ft8vj99LgOywssfkVAj8pOb/O7cIF4KoyJHXCxMKwf1ELzZepq6uLmc8WWtpsfHt8xlv88Aa4pWURLLmHM2p3YaxM9cVqBaVsNR6qzUL381d3udB5z0+SU0ka9bR6UxKI8wG1gjNLzyBMDwOwwB4jQ1YgzP8hoE3bE0DUol5j3EIOGF4HdK3OAhoh2HWnACbLTcwohmaHKEuZy/gFCt4XjohpSp6CpBKDB/owyPiRRwEYse8N+/hAg8elmrOz5qTtLQ8waXXwxGGQLltsFdFCyCVmNHVjYyYxiB2LIM6+gg/SubUXZ26PtdIS41JuRrUMabCPSdSf5YEkEpsrm1GbFC3Fgfnasc+ngKV/rt1iu5N3YAL1Wv9XR/v1qkpQ/w6H4ueAhJ9ivFXnw0qGuxQ0eJwm1cCkWqIqRRadUPicwIogRm2FKrFFXxlnjJs/bOzRzM0kxLZbdNTxYVZNASxrdZBVqXTv2j7o+Nr2uyDZnZYA996ERekEanEKs/k2fNAO/7cpMGd728B/vycIVQxO8YAAAAASUVORK5CYII=)

Though it is a bit simplistic, working in this format does have a few advantages.  For example:

1. Evaluating a polynomial is easy.  Just compute the vectors ![(1, x, x^2, ...), (1, y, y^2, ...)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAASBAMAAADMP9MZAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB2UlEQVQ4EY2UP0/bUBTFD7FsqIOhE7P3VpUlQGJBRIxMUTYkkKJ+AjqWiY9QBgaqAl6yEZSFnY8QJBBLh0hVBzamruWc5/fiSxQh3+Gdc+/73Wv5+Q/QKjAnssfSVsdV0oTNhG7Y5qn/ibWpr6EmbNQh3wU+2f7KD/DdFleq22nE/gFaHXw5sP2VT5IXW4w4rim7CcR94Nr2e9/O3xRPlDVjl4BFwvOG7mpKHfuyzdj4B7YIzxma5uf1RLoHZc3YrIMzwn5oOrjoqVd6+v+j7DQGcoYddpI7ViCdYdMuRPuhZTx6FhhUPoR7QWr2w/lRNuJe0IBJWyM7tFjO3WZQl/hlZmi0MmmPuRXUohwqOpzpgt8LatAbecOuFquFSkHlfaSTN4f/GQ5E0IBRZx/UDq7cblCD8kEtM/0NbPN8Jrcoo3Glglhjuq0FPWU1i1/46+pShhAHkopztPu4/HaI+z5avc0hsrVKRbKWHeFJC06U1Szi4bFYp0RlHfgE8OVPeQ1GVDgB1r3aGre7IiybvFSslGHa+Jli5IqpW7mUwfB6teUPRdmUTf61CZaolDvMQvCHgguXfPWlJPeGEmq0PCplNbvHz1islGHadLxIC1d+fxHIaMLyJ/0K29t6OSzYfR0AAAAASUVORK5CYII=) and the then plug them into the coefficient tensor using ordinary Einstein summation.
2. Multiplying can also be pretty fast.  Observe that coefficient matrix of the product of two polynomial matrices is just the convolution of their two matrices.  Using fast convolution algorithms (for example an FFT based method would work), this can be computed with only a mere log factor overhead!

The amount of storage for representing a polynomial on ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAALBAMAAABfd7ooAAAAKlBMVEX///8zMzORkZG7u7vy8vLIyMhbW1vj4+PW1tatra1paWmEhISgoKBOTk4a3xrfAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAQ0lEQVQIHWNgYGBQNAASDIwOIDIMRDAoAXGRcSoDA3sKhwADA9sE5gUMDI4O3AcYGGIZeNsZGGoZAjkZGHgmd1swAADJzAhHqOFKtwAAAABJRU5ErkJggg==) variables with a maximum per-coefficient degree of ![r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHBAMAAADHdxFtAAAAJ1BMVEX///8zMzOtra2RkZHW1ta7u7t2dnby8vKgoKBOTk7j4+OEhITIyMjIsmKOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAJklEQVQIHWNgMglNYHDv5NrAsCCJAQjEgZhlApDg2AAk2A4wMAAAcGQFoXd3pisAAAAASUVORK5CYII=) using this scheme requires exactly ![(r+1)^d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAASBAMAAAAJYYvNAAAALVBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZG7zzE+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA5ElEQVQYGWWQMQrCQBBFv0YjbtQz2AuSIoKNYGMf7BSFFBaW8QYewUYEQbtUBhEbi208QoqU4lmcnU3iRj/L7p//hmR2gaqLPyWUiBDw/ojOrBvg/7Ie0HGBdoLquGCCXX8BWD682EU9KFhdu5iOrf1sALRyGWzW9tfAMCeAwdJaku6wB97HCzcYLLLnky4iNFfh4JfRrKQIlpMoI+VDSuXULJrRXgmoIhnfvHJAsxzYlFjKUQuYlNmLyilHToB7iZ03S7o7R4IHYdvJevjN2N+K5GvUWyud9FHaR1klsh4T6v98APOVKab4/tTRAAAAAElFTkSuQmCC) scalars worth of memory. However, this representation scheme does have some major problems:

1. It doesn’t capture all the terms above degree r properly.  For example, if you take the term ![a_{11} xy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAALBAMAAADhIeJ1AAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAmElEQVQIHWNgUHYJY4AAFp+usyzrGdIZmMo4JkDFHHg2WHT0MaxmYF/AsoGB9wMIKbBfYFAwZtjFkJjAs4Bh9QcQYmAEapgEhPcY+JQYuD6AEMN1BgWmCUCj9BguckHEOAz2MDhwFDAfYOBf0uMBEeM9q+PFwHBknQPESqheMCcTIgQzD8jLTNgCFXMNYQAiEOD3vwAVQ6UAepor30XAeU4AAAAASUVORK5CYII=) from the above example, it is actually second order, and so is the polynomial that it represents.  However, we are missing the extra terms for ![x^2, y^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAARBAMAAABDbMOIAAAALVBMVEX///8zMzO7u7uEhITW1tatra3IyMh2dnaRkZHj4+NbW1vy8vJOTk4/Pz+goKAs2Fj1AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAxElEQVQYGWNgAIFQIzAFIliDFcBsFgXGDWAGkHBikAYzmQx4HGBiygxHIMwNe2FCDNzcF6DsMrgYA3sChM0HpUG8ZxAhBjUWByiLgSnBhYFBySQ4RfYiWEj1AfcCx7sCDEwM5hxQRSwuB1gLQJKcDMvAakBMjgb2AAhHACbGwDuBdwKYw7aAEyY4l8EXzPRgN2ACMTiBurwYmsFiyZlGYDNYgd5kVj0EFoMTM4EsuL+gogoM3LfZFeBKQAzuBAaGRxB/AQBrXR1PW/bbIgAAAABJRU5ErkJggg==).
2. Related to the previous point, it is not closed under linear coordinate transformations.  If you were to say do a rotation in ![x, y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAKBAMAAABcR4NbAAAALVBMVEX///8zMzO7u7uEhITW1tatra3IyMh2dnaRkZHj4+NbW1vy8vKgoKBOTk4/Pz+sgN+6AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAcUlEQVQIHWNgUDIJTmBgYGCKYdjFwMRgzuEA5Lj4MoQzcDIsAzIZGCZ0MJQCKQEwh+ElEDKwLeAE8TgfsDxg8GA3YGKYysDAsoDDgCE50yiAIXADA4NRrAJEPecEIL0Pwgaaz7BvQxGUs42BgUcngQEAAIITnBZKfLoAAAAASUVORK5CYII=), that ![a_{11} xy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAALBAMAAADhIeJ1AAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAmElEQVQIHWNgUHYJY4AAFp+usyzrGdIZmMo4JkDFHHg2WHT0MaxmYF/AsoGB9wMIKbBfYFAwZtjFkJjAs4Bh9QcQYmAEapgEhPcY+JQYuD6AEMN1BgWmCUCj9BguckHEOAz2MDhwFDAfYOBf0uMBEeM9q+PFwHBknQPESqheMCcTIgQzD8jLTNgCFXMNYQAiEOD3vwAVQ6UAepor30XAeU4AAAAASUVORK5CYII=) term could change into something like ![a x^2 + b xy + c y^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAARBAMAAAAhw+/iAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABj0lEQVQoFYWSMUjDQBSG/7YxDW3aOgluQVeRQhfHDAVFKt0cnFJQSjcnnYQKgkVEaje3Dk5VNIOTUbmha7GC4CYODoJLB1fBey+XJlGoN/z3/997j+SSA4KVubQD++/e60daDjATSROtYSecsKGCjzBMdprIN8MOXW9zsElzu+xD0UIrndOIxuyQk2AtRSvSm/F8H43ffhC87UUr0scHC/4z/B5t2GIjSPVp9qHEB9eMJjBfXodWORrsn/nNgrq194pDULtGnbJ6ov71TMSYPQWSO0YbtukucV2KIGO6hRHB1gkuKKvBurU8Jumu5sJKq5fOet6ndwvkmymXoFWCTPC8B8/rAhvQFQFqjilJQlbVErTXMDVi2EGHOZ9RpysSkFfk54AXWFyXIsgcomYRTLblQWjxYO5NHi0gi3jKGMU72FSmJUi28MjQ2E5x9gflFdkck8L58UpusLBK7bwEaaZn+7B/ZVNWH6daHiIgjKNSjAZAXa5USGPXLcRx13Bu4gB/ya8GPxaq6j+NqwH5AZPVXuH0Uds+AAAAAElFTkSuQmCC), and thus we would need to resize the matrix to keep up with the extra stuff.
3. If you only care about storing terms with degree at most ![r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHBAMAAADHdxFtAAAAJ1BMVEX///8zMzOtra2RkZHW1ta7u7t2dnby8vKgoKBOTk7j4+OEhITIyMjIsmKOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAJklEQVQIHWNgMglNYHDv5NrAsCCJAQjEgZhlApDg2AAk2A4wMAAAcGQFoXd3pisAAAAASUVORK5CYII=), then the above representation is wasteful by at least a factor of about ![d!](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMBAMAAACkW0HUAAAALVBMVEX///8zMzORkZG7u7vy8vLIyMhbW1vj4+PW1tatra1paWmEhISgoKBOTk52dnZPqoAAAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAUElEQVQIHWNgAALmCyBS0UgARDH6gKkwTrCgEmsCA0ORcSrHAgb2FA4B9gcMbBOYF7BsYHB04D7AoMAQy8DbzlDAUMsQyMmxgYFncrcF8wUA4RsO5KKTZqkAAAAASUVORK5CYII=).
4. And if you want to deal with terms that are exactly degree d, then it is even worse with an overhead of ![O( d! r^{ \frac{d}{d-1} })](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEMAAAAVBAMAAADvM06qAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABW0lEQVQoFXVSIU/DYBB9dG0HX2kZATfTBAxuKwYcJBCoWCgJAVuCwWwUFAnUoqvANjgMlB9AgkY1gR/Q4HAEgebu67Z+W9gTd+/eu92u1wKTYCWTnEovKvo/0zutcUOEo0qvFrGgKeqJwpneOyEnU5mVswBfRg61jiv5IUfN2w4huNtY3JeyGrpU1G+AW9gZ68126c4P0MA0KQ9krmGGPfG9UragPMoTVXYE643yJk7ZMwIWJQqOPEFrwU4otxHT8gd76SW0o60C/aNwi55jKqD8hQ5wlp2jh6t1MwcdZWnVk1NEgWMXsBa45Qe7eEH4ST/pH4WnUMtzSju84hFWE+8w6KlI7x/F36A/CjDrAtcRrSsS3IUm6rybAlpXTyB+gTmYiWi4MWq54hO1UyBe9og5Gbydj8iHQ5IK3qeE7g7YWO5WdVHRESZfY6lcjBjDwnSHFHpYcYXRJ/UH2iI7vPK7gXMAAAAASUVORK5CYII=).

The underlying cause for each of these problems is similar, and ultimately stems from the fact that the function ![M_{ij...} x^i y^j ...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE0AAAATBAMAAAAno50EAAAAMFBMVEX///8zMzPj4+OEhITW1tZpaWmtra2goKDIyMhOTk67u7vy8vKRkZF2dnY/Pz9bW1uUwepGAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABQklEQVQoFa3Rv0vDQBQH8G8vIV5+tOmgk8uB2EmkdurgUFEctZNdD0XQrYsgghhw7GBwEqegEDdx8A8o6OAo6B/QzUGE7i6+JCZ5lo6+4f34vBC4O2B6tDKOp2//Q8VKEzDn9J9/Ncgofku2Wu8CM/Wsz/OAjCL4zoHqQQjcZV6oF2XtuBBgtw5zsc+AWvsxnWWTsZ6HrHRKcG4324ZG3HfHXlCyqa4QrJUzIuP1mU62EVrvPmMLO0IdAS04OmXlB1SFN6zuH6eQJQurEj0GqKRDTdUUVwenAWa5XCD5YBlbHHGDeyVHdKViL3Vz+IaIum08JXMDQlOC96WWcPaBQVf6D8lCthfS1zfi62Q8hBVSKoJulp+O3B0VS9bQzZ4LKJGT+1mN8p5XQ+PFVpe2yvGEX0qOSe3wx+SLib4XTAAffwDPDDVKNHfl0AAAAABJRU5ErkJggg==) is not multilinear.  As we saw last time it can be useful to deal with multivariate polynomials using tensors.  Similarly, it is also useful to split them up into homogeneous parts (that is grouping all the terms which have the same degree together).  We also showed how this approach greatly simplified the expression of a general multidimensional Taylor series expansion.  So today, we are going to investigate a different, and more “tensor-flavored” method for representing homogeneous polynomials.

Quick Review

Recall that a homogeneous polynomial on d variables, ![x_0, x_1, ... x_{d-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAALBAMAAAANVIdjAAAALVBMVEX///8zMzO7u7uEhITW1tatra3IyMh2dnaRkZHj4+NbW1tpaWmgoKDy8vJOTk7ZPjDlAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABBElEQVQYGWNgUDIJTmCAACZlVzMoE0ahCTExmHM4QOUUmAtaYMqwC3EyLGNgUA0DS07gSmBgyEFRDxZi0AOLsR0AUgIMnAbcYC4DIwMDaw2ECSOBQgwM08G88AMMDGwLOFkb2BPA/CyGCQwxYBacAAkxhIK5rAcYPNgNmDgOMCtwBjCwNBQzKIBUT2VgAHKnAgmwEOehlTDVyZlGAUDVAayyDGxmk1UZQKoDLzCwPmCIAxJgoVsMD2CqQTTYJTPBImDVnEDLkUAw7waejo4eBqBLQIC3AOhLBTATrJoJyoRSR1mPgFlQ1QyqQQy8CRA5pt0KDNegyqDUZR1InGlvQhUnxAMAEyIx9fTj9x8AAAAASUVORK5CYII=), with degree r is a polynomial,

![p(x_0, x_1, ...) = A_{0...0} x_0^r + r A_{0...1} x_0^{r-1} x_1 + ...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASgAAAASBAMAAAAav15VAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC9UlEQVRIDZ1Wv2sUQRT+3NvdS/ZILoVgFVkTBdEiBwFTiLIgWiiY5SSgaVwVBC+FIcFCQUiV1mssUgirJFi6EATR5hqtU9gIgin8Aw61EC3O9+bH3ezcj018xbw33/vem29nZvcOEOYm0g8bnWGJ/8evFZauFDD8rIBw6LTzt7AkLWKcKyIcOn+2qMIt3IiG1aISWwDKu3MC8szEcBosUX39EOyZnQbF4xZ4p+8x3EUpJzCZw2m2qNQsE/FYH2IDwWoeuVjLz2n2ViI5UYNpu/PzWbGoB30r2ICT3xnnYdtm4EW/qBG00aJmL99IngDe8tq2XseMFealOin8SrCfmy+9PhM1JSJ3yllYItkjaN5WDK7SbVIdsPcfbZSby0ActBc0bsYKc2mJaofshwDSSkuT2Xt4U1pVgBT19J2fAiNoVhWI3TM/yNwWiUomI3gzkUhwjPzHjUX1zIu8KdRPCoCLfHxXyU7nd6cTUjsWb9K4X48m2GIqXnx63GfqcWWfsdVKc5HCI0ADTYlRbH3cvJrMyPHLh/fTfirfSFk0BS1SXfRpYpo02a9HE41oOpfJlql0avyKyZgv+nUks/glQYqti8gXvXd8F+Afc2rViNmiyN33tUgpqrxBKZMm+hk0LqUp9BuUMtC1m7iNSZRrfxCfxw7uQsbUxA9px0NCaAiibgEfC3C0lAUxY1y0Xk09LVKKqqQWjUWZNKrkaV6UXg0/6xmqe+52o079X+HEHkRMTRw6AmcDp3kwP57+yxD3jl/KgpA6i6KrV3ZCLVKKol3M01iUSaNKnuZF6dXwidJeSIM8CT8RIbjJfRWSa/RCFemd0WdOokJOlVReOU3jfmyaJmf01OpO1TTA3m/RgDYP+EYXvfvTRU3E8YgM+n+QJ9rjSHwkXMTWXV0W6FHTtCibpkVpvvCPP7JbE7E3E+OziGjztuKJSMXianVjHdRPYXMs2eQiNl59kGkafSzZbNqt54OKBOYlQ1MicZA/ebT6QewAtH8a17yg058LhwAAAABJRU5ErkJggg==)

We also showed that this could be written equivalently using tensor notation:

![p(x) = A_{i j k ... } x_i x_j x_k ...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJcAAAATBAMAAABvkIKEAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB5UlEQVQ4EaWUsUscQRTGP9eduXUO9lIErBIObIKVhYlVwhbaGJIsl0Zssp5FiBY5BAtTXWUXuD7NKkfqA4OBpLkmqe1EkHD/gCDa2STvvZnbu9078Mg92Pfmve83j5nZ2QXE/ISDJ+Op3a500J2pG3GD1HZ5ZsN03ndL2im2KcfFyv25ObPMXBHd+o+NB66JaRS6vVgqFCZIPzjGKyzE+3g9wewhZGHtbfIJUJt7bah0SKDhrunlC0I5mBSXZozeb5Zam0Bsrlfg80Iqf8luBEjL3QyUgVAOpoJLM0abjt+lZkkYwTbLJKhIPYBJUNOHrijUVwurqsRMYyRolFtvKM7Qo/LnffHzxyNGgKZ4ckwNgqRNqVh3iTDmF/AaCeQFDLb5HHpeIN3qT2CKzAWOA43qG3iHEKWlO8QwEZN9UxHwUC+innqndBBkQtVTCSRIZK0OXSUH3NY6qJz57Z0akLu0+qiK7cerF4iuzIriXhDqVUuCH9pJrD2B1yQH/KaHzlJs5HOi6lOgF5xYXfxsbJPQhmFNd7nGV4Js3If+ueGnfyrv6XDscSE4t/C6Daz17eAXj/YkpY2P2jFmo5fedxwGib0gxlHLlmUtbyrhfPzPseT2k5+BRq9QmCid+zYW+xKNlP8BrBltV2tP1p4AAAAASUVORK5CYII=)

Which allows us to reinterpret p as a “r[-multilinear function](http://en.wikipedia.org/wiki/Multilinear_map)” on x.  We say that a function ![f(x_0, x_1, ..., x_{d-1} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAASBAMAAACTLlxQAAAALVBMVEX///8zMzOgoKC7u7t2dnbW1tbj4+ORkZFOTk7IyMhbW1uEhIStra3y8vJpaWnfvFjtAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABm0lEQVQ4EZVUMUvDUBD+NM2LaRLpHxACxUmHoCCCRYKDiwrdXBw6iEtFqqBdOzmLQ4e6dBLcCurQQUjVQalDV3UpuPsbvLs866Mu6UHvvnz9vnf3Xl4LpNHUNXvxR1IVjmBW8GfxsloM3ZngYoxLg8wKqyy0N2M8ZHUYulnGTgg0GEwYXpkMM2Wo4YRGlvshTX1chN0Blu/7F3oJa22vq6FRxlmLTGgBVC3cOTwHR+TFpyky8zjrxvTtgpgVboDSq6greZrh3wsQFquicENAzNu6FqA6coLAFO1oQ1RmIhbYF+Y5pI41gueQA3Pbyq/lqCVFCxU8CjITs3gThg+LP0GBHtvYzXUsJ/QilcCubSFi8yEtm1CWJKwqXoODjR41cof0sIOr5m1C5sSfg9utlsDm3gB+Ay+cegNhP/SNYDNv0UkokZhCxj4QKGZV0ZgmSGE/GE7X6yfSma5n/mhAipyogphWi7SBOlsaUtFw0Z8XjjvTD8OTt2MnwpWeENBOOKzvCO8p5Kzh51J6e9a/oBKi01j5BZkr/Rn8AC/fUKLIjfzsAAAAAElFTkSuQmCC) is multilinear if for any of its arguments ![x_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAKBAMAAACdwMn3AAAAKlBMVEX///8zMzO7u7uEhITW1tatra3IyMh2dnaRkZHj4+NbW1vy8vJpaWlOTk70YQapAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAARElEQVQIHWNgUDIJTmBgYGBiMOdwANKcDMsYGJgnAFkCQAwEbAs4QZQHuwETZzADQ3KmUQDbHpAIEDRBKIbbDhCGKQMATD0ISzHCXWQAAAAASUVORK5CYII=), it is a linear function, that is:

![f(x_0, x_1, ... a x_i + y, .... x_{d-1}) = af(x_0, x_1, ... x_i, .... x_{d-1}) + f(x_0, x_1, ... y, .... x_{d-1}) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhoAAAASBAMAAADvW2pRAAAAMFBMVEX///8zMzOgoKC7u7t2dnbW1tbj4+ORkZFOTk7IyMhbW1uEhIStra3y8vJpaWk/Pz8vQRdpAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEMElEQVRYCa1Wz4scRRT+sj1TvZPuNvsPBAYWkZAchvgjkixhUMlFhbkEfyDYBPHgLjoazBxyGVByHkRyiATmJAg5DKwRAgY6a4SVeNiLByOYAe+yp9wE33tV1V3TXbPp3Zl3qHr16r3v++pNV/cA2m6aealTNg9tcbbYA70oai5XtT3oC4euzEFYApsHwhOawz8nnMuN5iQsFg5Tf/0y2K5VoBdG1XLXu/imgn1woHPwttlVE0/aEdg8KNjUQStkGagit3mpi/s+wgNivmN60qfV2FHYqijAczpohCwHleWGbWBI82GsZjfuVjGPwlZFAaKeRI2Q5aCy3NUe1NRHeECsZjd2qhBHYauiAHFbokbIclBJbvPzdTQJ9MW7j0aGNrjwwb2SAnX14p4TFhHBDh7PpjkZsnHB3WaImmxlHIZx9PEy0H3Qo+cM5Xwq2WgnYy7NrUzDcm8JdIAfw57J60TdL/MS7Xyy9yGcsIi4/C4ezqY5GbLxLY2NN8jeIocharKVcajO1UdLtLo8QnfDc4ZyPv3sl4exLpJKGso0LPe0dEPhB+reb5KYHh+h9Jm5g5cg4Z/kfF/z+dIB+JSOSQZelUirDTB8bgxRk80y5bWA6EMwlBB9Arkb1GgR4kOVfNaQmwr7jSxfseOTSyeSRq9BTcyb+hjdy9fcwuQkfgYobEz/JE/x1AbMLBkfyeJhGzjnbGsI7t8z2VymAmGNXNXlNWsL+uzZZ8ODCspnDYWdSE+kxYo9j9wbRDIljWMV9xsjSb+FFPRKKaw1xI2UnsfUhCY8q/3mvlnbSTJ+lxW/5hjD3hQNgTpsfJ9SAXEG0kd9yCRCuLNvUQ8q55skg/IZ+Kq6VpWbUA8xxjuNSRC2o47K0Oy/iQ6fZItOnNGoMjVsrf3K4S3pg/5JmuNw4uRgSwrV+vdgYyXuu5ghMtRiE5yticpYAo08sD5cOZ+CjbRFI/G0nCqqnIc10BksyPu4zkulAf1yW1PKfxvf3dzOqBtZfBKte5sbwvhgD/EQuzyceXn7PQ7f5mz7gG7vduDk7ErhY/Pnhbsx5VxrBNFDLTbBuT0lKZqcFbC+ZLyqwagb5k7rblRR5TzcDdJnQaKNr54pN8yIgU5PJjflY3GlGyo1fjGFHfH7OvKEOp0Wm+I9SqYrg8EXrMTzz7w+GzFZKZYhnvyNFwaDNj8bmzqohcxDZQ2prQaS/ZmlbMzKPf4pNQ8N2Um61HF9XOlGUABZb/UP6wFP9l7nL1/JzsTPS4SUhGlpD4dgIyYrxaKsZDs98akb12yQ5rmopKHQl/zX6DhLUz8rN5KPajOTzY1fkIx0WvBvB3+aCmeKsmKxcpZyKzl/ndVvi4v/yJ0t0tk7BFuUWSk5RLJ9WtSRNpXl0fmoIA2OvvVTdeW+4oAvzXUVz4AuzhbP4OnFoqgZ/gdjPmNAg9dChAAAAABJRU5ErkJggg==)

While it may seem a bit restrictive to work in homogeneous polynomials only, in practice it doesn’t make much difference.  Here is a simple trick that ought to be familiar to anyone in computer graphics who knows a bit about projective matrices.  Let us consider the following 1D example (which trivially generalizes):  given a polynomial in one variable,

![p(x) = a_0 + a_1 x + a_2 x^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKIAAAASBAMAAAAqFhhdAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACAUlEQVQ4EaWUMYvUUBSFzw55yZhhZvYHuDDMYmPjNmqxTSwEKzesyrrTGBBER5C4sIiLxVRaOo2l8Fh2+iD+gLHQyiL2C4K9MOhWNvrOfS8mmWDjXNhz7/1y7s2+JAwg4SVMLalXkdbF2I0/luxnq2zj7CE23Apt8xXX/nca4ZWd9dw/N/7nquIwdUODdrtz6whzm8/VByqdrtRl2aT9yF5tO1OYuqKRdIMQNOl753vkcitzRSPpBiFoUBU9Azav30qOADU6OIGqWfzL++5pFLP377yFCfGy0BRU6NPP6/APJ8F0BMTh4iq8hTH0f5v4YYon+QsOSGiq/z2YM4uXhaYsUz/MvLnZmPQi2I10SXzDPahhJPd4zXv0BmoB812Il3cu6XDmqJlsp53pjslr5k9tGSmiu4FjjDGVXlO/5OEAlzLrJdAU0iBey2UDwSl6Md/MTSSQN1Oc2pvgZbKJM5rs7A20H4iH3hpVup3KBtK75mw9BFu/ECOMSFz4E299sI2ZtJr6ENdaZqP1EmiK0Py0pD93M/Rz72S8C9S/8Hd7s3TbnJyhKZ0LR3tmo/USaIpQnJX0k4FqwEswT205ilOXD7j6zZa0E/2d9OcsFxSg+Uvx1b0Ze51a3VjS20FaNM8/sjqQ1h9IqooaxtXW1PtvlgDb4PyHJaoSgtV/cc2SP+NXhQ1xCEr+AAAAAElFTkSuQmCC)

Let us create a new variable ![w](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAHBAMAAADOnLEXAAAALVBMVEX///8zMzO7u7utra2goKDIyMiEhITy8vI/Pz/W1tZOTk5paWnj4+ORkZF2dna207NYAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAOUlEQVQIHWNgMmEIY29nmDqLIYVhD8OBuwxrGBwYGHrYG4AUTwPTBnYFBp4FvA+YGBgYLqk+smEAAC61DFu8YqV8AAAAAElFTkSuQmCC), and construct the new polynomial:

![p'(x, w) = a_0 w^2 + a_1 xw + a_2 x^2 = w^2 p(\frac{x_0}{w})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASUAAAAUBAMAAAA5GDb4AAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADlElEQVRIDb1WOYwTSRR9tLu6PR5sQw5SiytgAqyFYSUSTMDuirNlGI5JaC1oOJZglhsSHEG4k0AEUgUQIaQWgoDMBBCBZAJE4oCEEMniSJDQ7v912t2DmGT5kn/9/96/XF1dNmAkzKyl12DcHfPW3B9zl+YEG9NyoKv0m+Vc3zrwlwXNGuUFwLtxuqzvvaVaF7G6FOoq+W7O2gHIYsLWIuB8IavzzlmyMYubpVhXqeYp23cbwtK2nPFhRas/0EhaJEb8Elev90ZoY9pKu4HgwCY8pils3xuo9YsJE0VgxP+sbTkCFc0y12wXY8g3lR4Cc1URJjOA6RstoFqKr82XIAtMtrUlLbDIWuYeLxJlK3WJu44gpf0yfYk5XUoIaB+/IwdjPa/8Ds9wiRPty+VwU4k2BZcehWom7rt254ETwDVAzJ67x1liCrvqryAk2U6Oz9xlu5OHcvB21TONS7UYitNNKsMl7u+XK1S4Ua5SsGVma0zRU2s3qGcnJKKL3ZimnAXS2vBXTrhwBQ9wG+GQ7H9ZEiD6EPfIjX/v1vKJjCwlkrWhVLpJZViyGuXYB5pc8ONopZNHcFVI5qDOOPWNannYUzNljTbjyDbjBnI9kwJINRIxRGddVGlVs0kNUvV/uLqi6LXldJPKnT1H96ItbcvRtK5S9gB7hPQM70V1fpL2aT+Bywzxgt7aHKLl4/C6X0siOYHl2QBmJmIlRzCFTblO16kMS1bMqXvRlmZQi690E095jpVKVqi+AzRSqDO+DxnHRz2xUE+hzjjvND+7P1CdC1rN9lkcxRsOUiJZM6WCKd2kMixZMafuRVPaPzu4SrQB7/mMW+G+R3CM3Abi1lekUUIzdStDQe9k20bRego7gkpeS09hO+gbGJG8MkUz6XSdyrBkpbj+QHHsj4irJLp0LN55hvt+6tBgaPbDe2c6CPg3afrglw3u7tLBk+uvHaaZksrM/k6mIdKSLaZoJpVuUhmWrBSHz5pjwIur1JyeAr55YoLMF8oViUbn9ELa3vEO4GfnHGW0nFu+zDxn70UXPG4sz8jveIz6Rj3tDvWS6oW0/S10QH3IX2FxKc/k4+wN65Ex6yx7Tfr8Kc83aKG+V58zBpxTut5WCyk+WQXprC8A3j16y9sFK7Y3bAE3bnyHtyFOgL0L05XxviIzQWZx/63G4f/LO0R/DPK71PQn9/3B92nOd8UPQn46HT75JVFN/wPnM/cSRqS7GQAAAABJRU5ErkJggg==)

Now we observe that:

1. ![p'(x,w)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAASBAMAAAAJYYvNAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABHklEQVQYGWWRsUrDUBSGP2vubU1JfAKhILi4FEQFpzi4ONhQHaSLGUSwLqUoqFOnzpmcO3RzySNksZvQB/AhAuLi5Lk393aoB5L/z/+dcE5uwFWQeVdrwz9G8OC9U104cwqzNcaRC04IfNuqZejclHC5Cp3ZqlXntNYR4chG7YT7f6whU3bPLm/hFdRgPDcdap/z6BM1Qz9NmjkMIA2rY8Men3nnjaBCh0VQWpbFiUFkB0wpDKM1ast7PQk3LIJFVApTXfgiTrG7XJAZqkuVRylml2tuJIhpdn9JdUfYZLNSECbw3ZcGtpfBfNinsSP+8OpnD8y3L+SSxTtWuKtF7nJmuhSVqmqR0a7krF8+aj+2EiWOYCb7Upl3tcq//QNtmTIYCg9w4wAAAABJRU5ErkJggg==) is a homogeneous polynomial of degree 2.
2. If we pick ![w = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAANBAMAAADGc1rlAAAAMFBMVEX///8zMzO7u7utra2goKDIyMiEhITy8vI/Pz/W1tZOTk5paWnj4+ORkZF2dnZbW1uIwxULAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZ0lEQVQYGWNgwACsDzCEGBhYr33AIsrARKIokwlDGHs7skkgE6bOYkhh2AMUfQcCBkAGSPTAXYY1DA7oahl62BswRXkamDawKwDVopjAs4D3AROyAQzMIPdeUn1kgyzKeUsMZCcWAABxvCJjVP6kUQAAAABJRU5ErkJggg==), then ![p'(x, 1) = p(x)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAAASBAMAAABft2a7AAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABuElEQVQoFW2TO2/TUBTHf3V87eKSpDNSJUtssHSAgjqZgQ6AaJSqqMqChRCIwhAVMZQpU1n7ARg8FHWoEFnZstC5H4AhA+yR2JAQnHvOdZ1InCH/x3ncR64hRFzWzGM0LwLfUsyDasPrQA2S8YL0Ilh13T2ompp4BhuNDCwzbJWGm8TN2HhzCvuWmPt9aDypDI/ILpqsm8KVRgb2OeCxYnLM8lyJb8mGc4bSUTBOFVcKXgXDg2+Jmo1aRsZa3ITr93eew3upHBycqOtbXEUT0a3djVSM3dMbBQOSd6NUBgygl83uaJlv8bfGXx85vNzj0FU4vrSGbJNk43iiLWWnQOOyxSSUZzxyFQk/xNmG5eGKrCKEpVDiW9x6EAof+KrLrorage90eujxH1NqgW/R49cba0/46Y8fTxOQ4+/xVAo7pOu/6SW58EhaskJIHW7kZkx5260cyBX96o8l1b2IT/b7RGuQ3r2WL/6V3dsy+g8Ptj7lIKud6ywnwscLg8UHc7UUt28ZeTDJxOjMoGew+CzfeLNrmVbJ4TejBwrtwpSeyajs9KMflOaqn9Wu3GrZ8P9/Yk+0IOcfTbtb1ChMiksAAAAASUVORK5CYII=).

And so we have faithfully converted our inhomogeneous degree 2 polynomial in one variable into a new homogeneous degree 2 polynomial in two variables!

In general, converting from an inhomogeneous polynomial to a homogeneous polynomial is a simple matter of adding an extra variable.  The fully generalized version works like this:  Suppose that we have a polynomial ![p(x_0, x_1, ... x_{d-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAASBAMAAACnV51MAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABlElEQVQ4EY2TsUoDQRCGf8/bTbyQ6AsIZ9KIaQIBLdJco4WCHhFBUuiRQjBpQsRCqzxCWrsgCZYe2Fml0TqFjSCYwgcIaKWNs7O7IeUu3My3/z9z2d3bADz8RGfH6M3r2nNyApnasoEFx7xt6vz5GxwbW6YumDg22LIVA1kruOagoysvXRtsnUd7K+0eJ7eAaHSHVl5ko508bEXWpiwGkNe9TL8BxMFsxzqLrDWBx2WzOhb8GWSQ+mNqTAoRRDFiWTEOGE2Q+CISPZ6SQ43IdnL9IxKWgBb67Cj2/jTauEYgqVw7ogJ8oBCrwzlEUsKPcphR1miiP5XUEvKMHHU4pzhHAZnKL+IaRmhCMzVKqqOnSeFqdSDQPktsYxAB3/UUqxN/2KqjhntsTMBMjd46vbqHTQr7e6MwPzWfm35RXYBXekRIgb4MLVUmjFBLvTCokzd4x1O1miqHrpwcK5l3jU86HKGmapAdazIxF5Y7jOTQJb95UZMuK6IY442JFnEX5yPDOuVHzyyQo3avh0gsOWX6I/8DmUVNDFx0WyIAAAAASUVORK5CYII=) of degree r in d unknowns.  Then we add a variable, w, and construct the new homogeneous degree r polynomial,

![p'(x_0, x_1, ... x_{d-1}, w) = w^r p( \frac{x_0}{w}, \frac{x_1}{w}, \frac{x_2}{w}, ...)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARcAAAAUBAMAAABVHmT9AAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADpUlEQVRIDbVVz4sUVxD+7On3enbG2Yl/QKDdJRKcg8Oua0APmUBiQBNtZrNBPSQPETW7HgY1IcaDfUj0OheFQAJNcPEg4rAmh+S0l0gugTkkB2Ehc0juTX4QSAhaVd2v97Ujm52DBfPqq69+vJp6xQyQi28smlCHW8Uf3spZ9nnWbAArFk+qt0rUg+1XK2JfA5Ltp5UjK6Zsu1bNNf4PH8gDDsKf4DuUq+qkbLN1dS4V8ijgLe7D13nxl+ZSfyQOphszSYbzcznX11EblhyTGP3x4NfTSMh7wNmq8sMlsbSJI+TRTEdrpcypzNJ9VEv8RMad8eh61gticl2DF9GEWIIUthmigdvC2qPWE1Tv4ANLTa5b4ylTQ+HoS+KjNd82E6yEHdsM0U+vhjcAZt9YPAN8AqhTF4tWl+7s7Tx1xzjVHfjJxhCn3EDVwpHGjzRxb//SgSABWrN77DN5a3PGNkM0LgduJlQC/WEc0BegilEtfSX3Ktyv9EqRGKeCN+PaYMrgOAU2H5P8TuDyx7iLWwTOncAVlRAgsQtMUH0mDB/6h08LzMBPoWsDf12aMdMdqJkO0dD4lZw0tk0RCioWRnZAV9pVU4c0U8SZeVwHJ5q7eEslBb8NQM2g2qv3s4o7gGU7xheAfVzTEaKgUya8f4XeaTZAzSyKYY+HjXVpBjfwLZffJcK52JFhiXRom6nawAamI8gCH4OZxZ/i80cavFCOMAUvFKYl5wWcxM+0FWQUz6TXVb9B9UA9/cYLvH3h+07gfUqYRtD+B9EhrOI0cKmZKG5GhzSMkBgdCrXynpHiLfGcx6uge4utZ5eOK6lioGKVYsRIhCtZoQusMM3V+dJaB/ijSx2hOfRvL3dxCF9h9xBHDq+G3Iz3Ig0jxst0MNUY5T9HLfFUlo53zeYvB1UhWXjnrz2smws0sf8YiXAlK3SBFaa5Oh3gH72H4lChKH4mbQTKM53NYH56ySM8mJ8f8MsUnmf9HVD8TkNHN08kVcTT9NiVi0PT34Fez+hU1C+0wDJlsmgy/AqO1MNWT0xqpvBUjBOxCS8wbNLndHJpmhTH671Be0QvSNCl2SShP8or32fwoig1E+GnjMDJm2h0cpypxup3QqjPo02PswFOcPAF3x6EwNv9hQrtMyf6jypRG9kFDk0eEnerlBFq8iPcKuVdHvCXng1pTQ1tuEuLuwiywc9DN3uxfXj8XS2e16Wfx7XPrul/Mxdaz9HFGQtd2nJPAP/ixo/Vzc+SAAAAAElFTkSuQmCC)

And again, ![p'(x_0, x_1, ... , 1) = p(x_0, x_1, ...)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMsAAAASBAMAAAAH5DfnAAAAMFBMVEX///8zMzOtra2RkZHIyMi7u7vj4+PW1tZOTk5paWmEhISgoKA/Pz/y8vJbW1t2dnYaOcFcAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB+0lEQVQ4EY2UsU4bQRCG/xy3a2KESY2EdNhNRIMrQNBcCigowHIUKXGTU4SQMA0CUUBFRe2G3kJGlPgR3EDtghIJFzyApaRKQ2bmbn3O7eFlit3/Zveb2ZudOyAxPzJq4uzlrLrQETMLHObwOS7dtZ0udMR8Ado2bnn8IbBied2oYdbh55wyG9BfHwDNrPcdqGEuUexbuO1QlOaj5XajCaNbmLboHAenKR5lF9xowsyEOMjCec+cxrOq60aZqWx+3QPOAdU47pjg326XQqPTmdOoNsaM4MiNEqNPLwotoAHUisPVJILC3ZRVHEoxALjb8MoWIIbdKDG62PV7kiYqhVDlEGQaLxSQXvV/G6UxboEpjQPlo00fzbSAXSI/cLuSZvsELHdjmY5StGr6HMNuVBHzhFIN0gI7iCr4I1H8gc65bE4jLWCKJjC3wGSUme/4SftKKFT/oraBG/wCTubaigPqgAoYkEcHLL0BNXSIMWP4bZQ5DsfM7zrlwlzf7zTr2MA1FvvY3roJOI23QLEv8JkGkoW1+SDzeTL8NsocwcI8yOFUIBMXTUcipTz7seQxkebHES8w7EaJ0T3aSTaU8ZlaQImKb4FuzVgizW9Q3LrHkxMl5uyedwLHMqpyDY+igB9XmA0TDSP5ilKLYRc6zqgopScoL2fNhRLzD9sukG84yCtXAAAAAElFTkSuQmCC).

Indexing, iteration and combinatorics

So with that stuff above all out of the way, we shall now settle on an implementation: we’re going to use symmetric tensors to represent homogeneous polynomials.  Let us start off by listing a few basic properties about symmetric tensors:

1. A tensor ![A_{ijk...}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAAQBAMAAABjB6suAAAAMFBMVEX///8zMzOgoKC7u7vj4+ORkZFbW1utra12dnaEhIQ/Pz/IyMjy8vJpaWnW1tZOTk5ValgOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAnUlEQVQYGWNgAAJlEIEKWIRQ+SAeayqmWEkHhhiLwjQMMU4GLQwxawZDBoYpDMwFLF9gcjyXlCYegHA+wMRYDzA4PgBzWC7AxKwZGBg3uE9gqWRgV7GECHqKM7AEZu+5wM12gDOOGaYQRLMaMLAx8KsiCzHwn2PYyXCMw4+FwYEFJsFZwBDNsIldj9/hC78DTJDhQQKcCWdc2gBnAgD+mBr28CJJ0AAAAABJRU5ErkJggg==) is called *symmetric* if for all permutations of an index, ![ijk..., jki...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAPBAMAAABXQo/ZAAAAMFBMVEX///8zMzN2dnagoKDy8vK7u7utra3W1tZOTk7j4+ORkZE/Pz9paWmEhIRbW1vIyMj92lWaAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABBklEQVQoFY2QPU7DQBCFP4w3yPwkDQdIgZDoXNEhuYIGCXdIqRIioaRLg6Bc0dC6ijgAFXUOQBPqSMA5wgkQs7NrmU1S8KTdt/O9sXds+LeSHPZL87jywBxFLg1KxWW913XwwiOXxjqMS1dtQLBj1xpXkBnC+ZDdxd3Jn9b0Nlfk0qD7B8ifaV9Pjmokvp1ZRS4Nql6humFrXAP1rNVV5NJaMzkc89Ob1EA96XvkUi/zVsGMj47zRnuFIk09Tcal++SnTrfM+kzRDWQ2hyRVMAVzKqMvsHxVLcsI2QYFnKFIUqUj/9b2d3OnnDIZYhmRUHw2/0CJ4eDCbmhM5y8xveKyV8QIfgEibTnblZGhlwAAAABJRU5ErkJggg==) and so on, ![A_{ijk...} = A_{jki...} = ... ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAQBAMAAADOqnHCAAAAMFBMVEX///8zMzOgoKC7u7vj4+ORkZFbW1utra12dnaEhIQ/Pz/IyMjy8vJpaWnW1tZOTk5ValgOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABG0lEQVQ4EX2PsUoDQRCGf8lczkNhwcZWojYWEktJc1aHjWAtSBormy1srNKmjBDyHMFOSHGVZQh5gjxCijyAuV1nNnfszRQ338z3D+wB+7qsPq2lWz6jM6ZY161cJG+CEdCtHHyMBSOgWz6gixljpOtWDjLcCDOMq7LVpFvOY4A7YIqOpZ3sAjjr3TRsm3S67n2VfrltOkBsxB2kkxIPGzfTStbyO2wPHCBW8gPgaF5M6BPp1b1sGZz1rpjwUnoBsiiAx3PQ8/tiddIts9eO6H/w1rtFeCjHRki3GPGU9NGFueax2Z3bZ/QyS/zg9/iJkFMk6ZxZtlg+yCxe8J3emnxncl6G7lxmW2zIbYaBm6S5WnY9r421QXNV8A8WU0VCLpKsSAAAAABJRU5ErkJggg==).
2. As a result, all vectors (aka a rank-1 tensors) are trivially symmetric.
3. Similarly, a matrix is symmetric if and only if ![M_{ij} = M_{ji}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAQBAMAAACo3E/QAAAAMFBMVEX///8zMzPj4+OEhITW1tZpaWmtra2goKDIyMhOTk67u7vy8vKRkZF2dnY/Pz9bW1uUwepGAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4klEQVQoFWWNvw7BUBSHf9qGq6m0A5PlLkyGMpgMFS/QifWGxWgxiiYdLUaJRSw2MZB4BPEANonNJPEIWlz3j7Oc8333Sy5g1H3AKjFoo/lOCOQ8rUlQ9cM5sElKfVTf92BVRnoDqJ6VQTLBf6V4iy4QtXlUuCZzSUn1WXQNOgYasBlv0829zUyaUougJ79/btXbmEQo8kr8qPo1tpTcUPWNAU/f++uNQeqdB61hescsJO5Oyrgn7vEgtLOCK0i6XJwF5feIBUlXjGXwQ5Ph9AP5OKEpY/CUid+67UX8Rd5v+wJrHTXSefPTBgAAAABJRU5ErkJggg==).
4. A rank 3 tensor is symmetric if ![M_{ijk} = M_{ikj} = M_{jik} = M_{jki} = M_{kij} = M_{kji}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS4AAAAQBAMAAABaaY8ZAAAAMFBMVEX///8zMzPj4+OEhITW1tZpaWmtra2goKDIyMhOTk67u7vy8vKRkZF2dnY/Pz9bW1uUwepGAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAByklEQVRIDcXUIUzDQBQG4J92lK6UFAEKUwEkEERBoBAlSMwUsxcmhiQEEgSEJggEhmAgwSyQgCMIluBAIAgST4JDkcxjeNdby7F7XXB9Zs199/+9dOsAaz4CKuMC5pRLKzVgaNQ8Fa2UShsnwA2djZlSaX0UlalN5lRAqSQm4A7E7LnKpEp4jmRZP9a7HEErpZKDNSvcARbgiZlQPx9ysk5BqltGnrDDgpSqW2BSss4OcV1ABJRysOSirrZU9Z060avxd/6V6qn7LTTqGPKwn2BM3XUq/ci/x5ys7HU1iRJFqS4Avam8rh9d4jZ0PzAdWQ00ZyP9seTkbF2R6tMlq1GYUjDNFaq6IqKjEPlf4RwOPnFcc4O7pbil3fyX7GePlCE3eGiDT6m64+xJy3BWKOvaSL6ZQiICLeW3EODsSduaX/qt6h5IuQnwWpBSdVRrjqx7BTqmQBI6Wqp6j8PhzlvM7b1/HJnEISOg1YtVPqXqqNYcWXcRu5EpkORGWsoWeHE3mzGz1xZHzjZeGAGtLhakVB3VmiPrFuEnpkCSn9hCo5h7rrnzyq+moT6UeoX/YdC/eQ/Uk/wQzAWv/Goa70OpD+4yd5FLKfwA3Dfb+E5l6lAAAAAASUVORK5CYII=) (and so on).
5. Consequently is the dimension of each of the indices in a symmetric tensor must be equal, and so we shall sometimes refer to this quantity as the “dimension of the tensor”, or when we need to be more specific we shall call it the index dimension.
6. The dimension of the space of all symmetric tensors with rank r and (index) dimension d is ![{ r + d - 1 \choose d - 1 }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAWBAMAAACifNj6AAAAMFBMVEX///8zMzO7u7uEhITW1tbIyMigoKBOTk7y8vJpaWnj4+NbW1utra0/Pz+RkZF2dnbcc2NjAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABGElEQVQoFXWQPUsDQRiEJxez2TsW/QtbGUKaELC/yk5JY2yXqF0QS8uIldgEOzttbE1tFRDSKPgXUmgaZbnK2nd2VxBJlmPmnXn2vhb4s1phbrhUWbqhPFLw5nSfXi+pm5RXCozDCX2A3a+KoBg+MRNs0c9xUFmCa5wxEzQWQNaFsoX/9O/PeqK8XxJwS26Rj8M7RuZY9oc70ANqY+SS5FGX2zsBtG/ky4D7EKCi/eohINeKJds7K2rgAnhZB+L5/KfyqL3UZfHvBjFKW0ugqDiY7xjbQLOMo5kFn8e0BJQL40PnLngCcpx6ykJPm6FHBBsTSR9sTPcKp967BOqldOHs1WzOGQnscyyciO4d9RmyW8u0EFm3fgBCdzfsUHIyXgAAAABJRU5ErkJggg==).

And so the first problem that we must solve is to figure out how to pack the coordinates of a general rank r, dimension d symmetric tensor into an array of size ![{ r + d - 1 \choose d - 1 }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAWBAMAAACifNj6AAAAMFBMVEX///8zMzO7u7uEhITW1tbIyMigoKBOTk7y8vJpaWnj4+NbW1utra0/Pz+RkZF2dnbcc2NjAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABGElEQVQoFXWQPUsDQRiEJxez2TsW/QtbGUKaELC/yk5JY2yXqF0QS8uIldgEOzttbE1tFRDSKPgXUmgaZbnK2nd2VxBJlmPmnXn2vhb4s1phbrhUWbqhPFLw5nSfXi+pm5RXCozDCX2A3a+KoBg+MRNs0c9xUFmCa5wxEzQWQNaFsoX/9O/PeqK8XxJwS26Rj8M7RuZY9oc70ANqY+SS5FGX2zsBtG/ky4D7EKCi/eohINeKJds7K2rgAnhZB+L5/KfyqL3UZfHvBjFKW0ugqDiY7xjbQLOMo5kFn8e0BJQL40PnLngCcpx6ykJPm6FHBBsTSR9sTPcKp967BOqldOHs1WzOGQnscyyciO4d9RmyW8u0EFm3fgBCdzfsUHIyXgAAAABJRU5ErkJggg==).  Closely related to this issue is the problem of indexing, and we are going to need methods for both randomly accessing elements of the tensor and for performing sequential iteration over the unique entries.  In fact, it is really this last issue which is the most essential, since if we can define an efficient method for enumerating the unique elements of the tensor, then we can simply use the order in which we enumerate the entries of the tensor as the indexes into a flat array.

By definition, the entries of a symmetric tensor are invariant under index permutation.  This leads to two distinct ways to index into a symmetric rank r dimension d tensor:

1. Tensor style indexing – This is the ordinary way that we write the index for a generic tensor using subscripts.  Entries of the tensor are parameterized by a length r vector of integers, ![(i_0, i_1, ... i_{r-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAASBAMAAAApjdQwAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABNklEQVQoFY2SsUrEQBCGf7KexpzJvcJx2F2TwkICwj6BBDu7xSe4R7hSrtbCQkhxB2kiKWzzDqsEBG3uBbxncCaze1E4JJMw888/X8huskCQYmBY4i4GskLmg+kkRaCB1/0DvXLWb0PlGBmAbhe9OmQsceLBAfUWlwMoj7R4BCrt214556+xwQanTws369VhY060Srao3nnOKtAkfLDh4pzqnC5MjMrDzpwYfGk39oa0MX/KF95lqeLteMpuqRBrFj7IcNFSbXEGNFmiR8UVtU3GNCllKVNqsofvuuOZvsHYYG2Jtm8GpJgmFS/wwWltZ3Wxp5eI+GTxSlTauUQ71bU4KnC922laBejPg190XIeIZEq0U9KHRirRdKrwzF31iTtxy5VX0svHQnRf8H4QyQpk9m+2+AHjtkcgCGh4GAAAAABJRU5ErkJggg==) where ![0 \leq i_k< d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAPBAMAAACxa0SdAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZFOTk7j4+M/Pz/y8vLW1tbIyMhpaWmEhIR2dnZbW1vXrp1vAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABGklEQVQoFWNgUFJmIAyYDFgCoKpYCoAMPgMMPawiDGwFDA0QcaZDIJoTwkEhJRkmMjBIgYWYj6DIgDilE8BC3B8YFjIwtIDYU0+DRZCJvZYQHmsAw0YGhiQgZ+4riAgLwi96DmAh9hD/DTBV9gsgqlYtg9AMnLFQkfoJQOugNnLGbQBLF4QysKeDWG4gD4PAJwYfBoaJEyCu57RxAAt2MjAkgBjclyFO55RkuMwACgkBsDSDjgOQZjlQwH4AzGe/CjaNO4Ehq4CBKYDJACzKwOADFOZTd2Ay9wULcNpuANLsCdwCCgwMJqpQRWCKxYiBN4oFKuI3Acgw8rqyAMpHpthMkXkobN27QAC0EQjm81WhSGHnbGayQpcAALRjMyDec7AbAAAAAElFTkSuQmCC) for all ![0 \leq k < r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAPBAMAAABAYB8QAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZFOTk7j4+M/Pz/y8vLW1tbIyMhpaWmEhIR2dnZbW1vXrp1vAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA80lEQVQoFWNgUFJmIASYDFgCoGpYCoAMtweYOtgKGBogokyHQDSPAoSHTE5kYJAC85mPgCnGCTBZ9kgYayEDQwuIPfU0RGQZTIL7Mlz1RgaGJKDw3FdQuVguP5CzGJiegAVUl/gxMEDV2C8ACzEwfFnFB9I/9RaYzzU5oZaBAWoXZ9wGiCIhsCks6RAeO58CkDFxAsTNnDYOIGHuL1EgimGvJZhiAHsB6HcBCFfHAUjzGuxhB3Nrw8EU2AtMAUwGYB4Dgw/QGrYF+1gg3Mm3QbQtmGOiChGDkGwMvO5QPstLIOM1siQRbN27QAD2EhGKsSgBAGR8LnR0adHqAAAAAElFTkSuQmCC).
2. Polynomial style (degree) indexing – This is the style of indexing is unique to symmetric tensors and comes from their close association with polynomials.  Here, we take the index to be the degree of one of the monomial terms in the corresponding homogeneous polynomial   These indices are enumerated by length d vectors of integers, ![(a_0, a_1, ... a_{d-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAAASBAMAAAC9a33CAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFZVTPUsDQRB93OYSXbNglTqCYGETSIIWKttYKqkPAqeVYHPgH7ASsbomdmIaIVGLQ/wBVnbCCgFBiQimsgj+BGf27mIiNjvF7sx783Zn9gPwanAwxbkNBwEgNKW3nCT4BDztJmkCfugmmQNKbgr4MdYdJUqjQ6fw1ZtUt3V98meNaZYo2cIVsBFe5mnicf4797N5imXES1jyhBvIYZWBspEJPE3exJiFjGy8bCWrKFbQRhPHDO6FvsGbZjczy0IkHKp7En9Q+16Eo9o77hhcQakO6vDXLAtlLDIgmUYZIvIWzQiBIHgNS4rRTToUQ6Mwlm3c1nKJX8VCiJ1+EI/QVhWg8Nrps+Q5hIrwwgOx5w/Z7dEudJUy3ZILq2flkESkq+ZA6wC747EGSejBILH4IbXfzTM0ZOamU8EMYuuRhJ4lLmwgh91i1XpA7wz7mZtOxWDbcvK0yw1DztQwk/pPQF/sB4oYUBLVejtIAAAAAElFTkSuQmCC) where ![a_k \geq 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAPBAMAAABpZ+CXAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAxUlEQVQYGWNgwAJWrUcWZFGA8rg+sBggSTCdboDw+BQYJiCJM7BZXwBzExkYJJDFGRi+OoD4jQwMUxgYlF3CEJJLFwDZFxkYXjEwlXEgGcb1CCbOvoBlA4OeApALBPwhIBJsTmICzwIGPhCXgSE5FkwlJgDtvcfAp8SgCubn7ABTDEB3CjDoMVzkYlivcoCBgWsTRJiBy4DrAwP/kh4PhsMNDlAxMPVlMZT3HtnfCBVsBZsagOacAYJDCFEGBt4P64HiKAAA/5Aq5Xmjzq8AAAAASUVORK5CYII=) for all k, and ![\sum \limits_{k=0}^{d-1} a_k = r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAAmBAMAAACL9PDtAAAAMFBMVEX///8zMzO7u7tOTk7j4+N2dnatra2goKBbW1vy8vKEhIRpaWnW1tbIyMiRkZE/Pz+NW0g4AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABe0lEQVQ4EWNgYFBmAAHeAjCFg3AFi6fiVZMGVsOGRw1LUQtBNTMYDAiqyeLcwP7u3XMGfHaVsdUQNGeW+lqwGu1NYGrgCUbR0NDQzYJC+FzCBpZl+41PDUPgBJA0N5jEpXB+A0iGUwFE4gI84rhkkMQfHkDi4GByQGIVKOuntBNNDdsbpQCQEIsoVIKlk+cDg7MDkMcKDI/QMCDjZDHLAiDFwKAI9RNHAlMAAzNYCEY4gBSCQBmEYpg4gSuBwRvKgVKSEJp3AZR/mYHZhSHdCciF28UDdStcpzPDRTaGdQcUoFpAFPsCCAfiFwegQNIpHQbzBxBRCMl6AUyzHgBRTBAOA2dDCJgPEkMAiIuToQK8BekHEHIwwS0uLi5nK6QwJJAEWDvAoAdJiFZMFhOIyWq5eGyABCTLAm7calg2gOXYHkBDC5tKthItkDBfAZcCNmmwGNcbJr93796dKwBGOS7AXAeWwWvXDFYfkDknA/C4+Tq0bFFLwmUTAwAOzE9ljsr8aAAAAABJRU5ErkJggg==).

We can convert between these two types of indexes up to a point.  Converting from tensor indexing to degree indexing is straightforward, where we just pick

![a_k = ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAKBAMAAAAnY0GXAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAXUlEQVQIHWNgUHYJY0AGTGUcEyB87t1AsIuBfQHLBgY9BYSaxASeBQx8CD7DPQY+JQZVkABUix7DRS6G9SoH4Gr4l/R4MBxucIALgBnvDVD5bAWbGlBEeD+shwsAAGcXGCCNQkkDAAAAAElFTkSuQmCC) the number of elements in ![(i_0, ... i_{r-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAASBAMAAAAUH7VWAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABDUlEQVQoFYWRMWrDMBRAHxZpE6d2rtChmxcPHUog4LlDMN26iZ4gR/BUeoEMGQoZEsjikqFr7qAWQ6FdcoKcoV+yXSITUtn8r//+M19YEKScXUa6t2eNup//48QpQQbvXe0YqJyeBnn95YGCS797onrk7gT1UcUcysyHHbBmzWAx850OSMRR8Z7y80izoFk3khN5GGmV91tq80g3VWR/wps980ZF++F1g23aqLaoZFNxBbtxnPWWEyknKCNhNx5Mf5xmnQeGmpURx3xo+CKaSViZIAn/nILQ3qudpVJHm3DP9HDIZA5yF2yFXmz71B+23nO9EUfulFdbld88tW2XCxfDl6UcD0Jvhmt5wfALIUU3QLCHaS8AAAAASUVORK5CYII=) that are equal to k

Going the other way is a bit harder, since there are multiple tensor indices which map to the same degree index.  To resolve the ambiguity, we can simply take the lexicographically first item.  This same idea also turns out to be useful for enumerating the entries within our tensor.  For example, suppose that we wanted to enumerate the components of a rank 3, degree 4 tensor.  Then, we could use the following ordering,

Pos. Tensor   Degree

-------------------------

0      (0,0,0)  (3,0,0,0)

1      (1,0,0)  (2,1,0,0)

2      (2,0,0)  (2,0,1,0)

3      (3,0,0)  (2,0,0,1)

4      (1,1,0)  (1,2,0,0)

5      (2,1,0)  (1,1,1,0)

6      (3,1,0)  (1,1,0,1)

7      (2,2,0)  (1,0,2,0)

8      (3,2,0)  (1,0,1,1)

9      (3,3,0)  (1,0,0,2)

10     (1,1,1)  (0,3,0,0)

11     (2,1,1)  (0,2,1,0)

12     (3,1,1)  (0,2,0,1)

13     (2,2,1)  (0,1,2,0)

14     (3,2,1)  (0,1,1,1)

15     (3,3,1)  (0,1,0,2)

16     (2,2,2)  (0,0,3,0)

17     (3,2,2)  (0,0,2,1)

18     (3,3,2)  (0,0,1,2)

19     (3,3,3)  (0,0,0,3)

Here, the left hand column represents the order in which the entries of the tensor were visited, while the middle column is the set of unique tensor indices listed lexicographically.  The right hand side is the corresponding degree index, which is remarkably in colexicographic order!  This suggests other interesting patterns as well, such as the following little theorem:

**Proposition**: Colexicographically sort all the degree indices in a rank r, d-dimensional symmetric tensor.  Then the position of the degree index, ![(a_0, a_1, ... a_{d-1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAAASBAMAAAC9a33CAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFZVTPUsDQRB93OYSXbNglTqCYGETSIIWKttYKqkPAqeVYHPgH7ASsbomdmIaIVGLQ/wBVnbCCgFBiQimsgj+BGf27mIiNjvF7sx783Zn9gPwanAwxbkNBwEgNKW3nCT4BDztJmkCfugmmQNKbgr4MdYdJUqjQ6fw1ZtUt3V98meNaZYo2cIVsBFe5mnicf4797N5imXES1jyhBvIYZWBspEJPE3exJiFjGy8bCWrKFbQRhPHDO6FvsGbZjczy0IkHKp7En9Q+16Eo9o77hhcQakO6vDXLAtlLDIgmUYZIvIWzQiBIHgNS4rRTToUQ6Mwlm3c1nKJX8VCiJ1+EI/QVhWg8Nrps+Q5hIrwwgOx5w/Z7dEudJUy3ZILq2flkESkq+ZA6wC747EGSejBILH4IbXfzTM0ZOamU8EMYuuRhJ4lLmwgh91i1XpA7wz7mZtOxWDbcvK0yw1DztQwk/pPQF/sB4oYUBLVejtIAAAAAElFTkSuQmCC), is

![\sum \limits_{j=1}^n {{ j-1+\sum \limits_{k=n-j}^n a_k} \choose j}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAAArBAMAAABWcsFxAAAAMFBMVEX///8zMzPW1tagoKC7u7vIyMhbW1uEhIRpaWny8vKRkZGtra3j4+N2dnZOTk4/Pz8aJJwSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACnUlEQVRIDcVVTYjTQBR+bZM2aZJFUdjTYkBFb5Z2FbGXyIIIohSKCC5K8CCsBwkLe1hQKCioINKLLnixgl6yl0LRPYgSD4K0FateLezBizePXkTnzWRmkmzSzc0Hfe/7vvne/JE0AHli+KqXx5biGfUnKWoeqdL9nseW4qnoaynqf5IOLi7JlZU+xW2pFOd9//ZfySPooluOMAqNb6SwOQBOElxtJS3IS86lHfKAKL1Q1RCkdmrdVaGbW8we7dR/hFOQYi4+kAQ02Aw4VctdCqOd8FkMwxPYVifcHK9lOOX7NRjA0L/h22xM6bBK8pbeUWuCRYAD4ZFja1YDYWka9dKhyWPBOajY8JJi5b4jbwjqfBxgY2lN84IS3kthYTqdPtq7nw62wXali+9KcYiGPxbWkQDwqAbtMX5T9SfcwdkSsUz4J6mPqg5cRsuXLmYNs+IhTIb+Zzq9eSCuziF95mLWHZI0TLmi4hBbcZ/wFujygs4AxgQHn9uYMd6zEslXIpjAGqfqNqIyzYiuYopFO8YkMfcgNhe4coYDUevnzUajYW7Su4Rlhw/otBNOd0PhNR8Q9Z6J0HxjwaDRhA9it2FnkxsvcCDq11s6WRPWrQClko0Zg+1W9RgDOMYBr2b/BYXeRgurxXUo/kL4UfCCQOlAdioddLBXNSBoziYpOyryya/iiS0bvQpup4Q8V5QDYmP38w4bdBdznjhKTOrD8Xh8+MQ89bOXM9F6LsGRrpKfdZ3GNTosr4DSzFTsJYfMnAd9mmxM5SMvVSYiO0b6Hxr2tFayOpn+Nnuf7uxOI7NTPpyJGcJjZHemf4vILK2Voe/7dmZnccd3TiztUpTZqR0XzgRQvdlrJuwRGh7j7N2IlgvOOMYu/dnH2KXxH8YUeJdF/YjXAAAAAElFTkSuQmCC)

(That is supposed to be a binomial coefficient, but the parenthesis seem to be a bit messed up in wordpress.)  I will leave this proof as an exercise to the reader, but offer the hint that it can be proven directly by induction.  It is also interesting to note that the formula for the position does not depend on either the rank of the tensor or the first coefficient.

Putting it all together

Now let us try to work out a method for iterating the tensor index incrementally.  A simple strategy is to use a greedy method:  We just scan over the index until we find a component that can be incremented, then scan backwards and reset all the previous indices.  In psuedo-C++, the code looks something like this:

bool next() {

  for(int i=0; i<rank; ++i) {

    if(tensor\_index[i] < dimension - 1) {

      ++tensor\_index[i];

      for(int j=i-1; j>=0; --j) {

          tensor\_index[j] = tensor\_index[i];

      }

      return true;

    }

  }

  return false;

}

The *tensor\_index* array contains *rank* elements, and is initialized to all 0’s before this code is called.  Each call to *next()* advances *tensor\_index* one position.

Superficially, there are some similarities between this algorithm and the method for incrementing a binary counter.  As a result, I propose the following conjecture (which I have not investigated carefully enough to say is true confidently):

**Conjecture:**Amortized over course of a full traversal, the cost  of *next* is constant.

Using all this stuff, I’ve put together a little C++ class which iterates over the coordinates of a symmetric tensor.  I’ve also uploaded it to github, where you can go download and play around with it (though it isn’t much).  I hope to keep up this trend with future updates.  For those who are curious, here is the URL:

<https://github.com/mikolalysenko/0fpsBlog>

Next time

In the next episode, I am going to continue on this journey and build an actual symmetric tensor class with a few useful operations in it.  More speculatively, we shall then move on to rational mappings, algebraic surfaces, transfinite interpolation and deformable objects!