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This is a post about a silly (and mostly pointless) optimization.  To motivate this, consider the following problem which you see all the time in mesh processing:

Given a collection of triangles represented as ordered tuples of indices, find all topological duplicates.

By a topological duplicate, we mean that the two faces have the same vertices.  Now you aren’t allowed to mutate the faces themselves (since orientation matters), but changing their order in the array is ok.  We could also consider a related problem for edges in a graph, or for tetrahedra in mesh.

There are of course many easy ways to solve this, but in the end it basically boils down to finding some function or other for comparing faces up to permutation, and then using either sorting or hashing to check for duplicates.  It is that comparison step that I want to talk about today, or in other words:

How do we check if two faces are the same?

In fact, what I really want to talk about is the following more general question where we let the lengths of our faces become arbitrarily large:

Given a pair of arrays, *A* and *B*, find a [total order](http://en.wikipedia.org/wiki/Total_order) ![\leq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAAKlBMVEX///8zMzO7u7vj4+Otra1paWmgoKDy8vKRkZHIyMiEhIR2dnbW1tZbW1tx/WKqAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAOklEQVQIHWNgAAImAxDJEgIi2YJAZEUkiKzaAyIZcg+AKfbuCRA6VQFMM7hCaVWwdogYmPRaBQQwQQCy2wmhHyQe7AAAAABJRU5ErkJggg==) such ![A \leq B \: \mathrm{and} B \leq A](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH0AAAAQBAMAAADJxG2SAAAAMFBMVEX///8zMzOgoKC7u7vj4+ORkZFbW1utra12dnaEhIQ/Pz/IyMjy8vJpaWnW1tZOTk5ValgOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAByElEQVQoFZ2RTShEURiGX/fHNM0dJiMU6XblZ9TkaqKQ3CFFUWxkQcnvwsIUG4pkQ5HMRpTFZGtzbW2MhYWF/CULmzvZWcpKFr5zzr03Nky+xbznvN/zzjnnu0Aepe7mAf2CaCe/NKlV47Vli1ZKeqP22XOEzgP9Fca47boco7VkckMpcf3AE1/kgJzlWkIoXxRBUanYuRiQ1LmhzghfehAaBy68o4RDeekWWiXfeRgwMsSNpS0ul96lH4EVcnpa7NDsSwwwEpQPDyGQYZyPIdC3zgxF32dy5Q+5EvI0GY94x7ld7Kg6m1+BjVbrB4bu4AQZCKKRSZ3DfqlC0cRBlnQAD8ghbCYBOv800bbDuj4G7EkZ5nSgmYk26r5ZvYX8SYayOIdXhFPtPD8OdGW/Y5BtOcKMeyPNGtDiJhMU6kCUtAGb3/KT9ATe9zBcG7EqwtQskg4p1SoHChyE6EtpETw57Hxx/2p6gsUpF8MYFDLp+mw2ojot0jPgRqfrRzBpsnwwpUQRykB7ExDAMZlC9EH7y6EM03z8kj6M2m22iyUG1+6OhqdQv7hgNh0b3nwEqaRT6C3zDvbT/18sH1JZf+bzxP78Hxf4Any/ZV7OHM1yAAAAAElFTkSuQmCC) if and only if ![A = \pi(B)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEQAAAASBAMAAAAQ6mVrAAAAMFBMVEX///8zMzOgoKC7u7vj4+ORkZFbW1utra12dnaEhIQ/Pz/IyMjy8vJpaWnW1tZOTk5ValgOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABKUlEQVQoFXWRv0vDQBTHPzYXtUQyWMHBJbR0EQRFRaRLdClu+h846OQSxMmpOBV0sIsIiv9CgzgUpzg4WwQnl/ofZC4Ovot3TRDzOHjfX3f3joOSejJ6VOKDCoy1WxqpWscNM9SwPO+PclDvovmJutaims8ti+4FfMkKGWrJPbZG3lOBK/AS86DFs25uGaT03g84h1NBKrgpRrxxv5/6eoIlnCPYFlRlWUe6uiJoe2GAIxGvtn6bwEC8Fms6Yiup+KtZxB3ifGeRufd6L7G+7q8zI7wOTAdQg015T8LOiPwiGpUYPe6UJBeycVtCYolMKnX34RCe4S2AO/YWUQcnEx/8jr7lisq43rwUXc77v7as/PsBlhX7rCXmGy0tdD8ypF0Q/8ANwyN+AGR/Oq5m5UE+AAAAAElFTkSuQmCC) up to some [permutation](http://en.wikipedia.org/wiki/Permutation) ![\pi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAJ1BMVEX///8zMzPIyMhOTk4/Pz/j4+Otra2goKDy8vLW1ta7u7uRkZF2dnbay3yoAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMElEQVQIHWNgMnF2NmAIYwooYGBoYOdcwMDA0M02AUhWsSsASQPuDQwMnAeYDjAAAJZvB22e3pzoAAAAAElFTkSuQmCC).

For example, we should require that:

[0, 1, 2] ![\leq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAAKlBMVEX///8zMzO7u7vj4+Otra1paWmgoKDy8vKRkZHIyMiEhIR2dnbW1tZbW1tx/WKqAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAOklEQVQIHWNgAAImAxDJEgIi2YJAZEUkiKzaAyIZcg+AKfbuCRA6VQFMM7hCaVWwdogYmPRaBQQwQQCy2wmhHyQe7AAAAABJRU5ErkJggg==) [2, 0, 1]

[2, 0, 1] ![\leq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAAKlBMVEX///8zMzO7u7vj4+Otra1paWmgoKDy8vKRkZHIyMiEhIR2dnbW1tZbW1tx/WKqAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAOklEQVQIHWNgAAImAxDJEgIi2YJAZEUkiKzaAyIZcg+AKfbuCRA6VQFMM7hCaVWwdogYmPRaBQQwQQCy2wmhHyQe7AAAAABJRU5ErkJggg==) [0, 1, 2]

And for two sequences which are not equal, like [0,1,2] and [3, 4, 5] we want the ordering to be invariant under permutation.

Obvious Solution

An obvious solution to this problem is to sort the arrays element-wise and return the result:

function compareSimple(a, b) {

if(a.length !== b.length) {

return a.length - b.length;

}

var as = a.slice(0)

, bs = b.slice(0);

as.sort();

bs.sort();

for(var i=0; i<a.length; ++i) {

var d = as[i] - bs[i];

if(d) {

return d;

}

}

return 0;

}

This follows the standard C/JavaScript convention for comparison operators, where it returns -1 if a comes before b, +1 if a comes after b and 0 if they are equal.  For large enough sequences, this isn’t a bad solution.  It takes ![O(n \log(n))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAASBAMAAAA+r0T5AAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFWWSO0vDUBSAP/sKbdqqiM6hjz12chF8FadCwD8QdXGwIOKgaGkn50xuQh1dSsQ/kE1wCg4tODm46OTkoIsn8d6k4uGQc/judw/3JgEVJVd3aVXMAkkd+6oxXU1AMSl6VdZCtd73UlGxvIskZFptl5Kt1o1U1KwQIolxCVdU/P9iwgYgeSvKCkXlMTUxYROYYD6Kss7BlJjdsuk2G2HC6lCnEp1pmR40TzZtOYnHu2z7Mj03YR3oMOOI+CaNcf/NXCQWAmaHDyylbAQjdi0wFwQWqlZ0PsPLfFB1nqRPWCzeDSEfyA7KfjZMxI26n7I2tCnLxIuj6DJnFM99mWgEFNdsSFl8mZxH6RNmYZXDjEwMeKXPWMSEPYNkr9ESWPXlspVtOF308zWHm/nrlA3iFy6WRM6Ki34YY7PraCbfT1LHi27imrHIOSimf4pf4/iPSL22A4rtgaSOnKu7tCpmRT/uD/lAXEfAaoMeAAAAAElFTkSuQmCC) time and is pretty straightforward to implement.  However, for smaller sequences it is somewhat suboptimal.  Most notably, it makes a copy of a and b, which introduces some overhead into the computation and in JavaScript may even trigger a garbage collection event (bad news).  If we need to do this on a large mesh, it could slow things down a lot.

An obvious way to fix this would be to try inlining the sorting function for small values of n (which is all we really care about), but doing this yourself is pure punishment.  Here is an `optimized` version for length 2 sets:

function compare2Brutal(a, b) {

if(a[0] < a[1]) {

if(b[0] < b[1]) {

if(a[0] === b[0]) {

return a[1] - b[1];

}

return a[0] - b[0];

} else {

if(a[0] === b[1]) {

return a[1] - b[0];

}

return a[0] - b[1];

}

} else {

if(b[0] < b[1]) {

if(a[1] === b[0]) {

return a[0] - b[1];

}

return a[1] - b[0];

} else {

if(a[1] === b[1]) {

return a[0] - b[0];

}

return a[1] - b[1];

}

}

}

If you have any aesthetic sensibility at all, then that code probably makes you want to vomit.   And that’s just for length two arrays!  You really don’t want to see what the version for length 3 arrays looks like.  But it is faster by a wide margin.  I ran a benchmark to try comparing how fast these two approaches were at sorting an array of 1000 randomly generated tuples, and here are the results:

* compareSimple:  5864 µs
* compareBrutal: 404 µs

That is a pretty good speed up, but it would be nice if there was a prettier way to do this.

Symmetry

The starting point for our next approach is the following screwy idea:  what if we could find a hash function for each face that was invariant under permutations?  Or even better, if the function was injective up to permutations, then we could just use the `[symmetrized hash](http://en.wikipedia.org/wiki/Symmetric_function)` compare two sets.  At first this may seem like a tall order, but if you know a little algebra then there is an obvious way to do this; namely you can use the [(elementary) symmetric polynomials](http://en.wikipedia.org/wiki/Elementary_symmetric_polynomial).  Here is how they are defined:

Given a collection of ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAALVBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMgzP+UnAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQIHWNgMglNY2BwzyhgZGCYsIjBm4GB4ThDLgMDywaGLeUMbBc4DygwcD1guOoAAL5iCmCDl3nGAAAAAElFTkSuQmCC) numbers, ![a_0, a_1, ..., a_{n-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAALBAMAAAByhZWSAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4klEQVQoFZWOMQrCQBBFh2g0xESvINpZiJADaBFBUlmItR5AsPIUCh4hip0oOUKOoJWdeIQU9vpnsiMhnQvZfbw/P7tE3XBOZhVQFc6StTbO3qQFLMyXbT2uJhRdeELQzwrDP6sO6XLhxVZqs2Gkc7kgVgtIn9TsuIPGDYqR3HJBrBaQ9unuVjJv1CNBLgDxWTE2Y51PmP8Haeu0naAQHxaCXADSldwXNmP9B63lEqS8+ElWW5ALihCKbz9tBcFQH1xLbKrm86wUYRTn3k5ycwNFJ1qZwnj2Qxi108pRcqT/ri/A6UGNJeBk3gAAAABJRU5ErkJggg==) the kth elementary symmetric polynomial, ![S_{n,k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAQBAMAAAD6/3KbAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAk0lEQVQIHWNgYFB2Nk1ggAHWAoZOBRiHgauBgRvOYWBsYOBB8HgfI9QBRa0kAxByDAz8D8A8pkcMDEwNDBwTIHJAQf4GBqAdIMB0gYGBy4GhuyHYLJmBgcUonYE52NmC4cwCLgYG9q9sYDUMzAnHGRj47CEcBt6G0gMKXdyqEC4vwxeFN4dZTKGSQKoHwQSyEoAYAH4EGMHemyFkAAAAAElFTkSuQmCC) is the coefficient of ![x^{n-k-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAOBAMAAACiOzMyAAAALVBMVEX///8zMzO7u7uEhITW1tatra3IyMh2dnaRkZHj4+NbW1ugoKBpaWny8vJOTk5iddatAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAj0lEQVQYGWNgQAbzJkB4bBuQRRkY+KDccDTxOVBxVog4y24lCCN6kgFYBirOlsWwAMy3cFBAFmfYxGbA3dHRzfC6gQFMQ9UznGV2A6njXVDpAFevZBKccIAjEsRn2xANEdc5xMDEYM4B4YBkEICTYRmCg8ISQOHBOWwLOOFsJIYHuwETEhfOTM40CoBzEAwARUgbtzt/EUkAAAAASUVORK5CYII=) in the polynomial:

![(x + a_0) (x + a_1) ... (x + a_{n-1}) = S_{n,n-1} + S_{n,n-2} x + ... + S_{n,0} x^{n-1} + x^n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeYAAAATBAMAAAC3lbPiAAAAMFBMVEX///8zMzPIyMjj4+OgoKCEhITy8vJOTk5paWnW1ta7u7t2dnZbW1utra2RkZE/Pz/dvWwMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEtElEQVRYCcVXTWhcVRT++t7MJPMyM3TVbUdrcWEXAzbqQmXAILQYGbIQEhGebrtIUHdusqriKpRmI1QfaqGNRAbRughCdNFdYdCIUIkMGBQFQ8WVO8899557z33zJg1S9ELuu+d833d+JnfuuwMkPVSOtvGeqYSAkfJP4zgKx1H0/3SZ9CvTna/0AinRzV/lUKKpHCe8H14Z/0E5f+xXRhpUesn5M1CfhnXC5pjKES3F+d9Gu1+VOlHeIiLMA48ERxaWtErDJ6U4RcQRg+LocX7vQqFtWbsE6eLCe+KaeMZFEDxF1FzY6rNYei7YoomRei4mEBoxvlngpYCV/p3rHlGcWC8MiqNGc4DVsEkU4BJsovGX8sbLUhF+I5ZFyTnsslJ69pUxMqOieoR99Q2sBbCUbtkjihPrhUFx1GjlmFNmWLoEt4FhcJZWpSJ8zxOii8mgdnh4gImeQQieUmHjmtv9dD2ApXR7gmhOrBeG5LX2iRyJINHTJTgFdCO/NkpF+J4nRJfrV1gnuUNlBtmkL8X1a0vMsEj6+43cmNmA9iG2lr/vGsule3brsrFwnWeaNMfqhSKMLCQk1+ybPQHip0vw9nOxm61SEYFRJTLk9c53TLrxruXaEgSh4ov68DeGLPJ0/gFbyZCqzfByZ8OYNnp6u3mPwcd4pklzWO8pwkiGwNwOja/Y88Jpjieof7rya1//7V2yKBUhbnpWiDxZ0exJ5RHqudfqEk5lvcVl3cEnyPa74J5TfGO0Oztf7uyMgNYoGyLpA7pnyxE9U0jCI+mD4ti1zJ01WdknH/ySgFy/xvD+CkpFeHxStP2tkD0pdObC2OJPOMLAPBun8ArmsY5szNWetKD9RF/N6yOYF/2n1us6chzWM0VQQ83GYtEzzdG4p2yg/bk1bYIngNUIbhZ0AiAqQuElUTowLwlHVjR5IznEnGHn0GPCwMzJGt7o/YTP6Mwz51OymzJmoz+Kmcf5MIzOMOGwniksocmcIebP7+1OzieA4ObpQtkEv8CcMGpkg5mNUhEKLYna47muJyua61nqbKE5/gIFE7jmdC05OTrACupd7OL9uYF979voT+KhNjexhGeQjmjSHNYbSnQnoDhhtEa4lF+9+DHAkwGinu+gcYvVPkS+Wi6C89JEw1blRZ1+vfAVG1wGV+aRuTxZmt+2GCNYvLmycUD7m7bJLZw9s8LBXfTa3c2b3PM6fkB7jSbNYb2hRHeC6E5Su7r3PB7ebcFOJm/U84XFhZzVPgTtuFIRnJcmGrZnL6KeR55scBlcmUcy2xKDY6HA7G26M7rPwrg7HjM9pxyEXYoz9hx9JyjdPYlTK87a6cXDw770rBKYe4O5PPC1otb1UXUR1lkS8d4O9LAah6VZDWPTWpfoDKPfBtU3JupZ/cao5Og7weRvjNl8udszEyfzR4MvhNQpJMSHzQ0PHLUwosYw2lRT6deqkGy/MF+YJv1NDnrR0/dYRiVH3QnsF0/Y/JzFH73XzWSs7J2CnWoi9YxcK5qn/1TIEUsWbd89ghGgjDMHW1Zts/hIrNJTfxbTOE7CcUpyMl+bdGlPo6utY67/leiYsR8ErTg6iPuReDSpjB5T9A9VkjTah4zjLgAAAABJRU5ErkJggg==)

For example, if ![n = 2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAdUlEQVQIHWNgQAdpi9FFGBjYGLgWYIhWFLBIYgjWOLDLYQgyMABVMpmEpqHK8H5gcM8oYAQKcq0CgkVgWe8ChgmLGLxRVX4Hco8z5KII8k4AGruBYUs5snZNBhcGtgucBxSQlLLmPb3OwPWA4aoDkmChoKAAAI0zG0+tPxnCAAAAAElFTkSuQmCC), then the symmetric polynomials are just:

![S_{2,0} = a_0 + a_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAQBAMAAAD0Vgz0AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABNUlEQVQoFWNgYFB2Nk1gwAvQpFkLGDoV8GpgKECV5mpg4EYVweCh6WBsYODBUIMqgKaD97ECqjyUp592AyYO0cH0LbcBImIlGQCTYmDg3g0EW4B8phWsE2DCEB1aDZEwAf4HLO4JDAwpPjABEM3lwLYBLAQ04zXYjCUM2QwMh4FmNTBwTAhjkGBgKuBF1tHYwO4AEwLbwSHBUMLAspmBgb+BgbUgneEpA8sH7gNIrjrHwKcEEWKAhC7PA4ZHCgzOINsZuhs4OCYw8BuwJyBZosdwkAUmBLaD6QGPgANIB3OwswXQ6AMgHQ5IOpjdwlNhQhCfm6SWBYB0QIANA9RVMAEwDXPVB4QoTAfbgVAmjg0oPgcpwiIE0xE4U4DvQIobwigoC0OI7W4CXBHHATiTSAYbkeoYAPyBRe4wVch9AAAAAElFTkSuQmCC)

![S_{2,1} = a_0 a_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE0AAAAQBAMAAAChN++qAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABF0lEQVQoFWNgYFB2Nk1gIAxYCxg6FQgrY+BqYOAmQhkDYwMDDzHqeB9jt1U/7QZIO9O33AYQzcBgJRkAYYBI7t1AsAXIYFrBOgEkoNUQCaJAgP8Bi3sCAwOPAZgHJbgc2DYwpPgwLGHIZmA4DNTXwMAxIYxBgoHBG0VdYwO7A1MBL4cEQwkDy2agYQ0MrAXpDE8ZGFhA6uD2nmPgU2L5wH3mAcMjBQZnBgYuB4buBg4OoFvA6uBW6zEcZOE3YE96wCPgAFLHHOxsATTmALo6ZrfwVKA6B5PUsgCQOgiwAVKo5oHEgfYeANFwdWwHQpmwqOPYwAtWBlcXOFOA70DuNYggEpniBuaw3U2AC3IcgDPxMtjwyjIAACxSOImBuTtVAAAAAElFTkSuQmCC)

And for ![n = 3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==) we get:

![S_{3,0} = a_0 + a_1 + a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAQBAMAAADKX6H/AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABgElEQVQ4EZ2Tv0vDQBTHv6ZJGtq06Wi3opuDOiiI00GlLg4BB3HL0LqokEE6n4tQXaqTf4CDY0G3iES6O7sIRcHFpZOz9yPXJFex6A3Je5/3fd/cexAAi831AL+eqbKtya0QvYbGtDTUchQ1UKIoa0hPZ3rMUbh6k5bP9Ki8N7QWma4cvCguPYyvY5qQZJZUsln3lRgoR+zcs9y4tfoKS48luq+A9MhKvJHZJkB7R0n4u0TsgUDM9VO43uAQGLJSFD1GEUkkW132PQqnf44ajLDCe9U5pUWikLiHM48TmHeiLu/BJVbA9ulRWKHjDmCOy3FmlmdUFyQChIc7wlsDzYwHl9hh1Wd3xgUF25a3WgyEQD6W8WQqJDyMkVsjOQ8uAe0Bhd3mBuBccw+S8Si09joKyZ2udbp+zoNLgIdJ00cyywTwQM0yTqmcxUtBIU7ibVwZziC3U175AUmPpI2/jixfZmdDUo3brUxJhlPIfg3yIqt+mQInTuP/Rvrv/Aefb1LEWTyX9suBAAAAAElFTkSuQmCC)

![S_{3,1} = a_0 a_1 + a_0 a_2 + a_1 a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALIAAAAQBAMAAABAcDi+AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABvklEQVQ4Ea2RMUjDQBSGf2Oahia1HXUrujloBwURh0ChHXRQRMWtSKuDFDKIc1wEdSlOujs4FnQLSMRVHMVFKIouLp2cvffu0iaxFQUz3L173/u/HlcAE6XZKn7zGQOH+udTLo4KAzNRkI4eYrUbO4WHjAcrrH/e/2oe8mD/bAzpX83Z10IYje3T20901j4bnuor83cA+RrfwPzYsoqKzfLFdy0K7TLVpPakt0kbfdLcB0hzH5Br6zUHsIucV0vGMVqoLeECu8CdaPr+je+LsSjQK1W+zAddhoGQUIKA5sFsHiMPLMbMB17a0dysOYo96Ff8c/LOUbCOUSYurQSEhBMEch5Srmm3AJ3M3dd4wMi43rHu23gpoMR5aY6CHbwxYTMBIbEpQSDj4MQD/Uts5kFapnCr54rprbadd2LmKDDNJgfYTEBINEoQGF4tzQHmWdI8XN6oC7MzU99fjpljwAp6ZgJ0PU4oIOh70kwJ8RoB7cqc45qWLliQrU6PFGWpACo41RKvQQNmKyvn5DvLOgqMYK3X5Eo9aRcc3jkjQeMxMQXUytwynqsJpMDKeT4BlCQKzCAx829H499MSvQFvId/JKjquhoAAAAASUVORK5CYII=)

![S_{3,2} = a_0 a_1 a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF0AAAAQBAMAAACGmW5CAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABOklEQVQoFZWQv0vDQBTHv+ZXj/xqR7sV3RzUQUGcDiJ1cSg4iFuQ1EWFDNL5XITqUp38AxwcA7rpUClu4uwiBAVnJ2fvXdr0Bof0O+S9z7sPx7sAWIzWY1SPnaLfqq7DFfBm0DEn4M/iB1//b7Ny+E7XGL8nguoYZbfZ7NCgiPco8yB7484e0GhJ7FOZIPX13Eo4sNUjmMTlToZkB7c4AkZQSIYhwAYXaMCO5UumORM1bqQBm8cprHsQKqMuYKfMz+Ckodyr3OcN4YL1473m+GwhAqEyXI5LAXqT6E9vB5bxbNVXawe53+DSJ1SGuRttAOxGuk+6b7b3utLna91eR/qEuvENmEPdp17uU8yi4qQ0tnFt4NjW/qsSWBYU4tgvjfMRD1+aV8Wh9k3aCpyPmKqtG2xIo+pxqql/D/BLB/yws/gAAAAASUVORK5CYII=)

The neat thing about these functions is that they contain enough data to uniquely determine ![a_0, a_1, ..., a_{n-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAALBAMAAAByhZWSAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4klEQVQoFZWOMQrCQBBFh2g0xESvINpZiJADaBFBUlmItR5AsPIUCh4hip0oOUKOoJWdeIQU9vpnsiMhnQvZfbw/P7tE3XBOZhVQFc6StTbO3qQFLMyXbT2uJhRdeELQzwrDP6sO6XLhxVZqs2Gkc7kgVgtIn9TsuIPGDYqR3HJBrBaQ9unuVjJv1CNBLgDxWTE2Y51PmP8Haeu0naAQHxaCXADSldwXNmP9B63lEqS8+ElWW5ALihCKbz9tBcFQH1xLbKrm86wUYRTn3k5ycwNFJ1qZwnj2Qxi108pRcqT/ri/A6UGNJeBk3gAAAABJRU5ErkJggg==) up to permutation.  This is a consequence of the [fundamental theorem for elementary symmetric polynomials](http://en.wikipedia.org/wiki/Elementary_symmetric_polynomial#The_fundamental_theorem_of_symmetric_polynomials), which basically says that these ![S_{n,k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAQBAMAAAD6/3KbAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAk0lEQVQIHWNgYFB2Nk1ggAHWAoZOBRiHgauBgRvOYWBsYOBB8HgfI9QBRa0kAxByDAz8D8A8pkcMDEwNDBwTIHJAQf4GBqAdIMB0gYGBy4GhuyHYLJmBgcUonYE52NmC4cwCLgYG9q9sYDUMzAnHGRj47CEcBt6G0gMKXdyqEC4vwxeFN4dZTKGSQKoHwQSyEoAYAH4EGMHemyFkAAAAAElFTkSuQmCC) polynomials form a complete independent basis for the ring of all symmetric polynomials.  Using this trick, we can formulate a simplified version of the sequence comparison for ![n=2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAdUlEQVQIHWNgQAdpi9FFGBjYGLgWYIhWFLBIYgjWOLDLYQgyMABVMpmEpqHK8H5gcM8oYAQKcq0CgkVgWe8ChgmLGLxRVX4Hco8z5KII8k4AGruBYUs5snZNBhcGtgucBxSQlLLmPb3OwPWA4aoDkmChoKAAAI0zG0+tPxnCAAAAAElFTkSuQmCC):

function compare2Sym(a, b) {

var d = a[0] + a[1] - b[0] - b[1];

if(d) {

return d;

}

return a[0] \* a[1] - b[0] \* b[1];

}

Not only is this way shorter than the brutal method, but it also turns out to be a little bit faster.  On the same test, I got:

* compare2Sym: 336 µs

Which is about a 25% improvement over brute force inlining.  The same idea extends to higher n, for example here is the result for ![n=3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==):

function compare3Sym(a, b) {

var d = a[0] + a[1] + a[2] - b[0] - b[1] - b[2];

if(d) {

return d;

}

d = a[0] \* a[1] + a[0] \* a[2] + a[1] \* a[2] - b[0] \* b[1] - b[0] \* b[2] - b[1] \* b[2];

if(d) {

return d;

}

return a[0] \* a[1] \* a[2] - b[0] \* b[1] \* b[2];

}

Running the sort-1000-items test against the simple method gives the following results:

* compareSimple: 7637 µs
* compare3Sym:  352 µs

Computing Symmetric Polynomials

This is all well and good, and it avoids making a copy of the arrays like we used in the basic sorting method.  However, it is also not very efficient.  If one were to compute the coefficients of a symmetric polynomial directly using the naive method we just wrote, then you would quickly end up with ![O(2^n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAASBAMAAADbMYGVAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA+ElEQVQYGUWQrU4DQRSFP9pdtuywkA0vMEkJelsQKJKGVjbZRxhaQ1AtktCkCoOpwmCwIMr2DeqaoKqAoLAYUoXBcGe2u1wx851zZ878wLpCU5AuAPol/hNLqiepa/hGpkqzYwgTEr6Dw3bC5hKCG7gjytQvw4tnVjCGxwyO2UItmD0chbLsDfUiCS3OZWRobqMrqBNNRDUYWfOdsX8AXTZSUV8Ckn5vOzDlTIPac2ZN0m1NJRz8uQC8Wkeqw7aG64E9qGKCgTPreBPCH9iF06duvv8DRvtN6e9kKo5jt9BePi9PF+SeuRafpek+JFeXpdkrCc8UrPkDsAwuvuA/cJMAAAAASUVORK5CYII=) terms!  That is because the number of terms in ![\# S_{n,k} = { n \choose k+1 }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAVBAMAAABPrCZEAAAAMFBMVEX///8zMzORkZF2dnbj4+OgoKCtra3W1taEhIROTk5bW1u7u7vIyMjy8vI/Pz9paWlEWsaZAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABtElEQVQ4EYVTPUtCYRR+8n549Sr6B4qLQ0IgCLeCpu4iEQ1JFEIRtDgGLk4NSUtrUNHS4Nx0l6BRAiGo4aU2iRD6A+4Ndc65vnL1Fh30nPM858PX97kX+NfcWMd7LP87PY+VrJ4AD16MnE1zdWbaB/dSqEbe9CjWmo1Q4IzLKCZeulnhH9mbdbsFpDv4CISccQ+CrfBJYoa91TLIZxU4JO1LqII673Hi8DkMOOTnFHJMJWxemAIWA07sKgx/zb/zQxSuhWF2ysziFMxdEHxGhcn9Bfo3EzN8slWC0jKhIQsqqAqT4nG6iCsJ2rldnUnMF+lUn+uXfmgq5IdRLRrUfXZXZxJpAnnP7QEpxffLZo7YT07lTi/gU7mho+hyj/CmRFh7N1KA58jSQ2AzgFg/go5iHax28zAS1inHHz2AlrJsNn1WaP9IyyE7RNjMjuQTdwNsE0jRt0mhTirS9Y6NhQ0GxobGEveoc6ujJ7IBcIJj3cHC3vbthsYSB8BZK9QTp1M1AYl3JtXDtWeWlkplPlX8ZRkPh4kl1Xx3uTX+jbSXKP9C1HL1pky43+HrL/W/KEsXfgBM2FNJVLsJwgAAAABJRU5ErkJggg==), and so the binomial theorem tells us that:

![\#S_{n,0} + \#S_{n,1} + \#S_{n,2} + ... + \#S_{n,n-1} = 2^n - 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVEAAAARBAMAAACWd4KpAAAAMFBMVEX///8zMzORkZF2dnbj4+OgoKCtra3W1taEhIROTk5bW1u7u7vIyMjy8vI/Pz9paWlEWsaZAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADL0lEQVRIDZVWPWgUURAe725vN7d7xEAKCw1H4MQUgcMngsafQ4jYCCm8BIzCoUnEQrgmGInFVlqIEAh2FieChSBsY5WA2ynGYjWdyKEo2KYNEnDm/Wzevb19JBN48/N9MzvM+7kAANTwL18KUMgHEbOhmcSD0VunzcSgwSONUg319OJcpBOUU4QrGC7NtlZ11JeOHU0z7PSUJgwHio3l+fdaNDjVJa80U+4AuCH0muQqCaUxDffQWoHqH4WQ9qRjR9MMOz2lCeN74o5+6Vb0qN8lz+kUca0kQGpfQmnOAU3+HXCVwurTdvSA9JQmjF6netyJPulR0WmRD+hIAoGOQSi9BrdOAMQ6rDq1o2mGnZ7SlOGODidPY+Whpk6L7Bx7yyIYftHUEDRD7jK2fv71FMDujX5UfNqOahl2ukYUprczDCebWljMdAsmKXZzDE+rJqGwg6iQoOW8+qth6Tm1o/sZcqY5dMljJG1yHtEndRGdTsoTWFjjmL8U06TZOjtLfiGRx3eCPIBgBheGG8FrmujSMx0lPkkuXcCyqHJQ70m7TL2fQUfs/u/L6ywqJVD9yfFrsMN1yFd2ie2yKbgO0OM+3KVO1UxN1I3wuKcoWVLk7pvFFCyLKtdrKktpPtNqzY9pdPROkdyBC1yHfIVvsIkGno8V4Zf1Tk3UD4c6RJObLTK0gFlMEURRGiBrY2wBHipEat6pH3k4h0obthP+3NaBdlDdKNiA5+i8gepFt7WBXfZ3aqKJmLzotNSGq4ALimzdoIuKCMuixETxb23RN3Upd9Hz+EF0lhdvA39u6/CEc0K+Yp8NNOZmW0nwGbppUflpE5X7IdDyGtwHXFAG00VFhPs7/ToycpSS9sWdONbGy6PK4AWn51btfk0QxYPJ7fkgTIvKX3sTdWLOzPwvkEPHis74eN3olJcYsHiwpaL03Da35Y2SwTCIFLznPS4ZRU100+0o9iBt0rEip/XPdFAmxVbhgYLouX3pL6WtYdyNyomCdwoLQ/GHf8odgH4c+6WhGTNTDCtyUl/RTFpO4EdOXISrsQ22o5nMQ9LNfH2gJobXMhvSInZUIwrzcPT/fGvcwyxNjvoAAAAASUVORK5CYII=)

A slightly better way to compute them is to use the polynomial formula and apply the FOIL method.  That is, we just expand the symmetric polynomials using multiplication.  This dynamic programming algorithm speeds up the time complexity to ![O(n^2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAASBAMAAADbMYGVAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA9klEQVQYGT2QvUoDQRRGT5JNht1ko5DWYjDax1Q2giJBCAR8hNU0KSwWsRENpLJOZZ3WJozYWmhrtUVAsLLVB0hj4927k53izvnO3GF+wI8oUdhdYb2RaaxojiuuII2Z1iAL03oiWO0PEqKeStwrDVk3D/BI7ArJL8zgSeIhoXe1BXzS/JB4wsTLoUnpEs8lHjCF/ZvTntl5hxGVc5E/Aublj23tX3JhodkR2Whbk++CJc8LqL8J0HK1TOWAloX7ND/olvDO5bZLMCdawxYccVXVzi+Y7vUF206uHZ+pnGmVEtgN6TN9+C6lfkiRrkt5WRJBsmHLP0KNLbM2CkzWAAAAAElFTkSuQmCC).  For example, here is an optimized version of the ![n=3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==) case:

function compare3SymOpt(a,b) {

var l0 = a[0] + a[1]

, m0 = b[0] + b[1]

, d = l0 + a[2] - m0 - b[2];

if(d) {

return d;

}

var l1 = a[0] \* a[1]

, m1 = b[0] \* b[1];

d = l1 \* a[2] - m1 \* b[2];

if(d) {

return d;

}

return l0 \* a[2] + l1 - m0 \* b[2] - m1;

}

For comparison, the first version of compare3 used 11 adds and 10 multiplies, while this new version only uses 9 adds and 6 multiplies, and also has the option to early out more often.  This may seem like an improvement, but it turns out that in practice the difference isn’t so great.  Based on my experiments, the reordered version ends up taking about the same amount of time overall, more or less:

* compare3SymOpt: 356 µs

Which isn’t very good.  Part of the reason for the discrepancy most likely has something to do with the way compare3Sym gets optimized.  One possible explanation is that the expressions in compare3Sym might be easier to vectorize than those in compare3SymOpt, though I must admit this is pretty speculative.

But there is also a deeper question of can we do better than ![O(n^2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAASBAMAAADbMYGVAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA9klEQVQYGT2QvUoDQRRGT5JNht1ko5DWYjDax1Q2giJBCAR8hNU0KSwWsRENpLJOZZ3WJozYWmhrtUVAsLLVB0hj4927k53izvnO3GF+wI8oUdhdYb2RaaxojiuuII2Z1iAL03oiWO0PEqKeStwrDVk3D/BI7ArJL8zgSeIhoXe1BXzS/JB4wsTLoUnpEs8lHjCF/ZvTntl5hxGVc5E/Aublj23tX3JhodkR2Whbk++CJc8LqL8J0HK1TOWAloX7ND/olvDO5bZLMCdawxYccVXVzi+Y7vUF206uHZ+pnGmVEtgN6TN9+C6lfkiRrkt5WRJBsmHLP0KNLbM2CkzWAAAAAElFTkSuQmCC) asumptotically?  It turns out the answer is yes, and it requires the following observation:

Polynomial multiplication is [convolution](http://en.wikipedia.org/wiki/Convolution).

Using a fast convolution algorithm, we can multiply two polynomials together in ![O(n \log(n))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAASBAMAAAA+r0T5AAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFWWSO0vDUBSAP/sKbdqqiM6hjz12chF8FadCwD8QdXGwIOKgaGkn50xuQh1dSsQ/kE1wCg4tODm46OTkoIsn8d6k4uGQc/judw/3JgEVJVd3aVXMAkkd+6oxXU1AMSl6VdZCtd73UlGxvIskZFptl5Kt1o1U1KwQIolxCVdU/P9iwgYgeSvKCkXlMTUxYROYYD6Kss7BlJjdsuk2G2HC6lCnEp1pmR40TzZtOYnHu2z7Mj03YR3oMOOI+CaNcf/NXCQWAmaHDyylbAQjdi0wFwQWqlZ0PsPLfFB1nqRPWCzeDSEfyA7KfjZMxI26n7I2tCnLxIuj6DJnFM99mWgEFNdsSFl8mZxH6RNmYZXDjEwMeKXPWMSEPYNkr9ESWPXlspVtOF308zWHm/nrlA3iFy6WRM6Ki34YY7PraCbfT1LHi27imrHIOSimf4pf4/iPSL22A4rtgaSOnKu7tCpmRT/uD/lAXEfAaoMeAAAAAElFTkSuQmCC) time.  Combined with a basic divide and conquer strategy, this gives an ![O(n \log^2(n))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAATBAMAAAD47ecbAAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABjklEQVQoFXWSv0vDUBCAP9u0oY2tiujkEFrdq5OLUH8UQSgU/AeiLh0sFHFQVNrJOZObUEeXEnF1qJPgVERacHJw0cnJQRfvpXlJVTyO3vV7X457JPB/5B7/OUs7vw/M4ohHgG2Q1LETNJajidFN1QmwFC3IcTdQGq528W5CnHCQhNhCySFdCBQzcnkLcbKLJOYpnJHx/rrxVoSbIHkp1iKpQGVo7oZZD3Ef+lj3Yi1THXLjawVqc7P9mdsI5yFPRu03zwnM7a8WZCVX1qzyabmOHIS4DGVGKoJepTGvvxhXbrLDWOuOaeERbkObLRusSYHJrK12Nd3YO9nKw2DvEPvuVQsSHXmIUS/eDd2VvCdjI1yCEqMy97iuLnFI6siTuWaHVLGgTCLs381wSX/AGCyxG5O5HV5o0Bu4IX4CyZPZBeFZT66fWYeDKS+Rq3Axca7sEDf9d6EQGLZf9I/Zs2qVISwvWFLHs278GrMxlMuz/1d9OJI69nQzqPncpt8EeBskdRiO7n7UANvqW/8GwNFkIFVvq6UAAAAASUVORK5CYII=) algorithm for computing all the elementary symmetric functions. However, this is still worse than sorting the sequences!  It feels like we ought to be able to do better, but further progress escapes me.  I’ll pose the following question to you readers:

**Question:**Can we compute the n elementary symmetric polynomials in ![O(n \log(n))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAASBAMAAAA+r0T5AAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFWWSO0vDUBSAP/sKbdqqiM6hjz12chF8FadCwD8QdXGwIOKgaGkn50xuQh1dSsQ/kE1wCg4tODm46OTkoIsn8d6k4uGQc/judw/3JgEVJVd3aVXMAkkd+6oxXU1AMSl6VdZCtd73UlGxvIskZFptl5Kt1o1U1KwQIolxCVdU/P9iwgYgeSvKCkXlMTUxYROYYD6Kss7BlJjdsuk2G2HC6lCnEp1pmR40TzZtOYnHu2z7Mj03YR3oMOOI+CaNcf/NXCQWAmaHDyylbAQjdi0wFwQWqlZ0PsPLfFB1nqRPWCzeDSEfyA7KfjZMxI26n7I2tCnLxIuj6DJnFM99mWgEFNdsSFl8mZxH6RNmYZXDjEwMeKXPWMSEPYNkr9ESWPXlspVtOF308zWHm/nrlA3iFy6WRM6Ki34YY7PraCbfT1LHi27imrHIOSimf4pf4/iPSL22A4rtgaSOnKu7tCpmRT/uD/lAXEfAaoMeAAAAAElFTkSuQmCC) time or better?

Overflow

Now there is still a small problem with using symmetric polynomials for this purpose: namely integer overflow.  If you have any indices in your tuple that go over 1000 then you are going to run into this problem once you start multiplying them together.  Fortunately, we can fix this problem by just working in a ring large enough to contain all our elements.  In languages with unsigned 32-bit integers, the natural choice is ![\mathbb{Z}_{2^{32}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAOBAMAAAAs4XpOAAAAMFBMVEX///8zMzOEhIROTk5paWlbW1uRkZHy8vK7u7vIyMh2dnatra3j4+PW1tagoKA/Pz9SlJZeAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAlElEQVQIHWNgMnRyVWaAA9YEBvVOOI+Bi4GjXQHBZWAoYipA5qrPRuZxblgA5r5Ur94EZHCxHWBg2K3BPmH5DL4NDAw59xjY9zYwFvA9YGCawMD7YAED3w4F5gsMmgzzgGr5LjBsnVBQz93wjnfCBYZWZaXFJgUMK9k7FM4bTwAbysDAB2NA+J28F6ASIIpX/iOEBwB3sSLZLXWJkwAAAABJRU5ErkJggg==), and we get these operations for free just using ordinary arithmetic.

But life is not so simple in the weird world of JavaScript!  It turns out for reasons that can charitably be described as “arbitrary” JavaScript does not support a proper integer data type, and so every number type in the language gets promoted to a double when it overflows whether you like it or not (mostly not).  The net result:  the above approach messes up.  One way to fix this is to try applying a modulus operator at each step, but the results are pretty bad.  Here are the timings for a modified version of compare2Sym that enforces bounds:

* compare2Masked: 1750 µs

That’s more than a 5-fold increase in running time, all because we added a few innocent bit masks!  How frustrating!

Semirings

The weirdness of JavaScript suggests that we need to find a better approach.  But in the world of commutative rings, it doesn’t seem like there are any immediately good alternatives.  And so we must cast the net wider.  One interesting possibility is to extend our approach to include [semirings](http://en.wikipedia.org/wiki/Semiring).  A semiring is basically a ring where we don’t require addition to be invertible, hence they are sometimes called “rigs” (which is short for a “ri**n**g without **n**egatives”, get it? haha).

Just like a ring, a semiring is basically a set ![S](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAALBAMAAABbgmoVAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAATElEQVQIHWNgYFB2Nk1gYGAtYOhUYGDgamDgZmBgYGxg4AFSvI+BQkBgJRkApvkfMDAwNTBwTGBg4G8AaWHgcmDobmBgYA52tmBgAABzOgoiSWyFogAAAABJRU5ErkJggg==) with a pair of operators ![\oplus, \otimes](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAANBAMAAACjnqiaAAAAJFBMVEX///8zMzPW1tatra2goKDIyMjj4+Py8vK7u7uEhIR2dnaRkZGEW4h/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAm0lEQVQIHU2OsQrCMBRFD0ltC36Aa0EQ3UKjCLp0cy3t4B84F1wKLiEVdXfwd32vonghj5PDfSFg1hs+MUNUKG16GEVWYraQYOVopg72cBeBINzm5Isg/BXOhCjXp995/9KGY1XI+Gsw6EKlK9XYyIuliEZE6lJ5tolMYk3SWS7YmXwgwFWq/txXcBJ6dL04svYoU4m21jkm++EbDjYWvrvVGcEAAAAASUVORK5CYII=) that act as generalized addition and multiplication.  You also have a pair of elements, ![0,1 \in S](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAPBAMAAACy3Eq1AAAAMFBMVEX///8zMzOtra2goKC7u7uRkZFOTk7j4+M/Pz/y8vLW1tbIyMh2dnaEhIRbW1tpaWmQ+rs7AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA3ElEQVQYGWNgUFJmAIM9EAqFZDJgCQAJbL2HIsxQrGzlwMBWwNAAFvZDkeS6wDCjgGEiA4MUsqTNmUMgLt8EBh4GhoUMDC1IkjULwBwGxgkM3AwMGxkYkpAkT0LkGPiTC4AsVEkuBagkg53EAnRjmf+cgdjJwMCawMAwcQKyg5g2QHSyT2DgbGAAeUUALAD2CvsFiCTrBAagZxiYApgM2BWAQnpg4dsQST4FhjkTgEwTVQYmSQaGpYmXQOK8UWBZ5sXKlmAGkCiHMRgYFsMcBBdygLMwGZwbMMVAIgCN+SmA2NfDiAAAAABJRU5ErkJggg==) which act as the additive and multiplicative identity.  These things then have to satisfy a list of axioms which are directly analogous to those of the [natural numbers](http://en.wikipedia.org/wiki/Natural_number) (ie nonnegative integers).  Here are a few examples of semirings, which you may or may not be familiar with:

* The [complex numbers](http://en.wikipedia.org/wiki/Complex_number) are semiring (and more generally, so is every [field](http://en.wikipedia.org/wiki/Field_(mathematics)))
* The [integers](http://en.wikipedia.org/wiki/Integer) are a semiring (and so is every other [ring](http://en.wikipedia.org/wiki/Ring_(mathematics)))
* The [natural numbers](http://en.wikipedia.org/wiki/Natural_number) are a semiring (but not a ring)
* The set of Boolean truth values, ![\mathbb{B} = \{ \mathrm{true}, \mathrm{false} \}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAARBAMAAAART/7DAAAAMFBMVEX///8zMzOtra1OTk52dnaEhIS7u7vIyMjW1tbj4+OgoKCRkZHy8vJbW1s/Pz9paWlj1QnOAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB6ElEQVQoFY2Sz0sbQRTHv2xX96dd7y1l6BYrXrKH1B68iBh6K8VD0VJkDzZoQAhIIRQSIsFjbTR4aAshhJJDTzHgD5RCVBC8BLzUIoge/Af04kWkb8ZMNiF78B123nzf97P73uwAXWH/7pKkYOdl9qWVSUWshTBZ2/Cp+NVrOV9T5sair7gcRAQwg10ze6wlKdMD9hdttZQ/+LLDSqzaIfBNQShtLLmgzfo/LFGQjwjsPyI/wlFdijmRhLA/pUOsEfS+3T2Mftq+wzrDZpmL2nTNiG/xnitDzEowoPndDx8FIx80SRqYT1UzcJiTVPmgyMGpPsrrXi8zSjd4I9mzZyUqquMUY9x2ItgMsEzsIpRR0og16o6ve8otUv14ARxkxbxrS7wqY8EX7MI968YTJV6heVfnGfV8daoMx+kGGCOCtZQ8L8ugP5dGntrm33Wbag7mqEqsbbg1j2uNrGB7FFqDnsW8PrFF9FHPEC/OYQ/OoO6ZdftfP4zmvCm/5zN/USvoBItGltg9NJjKbGYw3sMK+ir6hVnCuzHs37Nu7PKcam1BrDWhHU9BKc+cYOc5lKfQrybN93PX357sDyTqVpkAcoVEt/r9QS5u6mb9EJZOJSQaHadOBjsZ4vobopFV3MLQUiAmssB/x2puCVqC8nMAAAAASUVORK5CYII=) under the operations OR, AND is a semiring (but is definitely not a ring)
* The set of reals under the operations min,max is a semiring (and more generally so is any [distributive lattice](http://en.wikipedia.org/wiki/Distributive_lattice))
* The [tropical semiring](http://en.wikipedia.org/wiki/Tropical_geometry#Basic_definitions), which is the set of reals under (max, +) is a semiring.

In many ways, semirings are more fundamental than rings.  After all, we learn to count stuff using the natural numbers long before we learn about integers.  But they are also much more diverse, and some of our favorite definitions from ring theory don’t necessarily translate well.  For those who are familiar with algebra, probably the most shocking thing is that the concept of an [ideal](http://en.wikipedia.org/wiki/Ideal_(ring_theory)) in a ring does not really have a good analogue in the language of semirings, much like how [monoids](http://en.wikipedia.org/wiki/Monoid) don’t really have any workable generalization of a [normal subgroup](http://en.wikipedia.org/wiki/Normal_subgroup).

Symmetric Polynomials in Semirings

However, for the modest purposes of this blog post, the most important thing is that we can define polynomials in a semiring (just like we do in a ring) and that we therefore have a good notion of an elementary symmetric polynomial.  The way this works is pretty much the same as before:

Let ![R](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAMFBMVEX///8zMzPj4+OEhIR2dnagoKCRkZHy8vLW1tZbW1utra1paWnIyMi7u7s/Pz9OTk6Li2yHAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAATElEQVQIHWNgYDJ0DUtnAIJGBoZMEA0kFoLoqQwMu0G0BAObA5Dikb02A8Rl28AQCaI5AxgOgujCBoY8EH2PgcGTqYCh9F8AQ/ctBgAYqg64fIp0MwAAAABJRU5ErkJggg==) be a semiring under ![\oplus, \otimes](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAANBAMAAACjnqiaAAAAJFBMVEX///8zMzPW1tatra2goKDIyMjj4+Py8vK7u7uEhIR2dnaRkZGEW4h/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAm0lEQVQIHU2OsQrCMBRFD0ltC36Aa0EQ3UKjCLp0cy3t4B84F1wKLiEVdXfwd32vonghj5PDfSFg1hs+MUNUKG16GEVWYraQYOVopg72cBeBINzm5Isg/BXOhCjXp995/9KGY1XI+Gsw6EKlK9XYyIuliEZE6lJ5tolMYk3SWS7YmXwgwFWq/txXcBJ6dL04svYoU4m21jkm++EbDjYWvrvVGcEAAAAASUVORK5CYII=); then we have the symmetric functions.  Then for two variables, we have the symmetric functions:

![S_{2,0} = a_0 \oplus a_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAQBAMAAAD0Vgz0AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABVUlEQVQoFZWPPUgDQRCFn5fN3ZJcfsrYHcbKQlNECGKxkJCkSHHiH3YHJlqIkEKs11K0SGtvYRkwnc2JvbWNEBT7VNbO7uWOjQGJW8y++WbeziyAcn0zwH9Ouo9r70/DXjWcqWcksjPgd8J8UZYmXJJwzXxOVyBQMWnu0zPTRG+cvGltS3Iwktb3uYyqW8t+JFTMPtEZkbAe0gONqTlyrMkjDSgUxqwVAN1ODNSdEfZQI6fRGDVaErjHGfBCb0nwwQFKsPo503ElHaFRPIOXcAH2SAMk0v1TfIFNsqGx1SvyKxql1FYU3DE+PNTVdNxIzgcoVJzAGLKOZ6aR65NjlZYZu0WhHKndeo2eDpVDGI5U87AXoRoEn1Cl2rv0lSM625huFQN9R4uydvs4wbHDDvctPpz5ueqZotuOnHPs3BXzYbeZ8FjMIfs9iGvgYSIXFPaCffgBIRlIX0mB9JYAAAAASUVORK5CYII=)

![S_{2,1} = a_0 \otimes a_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAQBAMAAAD0Vgz0AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABZElEQVQoFZWQP0jDQBTGP9vL9WjSP2PdiqKDg3ZQEXEIFOKgQ0SNCA4ZmipIoYM6n+AiLl3dHRwLurlEBEdHcRGC4t5BnH2XkJBUkfqGu+++d797XwJgsrng4j+ldXFe/xNwLDvTL0roGWP4cGZjS6bNMQkjff6hPwE2SLul93r6mOi59kuo+ZQJb5pk7qsjo+7yeCqmfkd1q/rXWi/sMzjcZiRn5G4EAJWArbqA0YgNtRdN3kdrnRJBO6YFuMIh8EBvSYiegxqwliFOZcHMdUuK4JYiRA1HYDc0QELr7uODWopIUj2hPMEGuk+XPc0lwgjwVkdTTceFFIIyh4QKFNYs7lmlUXBhODYe9yhMYFRNReQ3m0v0tD9M5K0djwgTWAS4Gj/vndiKiGqFtuwM5YepwA9EO7pFa0xwfzv3CyH69OX0BfTH4oqJjctq2e88x3ayt6xERoK/uokj/ESOKPiI9/ANAvBDy13PWB8AAAAASUVORK5CYII=)

And for ![n=3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==) we get:

![S_{3,0} = a_0 \oplus a_1 \oplus a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAQBAMAAADKX6H/AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABnElEQVQ4EaWSv0/CQBzFn9CWBsqPUTYiTg7KgAlxuoQGGBiaaGLcmgguatLBMJ+LCeqgTv4BDo4ksulQw+7sYkI0cWZy9nvXXqGQOOAN13ef77t3970UQLm+7eJ/Q/fQL/0ZsVf15+rzJM2RmbPEl5rDyjyGFsgKhxVzzC8qYKjE4ALJfpViBrXYOnqX0uCUoZFM/JzyOFEWYKfoyJKcMs80hiQTj/qNJLQ9yNjgB4FPkchCOD/WOgzotANLMKeZMZAoZdtDu8mBBxwDI6oqIi12j87jMG8uUUDCy85mnPMUk0idaq7iDNoTeRQRFt2l98xz6J5pDaBNMj4Q9fKG3JpESdELTdYYnyXUKUMRYTG8nIM0wxUHvVa+knLJoMYmXjWJLIcy1unCY6vAZIYiwgLep9Ddeg0w70UGUwH0TTb2uwGqgZkTItVuz5EZCImwAC/Rpu+wlwgIEbSntVqHERa9YJYk/bDWxF3CHMTeVFRCdN3moQ/BPTBDTvTwz7gYsZzfaUROJRaQ8eGqWvDVi7dTYPpTvawylt0I/ALDMGL70/ucAwAAAABJRU5ErkJggg==)

![S_{3,1} = (a_0 \otimes a_1) \oplus (a_0 \otimes a_2) \oplus (a_1 \otimes a_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARQAAAATBAMAAACjLO9GAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAADh0lEQVRIDcVVPWgUQRT+3OzuLbk1l9J0h1EDgnpFlCAWAzmTgIGsGi8IFoveJYIGr9BgYbGCBGIsopV2FhaWAVMIWqy/TUBSiY1wKFoHI9a+N7OzzmxyaZ1i5r1vvvnemzczu0DX9rbrjGvPhFXbN7wCs7skhLGqaDq1IpL7hanBfGKbYTNtzybvIoKSTbW8X5bXtjzbsZi7SVaqtHBw9Hhsr5feux0wDQ1pg8ewe/kAi7mbpEMb8tpYqprSmX3bxLxmy3T3Smd6OOWxlHCvW2Ms0iaPFtOSRIG5AfQmKJuLtd3RBo3BaXgThl/icG4kBhMa+4wJ3IswzaBuFrOjUR6LzFvAngShSclsh7LMW0UAU7lHWdTIqdGt5/GIMYHfNLlpACbTktzGHKUSfq8aS3OTzg3HZr8o//I0/HMx4PyZTxjxadJPKBV+rDP/cPgHBVqHCNyJaUnmTB1kjladHIioz1r5FbU1ciia89xbUbDw4hYFxuHkogTCVdo8slRIQ+MENvyI89OIybQkNTMPss7KlY7bFMWXQOt6hb+K5iQxBGYiTuUZrgH0DjhAqV5fq48nAKXCuF9POT/vliwVI+54bDG1pHxymimD1BeAdTgJgpX76AfO1Cho3ija3aQknDa/AYFmTF2wDzfhvqCSbRpVWVf4EDYY9Mc4FclsYJ/FzCRVIM3kIF5MF/YGKgk950DWkVPJD4ju2Cf07Xc3yyml4kcNSiXs4FsVdL9covZwhtTRtZX4FF5zKi0vplQkMocfFjOTlFjO5CB+uy8i2V6B5QR8G1nfaE9xFG/cSq0UAx9aCFspnE7YLziVUkrR+MgO0IJehW+Bqhw2Iny8RLeWmUGwYjOVpAqkmRwEyRJwBz3nR0eooI+3pfISPWMzLUpFUAVi4AqA4dYCp68+XCMQwSaB5UTiW3R4wAk6Pd6SZFJB+XihmUoy23PG5CDggm4wk9vPbak0Ja4OCLPJYix96iiVIbbdiQlOD77gnr47pAf/ajArXe5OFZhKMkvFZPZQxdtq2TgeOcUDKsupYFXuC+9TxaSeUlE/uQeTiQRXZb+s9hXyi1PNTy/YTCWpAxnM614kf4e0bvGd6EvnP2sNOXpCDs0xC6V9f40dYWHT0vPrsYUCZ5/0O8LEMslCIPoNDjyUty7jBqm5iO3LRSD33dyShl+1fcMrMLtL0hPIm59b/8v4C0Ap3nUg0ioTAAAAAElFTkSuQmCC)

![S_{3,2} = a_0 \otimes a_1 \otimes a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAQBAMAAADKX6H/AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABo0lEQVQ4EaWRv0vDQBTHv7bJNbTpj9FuRdHBQTuoiFOgEheHgFIRHDI0RVChg3Y+QYTqUp38AxwcC7rpUCk6OrsIRcG5gzj77kLSXAoO9YbLe5/7fr/cuwCYriy5+N/SG2iV/oyo2k7sPE7SHJmYRG1PHWxxBY2QCQ5TUcSbb0AbKHCEZD9LiiBoFupvsmQzFrxZKhM/h1wlgQRYLUbGzTzQuheOW70tHRqqzNGonOM7EiAgoYRwvq/VLGCt6Uv8PW2xDmobNAf0Y9qAG+wDPSoCIiXCleAw2ucoQHfpZYbrhKesRCMrHMwWGcYkjqDdyQyfCIl05Tn0hmF2wBo5mimc5RW5KW2Q6ZLd013KMPv4KKEiM3wiJNKVtnDBIV6Lt4a3AObxpOXLKRdm1cHLLl24bxYsmREQIZGu5GZlhS56Tf7HaEbS3vYowwKWAVamo0Wv6ciMgAhJ1PUFJLvRDFHLWcD2jHp4ImZRSOhax1UCB3rkH0uT0aE3pZegvxMsmREloeusZ+Wei5eBMPzW7LD0C/buqkSPuoyuejhOx8Yx+Z5f+zthizgCKCgAAAAASUVORK5CYII=)

And so on on…

Rank Functions and (min,max)

Let’s look at what happens if we fix a particular semiring, say the (min,max) lattice.  This is a semiring over the [extended real line](http://en.wikipedia.org/wiki/Extended_real_number_line) ![\mathbb{R} \cup \{ - \infty, \infty \}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAARBAMAAAA24X8rAAAAMFBMVEX///8zMzO7u7tbW1t2dnaEhIQ/Pz9paWmRkZHy8vLIyMigoKDj4+NOTk7W1tatra3YWHJ9AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFWNgQAezN6CLIPNXH0DmQdk8d7AIIgndArKVXVOKO5HE+AuQOFiYW4BiXJobWI8AaX4YJqDnO0iPzgbuUwoMDCxANggTsgeuZwHJeliWQO0A2cPtACTAgLv2EgN/dBOEs/2uAsPXHQoMDBB7jGuBTLjbmBcAOWDwj2HhhiAGrgcgDv8DLmlWBYZ1DAxzgXwund0nDgBFQXYAMdcloAIXIPBh+MDAJQ6Mqw9ACVAILawGUzw3wGEQ6QBRD9bHuwDIAQOg4o0LEHq4pcB6pj0A63n9GqgGag+Sf4B6SuQQetgdH4Csg4Ybx3mgcRxA/S+AehFhrcPAusBtAccBHqBmpgMMUSxZDD0QPcqu2Qyu+UDFES9fOKDoYeqIYWCyrWPglwQKa7QeYFC+/gCiB8iHAJ4de0AMhD1QcQaGM3AWkAFyGzrAokcBWQ0ovaEDzhwMkQXIIkbIHBh7NtDLuIH2AwYGAEgCWj//3FtDAAAAAElFTkSuQmCC) where:

* ![\oplus \mapsto \mathrm{min}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAOCAMAAACsEDrNAAAAM1BMVEX///8zMzPW1tatra2goKDIyMjj4+Py8vK7u7uEhIR2dnaRkZFOTk5paWk7OztbW1s/Pz/LUHHeAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA6klEQVQoFZ1Siw7DIAhE0fqe+/+vHVCMdmZLN5IqXrnjJAL8EyX/w7pworscASw69G/Yb0e0gHC4sLHiDm01ArAnpG94mzw/IADfu40uAcZsyXbvEwKQViwhOrQtk2qLXKWr1kL1xAZfZWGIFCdbsovEMTWsIVIjCfukxLLECUWAhBSZl3T2fOQZ3VCFhDAbdTmmBGcMbS6aknjL6kybf5CQkUmlDm+ZRaKLanxz4bmMJQ7tSPfVCDM9R8AullmMiwA/CPq11quEW0w0k0IxNVpOeAHJiuk8LcSAYXuyw8q9PXj08wXc4yxVLwE0BkuX0MaiAAAAAElFTkSuQmCC)
* ![\otimes \mapsto \mathrm{max}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAMCAMAAAADBIC/AAAAM1BMVEX///8zMzPW1ta7u7utra3y8vKRkZHj4+OEhITIyMigoKB2dnZOTk5paWk7OztbW1s/Pz9df/OCAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABDUlEQVQoFaWS27LDIAhFETTej/n/r+0GtbaTp85hJhGVvQCViIjFC2P8jwWvBPbhAZHn0iNmL1zePH+thSPNZcdQHoOlJPJSNWcUuTKRb04ouRpIIitGOMrU1LeU+gexQdWQSQb2O5wW4dyZrBUgWAAB+UGJB8NuifmGE4HvmjW3mVy1nLTMRfmrxwYqnmbijpCoFIpehsUnLW1qcUfLw9B1dVldZCRS8ZtS0Pbc89qpUdAOmtq1fJyLlTiBX5Rg7emBxJybBmS2t5KFDUq074ooHPfUoriolFGEQiJK+IgwUZNzrTbHr+hpTePuUrhcE3OoJJHYfblRSHV2+YLXFWQf49b9Pma/uvldOhUvdKgGc2Fcv/cAAAAASUVORK5CYII=)
* ![0 \mapsto \infty](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAMCAMAAAAXkR5eAAAAM1BMVEX///8zMzOtra2goKC7u7uRkZFOTk7j4+M/Pz/y8vLW1tbIyMh2dnZpaWk7OztbW1uEhITp6GxfAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAsElEQVQoFZWS2xbEEAxFc0ERpv7/a5vQYcZafWheSGTHiQAAImJ4ZZbv/CskHJoe3yAJLRvzzri0R6afOxLdCKw8ee5POhJoIGWWgrpwriFYTWrsdX1EjsmQqhZkaIZJhn9hn7LsxFttVyBYh1SChCbg235dwqDcYmGsjNIP1euP3BvSyE8vbT7iQGoZddUjHeMc/xppWltnk2sCJeo93hx2Ru3G8xL7HL5ZpjtDzXABT/8D13KGVjQAAAAASUVORK5CYII=)
* ![1 \mapsto -\infty](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAAANCAMAAADG8S11AAAAM1BMVEX///8zMzPIyMh2dnaRkZGEhIRbW1u7u7utra3W1tZOTk7y8vJpaWmgoKDj4+M7Ozs/Pz/yG8XlAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAr0lEQVQoFbWRYRPCIAiGEWE6p6v//2sDbUq1dZ138UVAnhdQAEAP84bEyzwtZPgDHrZfRzLdB4NlAjePmIfUi1DJKQXJRC6kp93d4Ps5H1f5KleAFUUJLH7zwxZXxaVPz+0SaEN0ue2mkdk96+XTfK08ouNsyeKwJt5wMzzrYJ/W8OxdvdYojn+nXr8Nt+fUCbIAMIK/S3/aYaXkuGnaunLeXHgiVomwpHxVY4W++g9qjgN331twNwAAAABJRU5ErkJggg==)

Now, here is a neat puzzle:

**Question:** What are the elementary symmetric polynomials in this semiring?

Here is a hint:

![S_{2,0} = \min(a_0, a_1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAAATBAMAAABCTm97AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB60lEQVQ4EY1UPWjbQBT+qkhnYcs/W5yliHgwLQQyNCSEDgIHZwnUpm2KAwFBEwIJBQ0mZLw1eIjXbhnSDp0MTaZkEHRrodTQtdSkZAs0raFz3p18lg6r4Dfc+77v3af37iQbmC4cd3KfOSn9T6mkFIzFFFGXir2IB7ocsb8iVWpLfkRTVhZ1cFIbVclgBTh2U4yalOEaHZE85SxHLq2maQWNKZJpAA84HMUT+fO710H9AlunzofNZSwkKjE06Uj5X24sxMi5xW/swxnga1hovAKMf2/4qKwgC0hYnaMZVOQuKc6JWSX8RAvWAE3k/T3gMW+pTQo6PaEUB+a6D+xsqLLIVhff8UjYW8h7ZD/DAdhaKGoC4hNAdoPD7m6iDCMQFzkO3f4FdhltVPGNNkhofgTYHYqcXt0ebmDe5UIgHl7rviAu4dp9hiuyS4gaQFeX9dDhtt1FcTHjU02F7C7PLobPwhg4JW+IQ8OLoLBnQsw8r61Q01DYPeWlvD178nC3f7Q9a/WP/rzPcTzZPWwM0TbLkFDYx6d9SpPI4RMPSELmSSaGnx/pZBcfrQgWvjTs3vhhUtMX+YrQoavzRwWyy58M0ebbUiHcqesOjb2QjK35dhjp7IdveBEUq5JjRUPM1agkyb8LNlmeQrkHyK5vsGB2VjIAAAAASUVORK5CYII=)

![S_{2,1} = \max(a_0, a_1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAAATBAMAAABLpc8BAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/klEQVQ4EY1UMWgUQRR9zs3tLre7d1dpJCCrBkUJeoWKisXIkbNQZEWiXCEs8S5CJLCFhJQTO1EwbSBFCgXLAxWENKt2FkeEIDbiotgFclhYWfhnbtdkyST64Xbef+/tY/7s7gH/W+8MRm7gdqNYw6AYSYNPUbaR/6nYo82zkVEtkO8LXd4cJ1CO8SjIid3XeaPkE1uRcI1ikUyLbdbZIbBPwjOIH57fjVuvwaZ/4/p+e/ThmsEDcDpa/3tg0rwNbGIG/qAaYJmHNChOT3/OnezXrFTYIhoXD4YKD8tdpXpFuFzHV7TBpB+hf0w52YvyYm47Kdsaej211FJ+JQK8huayC5nXcQIYmxGwV1RARVg9dK5p/RnuA/RgKIBJOIu3MAJcNQWUeq4A31DOBWkLFqtzhzOCB+AvaYQBapIe5D38GB4ItkYY7mAB/gTG+2Br6KN6hA/chAK8FN8CNPU9FYHH0nFoOr5zB20cRuWcE9sxVnAKb3mtYUdjAEu9ulABdoLSzeZ5QOUWA+4ceHqo+3G+NDe1fiF1R8M3KLVudylAXJbAme5cqAL0QLQlXKJfMUCx26ujGzUCCzKeAtSrrMpKJtk/AoZvq9PzYelb6EIB+mMieGOpXk1mP+WKaS0LzXZaeJLJ1peIiQzT4iRb2IimDOz2P5S/GzP49qL+AFD2auE+BBkYAAAAAElFTkSuQmCC)

And…

![S_{3,0} = \min(a_0, a_1, a_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAATBAMAAACJuUnAAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAACJ0lEQVQ4EZ2TP2gUQRTGP/d295a7vd3rkjSyJIIoRFMoEauBO85GcEUxnBBY8E7BP7hFPFJYTBohpjBaWVqoiNWCWmmxks6DYMDCRjwUrASVgLVvZmdzs7pEcYqZ3/veN+/mvbsD/m25we4+tntay85oXIZ/ywN+kt2Ly65rmh9QMNM6GmlaEe05GbvZUczpkUEfZcVYDXSxjKu8TNW1t0CNo65LpeyVqrp4A9jD4eqS4jePLsSdFzj/wH16bh6zJY6i1AIan4OilkXuV3zDZbgjbKZeuAAYP69xZdQQhy++l+ol2o9PhcpBR/0lrecEVhMf0YU1wmk0IvId5N3cpqHxxFqX8lDs/sjsMaB3UkpqI8M7HBCVumgwqvQQV2C3U5EWiA1prDE7QXsADGFwOOu30YQRN2RObcVKQziTWMJ+0FeUoflMGld4lVkRzfo6fE6/A8dNYH6vp3p3hTfNioF9Ck7hFd2XCBoxrU1403bshRTWGNY4aJj+XDWSyWyTb5JzEt3VYIzcJtvGwGAZ0lVCHMJrE3wVuInKmdYxevB9UYkyO2tx4s7e/tby4oS1tfzjcZ3jSH8QbmPJnIREqiSw0lnoQ7xUtC3XF9VdHv922kwKortplaLucqykNOVMPoF7hpMUJq78+ZFIWKOPjpRElXK8aoXyH0yZWxvMS3sd5Sk7zkrRbkdOmqXtDztoTd3FvvGl3DFWCmQHhfCPgI0Ve4z/R78AJkiAwlz0NqsAAAAASUVORK5CYII=)

![S_{3,1} = \min( \max(a_0, a_1), \max(a_0, a_2), \max(a_1, a_2) )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVUAAAATBAMAAADSVIPYAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAADyUlEQVRIDc1WT2gcVRj/+XZmdt2d/XMyKYEyxpBqaWoOatX2MJI/PQjtBLUhQmCoTQqJIStoLOJhelHSCK6eFEQCRhFPERsQ9DDSm5YlgRB6EbcpzSlg2oKnHvp9b95sdmemuw3bgx8f8+b7vd/7fb+deW93gUcL04ry4ggx7CgrqDvlagDlo8YzMWIcIUoi+BD4AFwxCMp2UVwNGOUYMY4QpWjFeAx0zL0LUNKHHnrR5TExjEEJm8HQQIkjPCkSXXXOPQJQQi9j0eI+rSLtRWfjiGSsR3lcd87NA5TIesglNWjCCk0VF3FEUj6IER8LN+2AEk94MBMa/Pn9O+XRNby9bP507gQGwIM266B/3tduuu/9OpCwhqAhhg/CVX3E9H2ceSrd4yXraoOgRP6WxfrRMHfxL2Zg1lD1C844eNgzlvEPtvGkPwJCxH9zXrjs+ekb8vaivB6Aq/rk9woWvtGciG7YwiiDEnj1ED3dMHK/UVylSi+RrQnoNYwh75IFGvb0Cp7FFsxtF4Qc9SbCZeJHmuL4S14PwFV9hJd3Ue1HRDdsYa6CkqJY0y7Y9OYGZR91od6beI69TiBvkzMeRAVidAX4SGquYBbGsM8LsrZBaiQQeG3PHV5QXNUHfTM20st1XVxjWXAL7bTLRimFh0zlCkrA6y28kgXV/yToqZ/xyVSmG+/TN8k6a1720rYUmOeqPVd36ZhIrvKaWs3Z0Hb5A0hd7RfWkbfn0A1jj7Po0bdWhh+wxl7390DTc6UdH3jNlLDpiOs1Pm01bFtn8TuLVlHolQLybLXnGuWCE5xD5fUy8iM4VkWoqw4pt7iI2yxNmbWx5IEPifTKjWVIDblf2WQ28KpXRAnfuZ/iQ2QhambJvocF9AHH8YcmBT7mSnpN5Apbcb1FQHJVn6eRfSlTTpdDXfJKXNkik6kg7XOm3hh6mR72V1Gvk12fH57auDTZpW9cuvNDzuNhZ7LLOzE9MPQtfl7LeXhhasG5R/vgNQ+p0fEp6XWdq4dztW4EXH4dkqv6pBbOb75Sy/U4Spe8MpdbIOfzDwGlip2o13AiGA27uQYUwntAWMEkvRhRrlcNCxq4vQpO+a25vAdC7in5A3tErTyNL0VkDzS04lvaz5EIkCV6OoaaIa9Fq1410ve5roLf1Z2WXPaquIb/Fv9xkf9daPUn1+yCP7eldJKGN2NggBjDLj5TcyRAmzWsGhfUuRk/gPVDX7Th/u2G3LGvS4K2ro16hDN1oPnGsJpr2gQxhBh2lBXUnXI12qENyuGLbID+b7cPAImmPgyR0oT5AAAAAElFTkSuQmCC)

![S_{3,2} = \max(a_0, a_1, a_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAATBAMAAABrZVK5AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAACRUlEQVQ4EZVUPYgTQRh9TmZ/yGaTVJrjQOJ5KIp4KVRULEaiuUYkIiophOVMTjhP2ELClXMWwqlgtFKwuELBMqCCoEX0sLEIJ1xhIwZFqwODhZWF3+zPJbtZT51i5r33vX18M7O7wL+ON5sb+eblSJWVInSE/K0+/IAxTJLwDyXuLB90kopRbSVKR9lukjQXS8XRUlxZiAtxbpOQlrDiegLvJWgRyagCWyQyEdEn7x5fcivPwWZ/4fRWY/z6aoInInG6HPtLMaIFJLOO75iD3c8W8ZBX6SQwNfshdLKfV2WAQ6iTA0fHqqEFsF7SeEZcy+MTamDSdtDdBXKyJ1orNO6VtTjMtJWS6/G6AE40w7Ja6bk17AEm5wSMZZWVFnob9VOe6RGuAP7VKsinHVAWkzBbN5GH5tDJDUaQlWpbAnxdORelIZirrgtmAdfAn27A8yhA7yMn6a0wyaq7WdrrYI9+X4uwT2JfF2wVXWQneN/qUEKmh89FlFWWBy/jK3iJOsctCXWScknVwuH1VcMOpA+ZruFiGfvxmudKhjMJsF4mLyiLCR+aZgtGB6mz5cPU9H3KeBXmqPXitjvbG+8XUs2ZtSM9a7z6AqnKhQZlieMSONBoVimLFwJI3Xqb9xK+AamOh/4w1T1d7ZEVAwvtcSKAxwD1DakxjXsM89rQu+HrQ7PlYbNtQw9VynJ8rHfOwfu2id5YEdm3Y3dDU9KqCU+tV3A7KOsfHbPj4zMP8kz4UM2hPFBiaCbGY3T4X7jReczzH/Q3pVl/6OheRg0AAAAASUVORK5CYII=)

Give up?  These are the rank functions!

**Theorem:**Over the min,max semiring, ![S_{n,k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAQBAMAAAD6/3KbAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAk0lEQVQIHWNgYFB2Nk1ggAHWAoZOBRiHgauBgRvOYWBsYOBB8HgfI9QBRa0kAxByDAz8D8A8pkcMDEwNDBwTIHJAQf4GBqAdIMB0gYGBy4GhuyHYLJmBgcUonYE52NmC4cwCLgYG9q9sYDUMzAnHGRj47CEcBt6G0gMKXdyqEC4vwxeFN4dZTKGSQKoHwQSyEoAYAH4EGMHemyFkAAAAAElFTkSuQmCC) is the kth element of the sorted sequence ![a_0, a_1, ...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAAALBAMAAAAzcegtAAAAMFBMVEX///8zMzPj4+ORkZG7u7tpaWny8vJbW1vW1tY/Pz+tra12dnaEhITIyMhOTk6goKAoyVCuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAoUlEQVQYGWNgUHYJY4ACJCZMiKmMYwKUjcSEyTKwL2DZwOC1FsQHM3k/wKVAjMQEngVMB1hhTIbVqNL3GPiUuAy4LwDlQUwGLlRpPYaLXMwfeBy0GBhATJA0kAnETAtADP4lPR5A6QULE8BMkDSQybCOgesBkAADkOFMClD2BwYYEyLAwMC2gZWBBcoB6oYxYdIMXksYcqEc1xA4Ey6NkwEAyx8nobESQwAAAAAASUVORK5CYII=)

In other words, evaluating the symmetric polynomials over the min/max semiring is the same thing as sorting.  It also suggests a more streamlined way to do the brutal inlining of a sort:

function compare2Rank(a, b) {

var d = Math.min(a[0],a[1]) - Math.min(b[0],b[1]);

if(d) {

return d;

}

return Math.max(a[0],a[1]) - Math.max(b[0],b[1]);

}

Slick!  We went from 25 lines down to just 5.  Unfortunately, this approach is a bit less efficient since it does the comparison between a and b twice, a fact which is reflected in the timing measurements:

* compare2Rank: 495 µs

And we can also easily extend this technique to triples as well:

function compare3Rank(a,b) {

var l0 = Math.min(a[0], a[1])

, m0 = Math.min(b[0], b[1])

, d = Math.min(l0, a[2]) - Math.min(m0, b[2]);

if(d) {

return d;

}

var l1 = Math.max(a[0], a[1])

, m1 = Math.max(b[0], b[1]);

d = Math.max(l1, a[2]) - Math.max(m1, b[2]);

if(d) {

return d;

}

return Math.min(Math.max(l0, a[2]), l1) - Math.min(Math.max(m0, b[2]), m1);

}

* compare3Rank: 618.71 microseconds

The Tropical Alternative

Using rank functions to sort the elements turns out to be much simpler than doing a selection sort, and it is way faster than calling the native JS sort on small arrays while avoiding the overflow problems of integer symmetric functions.  However, it is still quite a bit slower than the integer approach.

The final method which I will now describe (and the one which I believe to be best suited to the vagaries of JS) is to compute the symmetric functions over the (max,+), or tropical semiring.  It is basically a semiring over the half-extended real line, ![\mathbb{R} \cup \{ - \infty \}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEwAAAARBAMAAACFqVcxAAAAMFBMVEX///8zMzO7u7tbW1t2dnaEhIQ/Pz9paWmRkZHy8vLIyMigoKDj4+NOTk7W1tatra3YWHJ9AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABHUlEQVQoFWNgQAezN6CJcO1BEwBxee5gCPIuYGBQdk0p7kSS4S9A4kCY3A4MDFyaG1iPALn8MIypDKSTS2cD9ykFBgYWoDIQxmIaXNkCYpSxLIGaBDIN5BAI4K69xMAf3QSxgEvHuFYBKA6zlHkBRBEDwz+GhRuCGLgeMHDeA7lt94kDCGVcl4C6XYDAh+EDA5c4MAw/MDCcbQB5IdIBoYwBFEgQAJTfCOR8YODMA/v09WugOMxShNuAykrkQMqgPuU4D9TE8YCB4QVQOSJAdBhYF7gt4DgAFlJ2zWZwzQfKR7x84YCijKkjhoHJtg5ZJ1CeZwc4ihGmAcUgAIsQkqUwVUhBCRdi4MxBsKEsZgUMIQaG2UAfogCmfQwMAAJ6QxStw5PpAAAAAElFTkSuQmCC) with the following operators:

* ![\oplus \mapsto \max](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAMCAMAAAADBIC/AAAAM1BMVEX///8zMzPW1tatra2goKDIyMjj4+Py8vK7u7uEhIR2dnaRkZFOTk5paWk7OztbW1s/Pz/LUHHeAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABA0lEQVQoFaVS267EIAhEUUSrx/7/1+6gNnbTPQ+bncQyQRgulYjIc+AI+xPYE5OE9BDRp+sRczkCCOOYNezUeLmIYu9eQybW4hEjqge65+qUsiuJRkFTGVIwxfhEuylWZNWDSDvuGkgVkDMSRlm5/6jIlvFuJfsTRCDfFCRWMUOZgWKfPCv/lY2OjidGckM1MRUS1j5KZ2vtQy9tuOenjEjj7yoBY887tknXUkfw2uVtL9lGnnhTSWM8W4jEWC0gXsuRVReLW0ib7l5MTkylB6WUsRIcNIN1QOCeslTCrZXmcjpcVW+EQlaVxuFEI8WNn8+cOOl+G0vjW5Mix/0yvs22+BeNTAaFMuDMPAAAAABJRU5ErkJggg==)
* ![\otimes \mapsto +](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAANBAMAAAAZPSD6AAAAMFBMVEX///8zMzPW1ta7u7utra3y8vKRkZHj4+OEhITIyMigoKB2dnZOTk5paWk7OztbW1tn33B4AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAsklEQVQYGW2OQQrCMBBFh5QIbdGNFwgo6DLEguAqCLoueIFeRAieQMQDeAh3WXgA197H/5N2o/3wJ5n/wmRERmWZqsb9w4BI70UdBlS0/Y1k4kWOODUs5YMVCvB2KcUKY2sG8kk1E6+sEz+Qcz8u4IWXtSGZReo1R1TH+I5PhI0lmSJCiBsVYF+YBUn+54KECvDNSemu2JGB7lihAFfYa8eGqkw6MpFNewL8UZf6O2aN6Ask3htA7lEG9wAAAABJRU5ErkJggg==)
* ![0 \mapsto -\infty](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAMCAMAAADib5XuAAAAM1BMVEX///8zMzOtra2goKC7u7uRkZFOTk7j4+M/Pz/y8vLW1tbIyMh2dnZpaWk7OztbW1uEhITp6GxfAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAwUlEQVQoFZ2SWRKDIAxAswDKVrn/aZuAmNbqTMd8mMV52QgAEBHDc1HY+ed8WIRdH/MRFcV0TuDiOXLtp86vbvw1KP+5k9z5QIMvVqRaLguKxTUErUaNvehbfrlOQDJpRoamOXKC7/5fxWTDfSg6YrLq3mjGOsYjiKh9zv1VsaeUfabpDz2CjLm74vX360uQyMf87edJJiG6llFReJLbOQ7Q7iia2bn5cXouLUNZpQOvDjtNcRa+Lq+36ptibgs1wRutygRMQPa6dgAAAABJRU5ErkJggg==)
* ![1 \mapsto 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAANCAMAAAADg7fkAAAAM1BMVEX///8zMzPIyMh2dnaRkZGEhIRbW1u7u7utra3W1tZOTk7y8vJpaWmgoKDj4+M7Ozs/Pz/yG8XlAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAlElEQVQoFY2R2RKDMAhFIYuQRK3//7XlUjWZjtbeB0KGE7YQUYj0W6q6GBFSnh5AwySBkQeyrgZtt6Q0hKDGsFzMDDnPMAV05ipObmKXgRxmm49Xwcmqt+R6oNfkK3ZNjIJE19Vnj31MRD1TY/TxPdHQZ8awLt+SN6t9n75fD7fuqrn4pJIq573QngTHcqY0XwD/rzc4mwMZ0az2KAAAAABJRU5ErkJggg==)

There is a cute story for why the tropical semiring has such a colorful name, which is that it was popularized at an algebraic geometry conference in Brazil.  Of course people have known about (max,+) for quite some time before that and most of the pioneering research into it was done by the mathematician [Victor P. Maslov](http://en.wikipedia.org/wiki/Victor_Pavlovich_Maslov) in the 50s.  The (max,+) semiring is actually quite interesting and plays an important role in the algebra of distance transforms, numerical optimization and the transition from quantum systems to classical systems.

This is because the (max,+) semiring works in many ways like the large scale limit of the complex numbers under addition and multiplication.  For example, we all know that:

![\log(a b) = \log(a) + \log(b)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKwAAAASBAMAAAA03yjuAAAAMFBMVEX///8zMzPy8vLj4+PW1tZbW1tOTk4/Pz9paWmRkZGgoKC7u7t2dnbIyMitra2EhIR2hQePAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACYklEQVQ4EX2UP4sTQRjGH7OTaLK72TsFwW7DgVguiBotvDRJrEwQtDtZsLzCK/wA0U8Q7PTgWGyFI+AV6sklWAhilByChVhsY5EchODZqBh8d/7trDmdIu8z72+eZycz2QDGcAM1iZVYqB9555+cY6I5HQVc0SGpSlorug8r4jrDFzDReph6ZloWjYeB3dJ9eEKafBETZaH2uBGX7k3ASp9AvYZegs9CSm7zWQZLtxHr+cLziEpHSPFp+L7JvuBi71ks3EZsQVrWqH6XmhfDF8q+4AuxhIWbYku7EVbHB7OqsOSWqE6knReKffoS1nyrb3VkX3Adm2Lpptj3qGItFwYtOtPN57693vfRz8Y6I6uTH521GJ355d0HkFzFGli6WWhtID+6h1PJ0gt+E96gFOELxTpDGh9INHCJvtzx2rHAnsG6wTbAOeTvIoOlm4XlNpzunHZNsbfxCoVacSBtcssNfAXeenEDFJuP7YGIHQ7fDIdx8lQDS7eM3Zv4FJU7iTkqOBHhhUzkRfjs6RO4A1R8j6IEV4eQxCos3Cyk71ToReSvwg1xJ6ijEvArMw6hCayXaAld2ScUzqsrVbEGlm4KfYc6DsmThxW6S/E5/AR+01yPJpwea3sBNdq4iP2y4iI2g6X72hm/OO1if/kuHB/bO79q5Wkv+zqw+w+xNYa7fHqG1ygdtHYU57FZnHGzw9xq1471/rIvr2i3gpUf2BNa8qI2AAbW7nIMu4uBXmX+lajmNLkoR8yO4AZO6WT6GLiuEnBVq1SUt8cRWMwbR3AD/0Xt5FL4iGVdLM/+zzmO8Qcmxc7JF4sP3gAAAABJRU5ErkJggg==)

But did you also know that:

![\log(a + b) = \max(\log(a), \log(b)) + O(1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARQAAAASBAMAAABocDzjAAAAMFBMVEX///8zMzPy8vLj4+PW1tZbW1tOTk4/Pz9paWmRkZGgoKC7u7t2dnbIyMitra2EhIR2hQePAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD40lEQVRIDXVVTYgcRRT+Mt27O7sz3bOJIOjFDgHx5qiISwR3PGQ2IrgLEg9CwoQ9ruAcxJswwZMIMupJhTB6EpTNiAquCdkxiCD+0CIElAh9UGFnYRjzc1Bx9XuvqrprMmPRVL33vvd971V10Q14I6p7jjWz6ZAXmWQYL/Zwa/4oa6aPjXiLYREteeWPewnOnBVzGHAcxwqHnoygp4sHmAjRmWImyPlES4k6jQsztxa9VvNgbozDZ3IbsPw3JeQDNc2h0kwxsq5BoLCleTJFvdxEXwOnuEerX0CeRUazcB1/VUMe8DMio+TEVB2It3fqUvWnW1rHa6WWFLKmgbcY6BTBKYsMr6LjlzXPA64DVsmKGfXwZWATwvqUjI5/KvMqYSaTfJrOTS96u0mGV9Hxaw3J84AWYJWsmFG/mgDvQ1jSyk1pZeliD6t7++MVBtzQ5NIy3aELcY1OPXkhvtTAoztpfLb/xxUyWPGDzxEcnN+F48c9oRRA0IFTsmJG/SVmfaQsaWUorXxH93SpVV/nG3vns4RhewMrW7sJdtW309V0vlvZwCs82IX0V5DRRDUNOnPpvYF4yq9opQIIx3BKVkwTai2KvissPZVdthK0MZe+gDuk6MPJmilqkgdLPbndqH7L8T2Nx1Huhm08iFcRbfaF0cQjPP6FxqF6zo8GolEAbK1mlUSMQ9UPdWl9pVuVU7nGVuINVLsHPB0Kn8ElRln5Oak831gcaCuMmbGGcsbWg/0zwC2YVn4Dvq5lfB+O71pxAFtxSnZfqv5Axq/a3dOtXB4mLFo6ggNTU/s+inIPO7YLXWwrH4KN/p5Km01IxcroPdmX4Vdkux7A1pySFTPqKb8mbd2qnMoOT4UHPt/v0VlB1MJmnZY9whM4Wtdrm78g0wov4WuN4JeWXLkm+Eq3loTj+HFPvAIIOnBK/rVdyIC1hmjoXeG1beMbZt5gYA5BK1pmAof2fR/+Av5R307SStgOlvFs/378SwYbqfbDjZpswPFraZBNABtwSlZM1SstRE8LC3KwrHPyrmRx1MUPh59HNcH2J383GLatxKP+5CcuPHf99a2T9yQXLq4MX8QXX1aT8NwbOL+H6PCd45xfRnwEPnAFTqmj4majWN/fpsuqT5zltbAQwhul1W4lM4kyd53pvtXOn1hzxnr92J9w3irwkEtT4LJ6VHJiuToBy3IQ4gy8bAMn4K0z/2A57hgjuXaOz98hT9MMBapq/9/vcOBQw8Bw9DbwlHX85THfmbIdI97e6zk+L0opdZkKhJm4VJopZjRugyp1p1CsWWHOsCYZxoun8z6WUKbPNGhYGf4DwU9IgSVhI5IAAAAASUVORK5CYII=)

This basically a formalization of that time honored engineering philosophy that once your numbers get big enough, you can start to think about them on a log scale.  If you do this systematically, then you eventually will end up doing arithmetic in the (max,+)-semiring.  Masolv asserts that this is essentially what happens in quantum mechanics when we go from small isolated systems to very big things.  A brief overview of this philosophy that has been translated to English can be found here:

Litvinov, G. “[The Maslov dequantization, idempotent and tropical mathematics: a very brief introduction](http://arxiv.org/abs/math/0501038)” (2006) arXiv:math/0501038

The more detailed explanations of this are unfortunately all store in thick, inscrutable Russian text books (but you can find an English translation if you look hard enough):

Maslov, V. P.; Fedoriuk, M. V. “Semiclassical approximation in quantum mechanics”

But enough of that digression!  Let’s apply (max,+) to the problem at hand of comparing sequences.  If we expand the symmetric polynomials in the (max,+) world, here is what we get:

![S_{2,0} = \max(a_0, a_1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAAATBAMAAABLpc8BAAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/klEQVQ4EY1TMWjUUBj+fJdLwiW5u8lWChJrURTRDlZUHJ4cnotIRFRuEEK9q1ARMkjp+OomCt4qOHRQcDxQQXCJujkcFTq4FIPiVvBwcHLw/3NJepFX6D+89/3f9/Hl/S8JsNf6qDEaGm43SsxrFC2p8TFlafnfzB5uLYRatUR+KnV5c5RANcIjPyd231e1kkdsTcHRimUyKbdZZwXAPgVXI35+eSdqv4VY+our+62ZhxsaD2DQ1Xo/fJ3mbuMXluGN6j6eGwENilNLX3On+HNfMTaJxvkDAeNxOe+p3hCuNvENHQjlhRgeYad4Ve3ntuOqk0J3wFsjMS6HQPdKymULmTdxDJhblrDWOaAmzUFueoF7AL0YChAKdv8mpiEivtKisoDKwJEwttm5piyZmexpPIDxmkYYoaHoRd7FTxgjJwZ2RhifYA3eJZwYQmxgiPrs2AQ3wXcfrfQSaxKPlW330Zi3wuL5dAcc0MEh1M7YkRVhHSfxwWDTHCAStyk5wIpRud46Sw+OOUBOBNyeenqw92W1srK4eS5xZoJ3qLRv9dh0UQGneysBBxRTX6DTpCNMRJRhN23ZJPxMoQD+lLnM+IawB0Vcyv23jL9WNpm5QgHpz0T9tWfNetxt54pur8qUJdOTTDa3QiEzTJsd72AtWtSwxgRXHGyC2wv8B801byvTsS8sAAAAAElFTkSuQmCC)

![S_{2,1} = a_0 + a_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAQBAMAAAD0Vgz0AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABP0lEQVQoFWNgYFB2Nk1gwAvQpFkLGDoV8GpgKECV5mpg4EYVweCh6WBsYODBUIMqgKaD97ECqjyUp592AyYO0cH0LbcBImIlGQCTYmDg3g0EW4B8phWsE2DCEB1aDZEwAf4HLO4JDAw8BjABEM3lwLaBIcUHbMZrsBlLGLIZGA4DzWpg4JgQxiDBwOCNoqOxgd2BqYAXbAjYDg4JhhIGls0MDPwNDKwF6QxPGRhYQDrgrjrHwKfE8oH7AEgLWAfPA4ZHCgzOINsZuhs4OCZAdYAUgIEew0EWfgP2BBAHrIPpAY+AA0gHc7CzBdDoA+g6mN3CU4E6HOA6GExSywJAOiDABkiBXQUTANMwV31AiMJ0sB0IZcKig2MDxOcIDXA7AmcK8B3IvYYkA2GmuKEJsd1NgItwHIAziWSwEamOAQBGAkGkduklFQAAAABJRU5ErkJggg==)

And for ![n = 3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==):

![S_{3,0} = \max(a_0, a_1, a_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAATBAMAAABrZVK5AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAACNElEQVQ4EZVTPYgTQRh9Tia7S3Y3SaWRA1nPQ1FEU6ioWIwEc41IRFRSCMuZnHAipJDjyj0LwR8wWClYXKFgGVBBsIleZxFOuMJGDIpWBwYLKwu/2Z297GyWU6fYee99bx/fN7ML/Ot6t7WRb13Wqqyq0Qnyt3ryBTNJsvBPKe6pHfWzirq2qtNJto+kfAd3vMlSWllKC2nuklAIYKf1DD7M0DTJbADbAjiaGJH3z6526q/A5n/j3HZz6tZahkeTOF2O+9XTNEWcDfzAAtxR0cMT3qCTwOH5j7GT/boRKBxDgxw4ubMRWwD7Da2XxPNlfEYTLHB9DPaCnOx5vhsbDwTNNHR6UikNeUsArbNxWe703jr2AzMLAuaKzCoIoxebnuI6EF2thHzWB2WxAFb3LspgHXkTm0tl5Xq2AN+QzuXAFMpkVXAT/IU0h/ASKjBGKAX0VVhk5SO7n5wx6msZ7hkcHICtYYDidGSCM8QXDzWZFcJr+AZepc5xLwCdZKlq+rKoVthXE7tROGZ1zA5WcAhvuTTNAGzolAVlMRFBy+rC7CN3oXacOn0ks4TKkduVHQ92tT8s5Rbn1k8M7anGa+Tql9vSdDoAjrQXG5TFKwrSSOMT+q5mTKTpsBVSOSPzVIVmnFbwFCD/Iblm8ZBZvXFypGpPO2TSZMQ6ZfkRNvoXEf7bRG+vimK/VY9NWXtehCqZ7quy8cm3+hE+/7jMRATlM5bHSgrNpXiK8gTf7Dyh/Sf8A+IQgMQ+nkMsAAAAAElFTkSuQmCC)

![S_{3,1} = \max(a_0+a_1, a_0+a_2, a_1+a_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP4AAAATBAMAAABCYq0+AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC1klEQVRIDb2VP2gUQRTGP/d295bb+1dpQkDOJAiK6BUqKhYD0aRQ5ERUrhCWeEkgGtxCQwqLjYUQLYxWChYpFCwPVBBO5DSdgRAhiI14KNoYMJWVhW9mMreze4muEJzi7r33++Z9N+9m74Ck601S4T/oWHKtUU6uTazsS6xEOrk0ubJQIm3fwAHv71vmIxI7ksUSL5ZH0gg0fMDyMVOKSNZNpiLVP06Dmm68onAJyARwN5a3Sasd8WCz/K8BWwJkI71l8vbxRX/wOYzRXzi1Nd1zgz6ptjbLfwDIfSlpjdthdgU/MI7car6Eh2aFviXsG/2gsPQ3fk4EqqJBOWINaiEkVOox2n6ku6KaAG6D1jPKrSI+oQojyHlY3Anbh/HEmlVC6b87qKqCDqWFBrVQ+rfVC3x/oWXWGJAtq2b8nbyWsQvoH2dIz3H/DLPrqJ0k1mi8ajQY8AiXAPlgtCEd4Ls4AIfmkEfyUKegUB+bBBbogHBmb6EInFjPP1V3GcwVZOuYDtLM8HO8obx/TheuwnwqCjoU5xfwHLqI6jp5fq62PLp5V1AI6Al0qD1M7h/OX55/Grnj2LMIYwmLyPeaq26T+4n5Z1v4XAJdIVo6FP4CjuErMV0n/bna9vMV2pxhuB2A3yPhz3uJJeZfxQ5kDjp+2scc9uK1WSinPY6Fv9HKFhm1MBgiUPgL6DizBJUOfAnIWyGYAa4jdWbgEI3oftz/wrY720feTaUmh5cPt9yeygukBs+PkD/jXeT92z8yyY9g0pB1KCwgoNvkcE3HN0p/rgZeAkuiRi/f4v4KqPeaCNT8C6oMPv9emSm4GsKjbch1fIUw1QT//eVrCPeM2PwlCF9dETp1ef/COu/rybQT2s2zCir/cOdlqyL+f6hyc57lmxPvQ9YZWUzUaoMxZH/0nOZarQOeflBUkHTRnVb3XfSHJaULK7FoOJZvRsrCJnYY/s/oN6cavgE8soKKAAAAAElFTkSuQmCC)

![S_{3,2} = a_0+a_1+a_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAQBAMAAADKX6H/AAAAMFBMVEX///8zMzPj4+OgoKCtra3W1ta7u7uEhITy8vI/Pz9bW1t2dnbIyMhpaWlOTk6RkZFR24S+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABfklEQVQ4EZ1QPUvDQBh+TJM0tGnT0W5FNwd1UBCng0pdHAoO4pahdVEhg3Q+F6G6VCd/gINjwW4RqRRXZxehKLi4dHL2PnLN5QQLfYfknk/uPQDL9c0Q/84f2TXsToRuzeAMGBkYeYMoUBQNyoQzOxYofDNk4Jkdpc+aEZFw7ehN8bLD+jmlCZPsklq2q01lBooxmwHD1r3TU7TsWKGHipAduiUY2y0C7HSUhf8LxO2jtSdav0XrHY6BEZPi+CmOSWLhKYvC612iAidkL5POOc0TKyoJQtzDW8QZ7AdByHtwi0gFFE7k+X24UZntNN3lFeUle1Ic8ozo8Mf4qKGudXCLSBUIrij4a9Gu0JPPKp7tYD0fcig6rLFfIZkObhGp3H59C/BumfWR+9XkGgdt1kE4Fh3YaHeamQ5u0VNfQG7I/fqoXSYpKXcJUmKa2sWNhROnmUri5PXlm2q07NCIaepiRMov1WtNksdWw6Dc9zDLOHrKG2bFeZA7T0hmfgE4VVhgYigCQAAAAABJRU5ErkJggg==)

If you stare at this enough, I am sure you can spot the pattern:

**Theorem:** The elementary symmetric polynomials on the (max,+) semiring are the [partial sums](http://en.wikipedia.org/wiki/Series_(mathematics)#Calculus_and_partial_summation_as_an_operation_on_sequences) of the sorted sequence.

This means that if we want to compute the (max,+) symmetric polynomials, we can do it in ![O(n \log(n))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAASBAMAAAA+r0T5AAAAMFBMVEX///8zMzOtra2goKC7u7uRkZHj4+PW1tZpaWlOTk7IyMjy8vI/Pz+EhIR2dnZbW1t8O9OXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABaElEQVQoFWWSO0vDUBSAP/sKbdqqiM6hjz12chF8FadCwD8QdXGwIOKgaGkn50xuQh1dSsQ/kE1wCg4tODm46OTkoIsn8d6k4uGQc/judw/3JgEVJVd3aVXMAkkd+6oxXU1AMSl6VdZCtd73UlGxvIskZFptl5Kt1o1U1KwQIolxCVdU/P9iwgYgeSvKCkXlMTUxYROYYD6Kss7BlJjdsuk2G2HC6lCnEp1pmR40TzZtOYnHu2z7Mj03YR3oMOOI+CaNcf/NXCQWAmaHDyylbAQjdi0wFwQWqlZ0PsPLfFB1nqRPWCzeDSEfyA7KfjZMxI26n7I2tCnLxIuj6DJnFM99mWgEFNdsSFl8mZxH6RNmYZXDjEwMeKXPWMSEPYNkr9ESWPXlspVtOF308zWHm/nrlA3iFy6WRM6Ki34YY7PraCbfT1LHi27imrHIOSimf4pf4/iPSL22A4rtgaSOnKu7tCpmRT/uD/lAXEfAaoMeAAAAAElFTkSuQmCC) by sorting and folding.

Working the (max,+) solves most of our woes about overflow, since adding numbers is much less likely to go beyond INT\_MAX.  However, we will tweak just one thing: instead of using max, we’ll flip it around and use min so that the values stay small.  Both theoretically and practically, it doesn’t save much but it gives us a maybe a fraction of a bit of extra address space to use for indices.  Here is an implementation for pairs:

function compare2MinP(a, b) {

var d = a[0]+a[1]-b[0]-b[1];

if(d) {

return d;

}

return Math.min(a[0],a[1]) - Math.min(b[0],b[1]);

}

And it clocks in at:

* compare2MinP: 354 µs

Which is a bit slower than the symmetric functions, but still way faster than ranking.  We can also play the same game for ![n=3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAMBAMAAADi7eJ+AAAAMFBMVEX///8zMzOtra2RkZHW1ta7u7ugoKDy8vJbW1vj4+N2dnZOTk4/Pz+EhITIyMhpaWmQe1ptAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAfElEQVQIHWNgQAPsSrYFaEIMDLwOvB8wBPkT2AQwBIFqMVUyMMyewMBkEpqGoryoj4HBPaOAESjItQoIFoFl+RMYJixi8EZRycAnycBwnCEXWbCqgFOIgWUDw5ZyJO0+E1jkGNgucB5QQFLKzMDcwMD1gOGqA5Igu7FtAQDWqxrbYNKcFwAAAABJRU5ErkJggg==):

function compare3MinP(a, b) {

var l1 = a[0]+a[1]

, m1 = b[0]+b[1];

d = l1+a[2] - (m1+b[2]);

if(d) {

return d;

}

var l0 = Math.min(a[0], a[1])

, m0 = Math.min(b[0], b[1])

, d = Math.min(l0, a[2]) - Math.min(m0, b[2]);

if(d) {

return d;

}

return Math.min(l0+a[2], l1) - Math.min(m0+b[2], m1);

}

Which hits:

* compare3MinP: 382 µs

Again, not quite as fast as integers, but pretty good for JavaScript.

Summary

You can get all the code to run these experiments on github:

<https://github.com/mikolalysenko/set-compare>

And here are the results that I got from running the experiment, all collated for easy reading:

Dimension = 2

* compareSimple: 5982 µs
* compare2Brutal: 415 µs
* compare2Sym: 352 µs
* compare2SymMasked: 1737 µs
* compare2Rank: 498 µs
* compare2MinP: 369 µs

Dimension = 3

* compareSimple: 7737 µs
* compare3Sym: 361 µs
* compare3Sym\_opt: 362 µs
* compare3Rank: 612 µs
* compare3MinP: 377 µs

As you can see, the (min,+) solution is nearly as fast as the symmetric version without having the same overflow problems.

I hope you enjoyed reading this as much as I enjoyed tinkering around!  Of course I still don’t know of an optimal way to compare two lists.  As a final puzzle, I leave you with the following:

**Question:**Is there any method which can test if two unordered sequences are equal in linear time and at most log space?

Frankly, I don’t know the answer to this question and it may very well be impossible.  If you have any thoughts or opinions on this, please leave a comment!