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|  |  |
|  | [2 NGR | Nearest Greater to right](#stack_2) |
|  | [3 NGL | Nearest Greater to left](#stack_3) |
|  | [4 NSL | Nearest SMALLER to left](#stack_4) |
|  | [5 NSR | Nearest SMALLER to RIGHT](#stack_5) |
|  | [6 Stock Span Problem](#stack_6) |
|  | [7 Maximum area in histogram](#stack_7) |
|  | [8 Max Area Rectangle in binary matrix](#stack_8) |
|  | [9 Rain Water Trapping](#stack_9) |
|  | [10 Minimum Element in Stack with Extra space](#stack_10) |
|  |  |

**2 NG****R | Nearest Greater to right**

Java solution stack|| [GFG](https://practice.geeksforgeeks.org/problems/next-larger-element-1587115620/1)

Int wala

public int[] NGR(int arr[], int n)  
{  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Integer> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i>=0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() > arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() <= arr[i])  
 {  
 //REMOVING THE SMALLER ELEMENTS  
 while(s.size()>0 && s.peek() <= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 //REVERSING THE LIST  
 Collections.*reverse*(list);  
  
 //ANS ARRAY DECLEARATION  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
  
}

Long wala

class Solution  
{  
 //Function to find the next greater element for each element of the array.  
 public static long[] nextLargerElement(long[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Long> list = new ArrayList<>();  
 Stack<Long> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i>=0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() > arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() <= arr[i])  
 {  
 //REMOVING THE SMALLER ELEMENTS  
 while(s.size()>0 && s.peek() <= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 //REVERSING THE LIST  
 Collections.reverse(list);  
  
 //ANS ARRAY DECLEARATION  
 long ans[] = new long[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(Long x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
}

Given an array **arr[ ]** of size **N** having distinct elements, the task is to find the next greater element for each element of the array in order of their appearance in the array.  
Next greater element of an element in the array is the nearest element on the right which is greater than the current element.  
If there does not exist next greater of current element, then next greater element for current element is -1. For example, next greater of the last element is always -1.

**Example 1:**

**Input**:

N = 4, arr[] = [1 3 2 4]

**Output**:

3 4 4 -1

**Explanation**:

In the array, the next larger element

to 1 is 3 , 3 is 4 , 2 is 4 and for 4 ?

since it doesn't exist, it is -1.

**3 NGL | Nearest Greater to** **Left**

Java solution stack

Int wala

public int[] NGL(int arr[], int n)  
{  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Integer> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i< n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() > arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() <= arr[i])  
 {  
 //REMOVING THE SMALLER ELEMENTS  
 while(s.size()>0 && s.peek() <= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
  
 //ANS ARRAY DECLEARATION  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
  
}

Long wala

package sample;  
import java.util.\*;  
  
  
class Solution  
{  
 //Function to find the next greater element for each element of the array.  
 public long[] nextLargerElement(long[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Long> list = new ArrayList<>();  
 Stack<Long> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i < n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() > arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() <= arr[i])  
 {  
 //REMOVING THE SMALLER ELEMENTS  
 while(s.size()>0 && s.peek() <= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 long ans[] = new long[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(Long x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
}  
  
  
  
public class Main {  
 public static void main(String args[])  
 {  
 Solution s = new Solution();  
  
 long arr[] = {1,3,2,4};  
  
 long ans[] = s.nextLargerElement(arr, arr.length);  
  
 for(long x: ans)  
 {  
 System.*out*.println(x);  
 }  
  
 }  
}

**Example 1:**

**Input**:

N = 4, arr[] = [1 3 2 4]

**Output**:

-1 -1 3 -1

**4 NSL | Nearest** **SMALLER to Left**

Java solution stack

Int wala

public int[] NSL(int[] arr, int n)  
{  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Integer> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i < n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() < arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
}

long wala

package sample;  
import java.util.\*;  
  
class Solution  
{  
 //Function to find the next greater element for each element of the array.  
 public long[] NSL(long[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Long> list = new ArrayList<>();  
 Stack<Long> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i < n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() < arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 long ans[] = new long[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(Long x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
}  
  
  
  
public class Main {  
 public static void main(String args[])  
 {  
 Solution s = new Solution();  
  
 long arr[] = {4,5,2,10,8};  
  
 long ans[] = s.nextLargerElement(arr, arr.length);  
  
 for(long x: ans)  
 {  
 System.*out*.println(x);  
 }  
  
 }  
}

**Example 1:**

**Input**:

N = 4, arr[] = [4,5,2,10,8]

**Output**:

-1 4 -1 2 2

**5 NSR | Nearest SMALLER to RIGHT**

Java solution stack

Int wala

//NEAREST SMALLER TO RIGHT  
public int[] NSR(int[] arr, int n)  
{  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Pair<Integer,Integer>> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i >= 0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() < arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 //REVERSING THE LIST  
 Collections.*reverse*(list);  
  
 //ANS ARRAY DECLARATION  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
}

Long wala

package sample;  
import java.util.\*;  
  
class Solution  
{  
 //Function to find the next greater element for each element of the array.  
 public long[] NSR(long[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Long> list = new ArrayList<>();  
 Stack<Long> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i >= 0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() < arr[i])  
 {  
 list.add(s.peek());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(Long.*valueOf*(-1));  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(arr[i]);  
 }  
  
 //REVERSING THE LIST  
 Collections.*reverse*(list);  
  
 //ANS ARRAY DECLARATION  
 long ans[] = new long[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(Long x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
}  
  
  
  
public class Main {  
 public static void main(String args[])  
 {  
 Solution s = new Solution();  
  
 long arr[] = {4,5,2,10,8};  
  
 long ans[] = s.NSR(arr, arr.length);  
  
 for(long x: ans)  
 {  
 System.*out*.println(x);  
 }  
  
 }  
}

**Example 1:**

**Input**:

N = 4, arr[] = [4,5,2,10,8]

**Output**:

2 2 -1 8 -1

**6 | Stock Span Problem**

package sample;  
import java.util.\*;  
  
class Pair<A, B> {  
 private A first;  
 private B second;  
  
 public Pair(A first, B second) {  
 super();  
 this.first = first;  
 this.second = second;  
 }  
  
 public A getValue() {  
 return first;  
 }  
  
 public B getIndex() {  
 return second;  
 }  
  
}  
  
class Solution{  
 public int[] NGL(int arr[], int n)  
 {  
  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
  
 //USED PAIR TO ADD ELEMENT OF ARR AND INDEX  
 Stack<Pair<Integer, Integer>> s = new Stack<>();  
 //REVERSER LOOP  
 for(int i = 0; i< n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() > arr[i])  
 {  
 //ADDING THE INDEX OF THE ELEMENT  
 list.add(s.peek().getIndex());  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() <= arr[i])  
 {  
 //REMOVING THE SMALLER ELEMENTS AND INDEX PAIR  
 while(s.size()>0 && s.peek().getValue() <= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF ELEMENT IS GREATER THEN ADD ITS INDEX  
 else{  
 list.add(s.peek().getIndex());  
 }  
 }  
  
 //ADDING THE PAIR  
 s.push(new Pair(arr[i], i));  
 }  
  
  
 //ANS ARRAY DECLEARATION  
 int ans[] = new int[list.size()];  
  
  
 //subtracting the index with list OF INDEX VAL  
 for(int i =0; i<list.size(); i++)  
 {  
 ans[i] = i - list.get(i);  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
  
 }  
  
}  
  
  
public class Main {  
 public static void main(String args[])  
 {  
 Solution s = new Solution();  
  
 int arr[] = {100, 80,60,70,60,75,85};  
  
 int ans[] = s.NGL(arr, arr.length);  
  
 for(int x: ans)  
 {  
 System.*out*.println(x);  
 }  
  
 }  
}

The stock span problem is a financial problem where we have a series of **n** daily price quotes for a stock and we need to calculate the span of stocks price for all **n** days.   
The span **Si** of the stocks price on a given day **i** is defined as the maximum number of consecutive days just before the given day, for which the price of the stock on the current day is less than or equal to its price on the given day.  
For example, if an array of 7 days prices is given as {100, 80, 60, 70, 60, 75, 85}, then the span values for corresponding 7 days are {1, 1, 1, 2, 1, 4, 6}.

**Example 1:**

**Input**:

N = 7, price[] = [100 80 60 70 60 75 85]

**Output**:

1 1 1 2 1 4 6

**Explanation**:

Traversing the given input span for 100

will be 1, 80 is smaller than 100 so the

span is 1, 60 is smaller than 80 so the

span is 1, 70 is greater than 60 so the

span is 2 and so on. Hence the output will

be 1 1 1 2 1 4 6.

**7 |Maximum Area in Histogram**

[Leet code 84. Largest Rectangle in Histogram JAVA](https://leetcode.com/problems/largest-rectangle-in-histogram)

/\*STEPS TO APPROACH THE QUESTION  
//(Nearest smaller element to right & Nearest smaller element to Left)  
  
 Calculate Index of NSR and NSL and store it in arrays Left and Right  
 Calculate Width by Width[i] = Left[i] - Right[i] - 1  
 Calculate Area by Area = Height[i] \* Width[i]  
\*/  
  
//FOR STORING TWO VALUSE IN HE STACK  
class Pair<A, B> {  
 private A first;  
 private B second;  
  
 public Pair(A first, B second) {  
 super();  
 this.first = first;  
 this.second = second;  
 }  
  
 public A getValue() {  
 return first;  
 }  
  
 public B getIndex() {  
 return second;  
 }  
  
}  
class Solution {  
  
 //NEAREST SMALLER TO LEFT  
 public int[] NSL(int[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Pair<Integer,Integer>> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i < n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() < arr[i])  
 {  
 list.add(s.peek().getIndex());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek().getValue() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek().getIndex());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(new Pair(arr[i], i));  
 }  
  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
  
  
  
  
 //NEAREST SMALLER TO RIGHT  
 public int[] NSR(int[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Pair<Integer,Integer>> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i >= 0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING n  
 if(s.size() == 0)  
 {  
 list.add(n);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() < arr[i])  
 {  
 list.add(s.peek().getIndex());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek().getValue() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING n  
 if(s.size() == 0)  
 {  
 list.add(n);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek().getIndex());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(new Pair(arr[i], i));  
 }  
  
 //REVERSING THE LIST  
 Collections.*reverse*(list);  
  
 //ANS ARRAY DECLARATION  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
  
 //MAIN FUNCTION  
 public int largestRectangleArea(int[] arr) {  
  
 //FOR CALCULATING THE WIDTH AND AREA  
 int width[] = new int[arr.length];  
 int area[] = new int[arr.length];  
  
  
 //FOR STORING THE INDEX OF NSR AND NSL  
 // NSR = NEARST SMALLET TO RIGHT  
 // NSR = NEARST SMALLET TO LEFT  
 int right[] = NSR(arr, arr.length);  
 int left[] = NSL(arr, arr.length);  
  
  
  
 //CALLCULATING THE WIDTH BY  
 // WIDTH = INDEX OF NSR - INDEX OF NSL - 1  
 for(int i =0; i< arr.length; i++)  
 {  
 width[i] = right[i]-left[i]-1;  
 }  
  
 //CALLCULATING THE AREA BY  
 // AREA = GIVEN HEIGHT(ARR) \* WIDTH  
 for(int i =0; i< arr.length; i++)  
 {  
 area[i] = arr[i]\*width[i];  
 }  
  
 //SORTING FOR EASY  
 Arrays.*sort*(area);  
  
 //Retuning the largest area  
 return area[area.length-1];  
 }  
}

Given an array of integers heights representing the histogram's bar height where the width of each bar is 1, return *the area of the largest rectangle in the histogram*.

**Example 1:**
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**Input:** heights = [2,1,5,6,2,3]

**Output:** 10

**Explanation:** The above is a histogram where width of each bar is 1.

The largest rectangle is shown in the red area, which has an area = 10 units.

**8 |****Maximum Area in Rectangle in a Binary Matrix**

[**85. Maximal Rectangle leetcode**](https://leetcode.com/problems/maximal-rectangle)

//FOR STORING TWO VALUSE IN HE STACK  
class Pair<A, B> {  
 private A first;  
 private B second;  
  
 public Pair(A first, B second) {  
 super();  
 this.first = first;  
 this.second = second;  
 }  
  
 public A getValue() {  
 return first;  
 }  
  
 public B getIndex() {  
 return second;  
 }  
  
}  
  
class Solution {  
  
 //NEAREST SMALLER TO LEFT  
 public int[] NSL(int[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Pair<Integer,Integer>> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = 0; i < n; i++)  
 {  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() < arr[i])  
 {  
 list.add(s.peek().getIndex());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek().getValue() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING -1  
 if(s.size() == 0)  
 {  
 list.add(-1);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek().getIndex());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(new Pair(arr[i], i));  
 }  
  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
  
  
  
  
 //NEAREST SMALLER TO RIGHT  
 public int[] NSR(int[] arr, int n)  
 {  
 // Your code here  
 //FOR ADDING THE ELEMENTS  
 ArrayList<Integer> list = new ArrayList<>();  
 Stack<Pair<Integer,Integer>> s = new Stack<>();  
  
 //REVERSER LOOP  
 for(int i = n-1; i >= 0; i--)  
 {  
 //IF STACK IS EMPTY  
 //ADDING n  
 if(s.size() == 0)  
 {  
 list.add(n);  
 }  
 //IF STACK IS NOT EMPTY AND SMALLER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() < arr[i])  
 {  
 list.add(s.peek().getIndex());  
 }  
 //IF STACK IS NOT EMPTY AND GREATER THAN THE ELEMENT  
 else if(s.size() > 0 && s.peek().getValue() >= arr[i])  
 {  
 //REMOVING THE GREATER ELEMENTS  
 while(s.size()>0 && s.peek().getValue() >= arr[i])  
 {  
 s.pop();  
 }  
 //IF STACK IS EMPTY  
 //ADDING n  
 if(s.size() == 0)  
 {  
 list.add(n);  
 }  
 //IF GREATER THEN ADD  
 else{  
 list.add(s.peek().getIndex());  
 }  
 }  
  
 //ADDING THE ELEMENT  
 s.push(new Pair(arr[i], i));  
 }  
  
 //REVERSING THE LIST  
 Collections.*reverse*(list);  
  
 //ANS ARRAY DECLARATION  
 int ans[] = new int[list.size()];  
 //COUNTER FOR ARRAY  
 int a = 0;  
  
 //FOR EACH LOOP FOR COPYING THE ELEMENETS  
 for(int x : list)  
 {  
 ans[a++] = x;  
 }  
  
 //RETURING THE ARRAY  
 return ans;  
 }  
  
 //MAXIMUM AREA IN A HISTOGRAM  
 public int MAH(int[] arr) {  
  
 //FOR CALCULATING THE WIDTH AND AREA  
 int width[] = new int[arr.length];  
 int area[] = new int[arr.length];  
  
  
 //FOR STORING THE INDEX OF NSR AND NSL  
 // NSR = NEARST SMALLET TO RIGHT  
 // NSR = NEARST SMALLET TO LEFT  
 int right[] = NSR(arr, arr.length);  
 int left[] = NSL(arr, arr.length);  
  
  
  
 //CALLCULATING THE WIDTH BY  
 // WIDTH = INDEX OF NSR - INDEX OF NSL - 1  
 for(int i =0; i< arr.length; i++)  
 {  
 width[i] = right[i]-left[i]-1;  
 }  
  
 //CALLCULATING THE AREA BY  
 // AREA = GIVEN HEIGHT(ARR) \* WIDTH  
 for(int i =0; i< arr.length; i++)  
 {  
 area[i] = arr[i]\*width[i];  
 }  
  
 //SORTING FOR EASY  
 Arrays.*sort*(area);  
  
 //Retuning the largest area  
 return area[area.length-1];  
 }  
  
  
 //Main function  
 public int maximalRectangle(char[][] a) {  
  
 //row and coloumn of the char 2D array  
 int r = a.length;  
 int c = a[0].length;  
  
 //Array named list to save the values  
 int list[] = new int[a[0].length];  
  
  
 //BASE CASE  
 if(a.length == 1 && a[0].length == 1)  
 {  
 if(a[0][0] == '1')  
 {  
 return 1;  
 }else{  
 return 0;  
 }  
 }  
  
 //FOR SAVING INT FORM OF THE 2D ARRAY  
 int arr[][] = new int[a.length][a[0].length];  
  
 //CONERTING THE CHAR ARRAY INTO INT ARRAY   
 // AND SAVING IT IN arr[][]  
 for(int i =0; i<a.length; i++)  
 {  
 for(int j = 0; j<a[0].length; j++)  
 {  
 if(a[i][j] == '1')  
 {  
 arr[i][j] = 1;  
 }else{  
 arr[i][j] = 0;  
 }  
 }  
 }  
  
 //COPYING 1ST ROW OF THE MATRIX  
 for(int j =0; j<c; j++)  
 {  
 list[j] = arr[0][j];  
 }  
  
 //CALCULATING MAX AREA OF HISTOGRAM   
 //AND SAVING IT IN MAX VARIABLE  
 int max = MAH(list);  
  
  
 for(int i =1;i <r; i++)  
 {  
 for(int j = 0; j<c; j++)  
 {  
 //IF 0 THE SET THE HEIGHT TO 0  
 if(arr[i][j] == 0)  
 {  
 list[j] = 0;  
 }//ELSE ADD THE HEIGHT TO THE EXISTING ARRAY  
 else  
 {  
 list[j] += arr[i][j];  
 }  
 }  
 //CALCULATING MAX AREA OF HISTOGRAM   
 //AND SAVING IT IN MAX VARIABLE  
 max = Math.*max*(max, MAH(list));  
 }  
  
  
 //RETURNING THE ANS  
 return max;  
  
 }  
}

Given a rows x cols binary matrix filled with 0's and 1's, find the largest rectangle containing only 1's and return *its area*.

**Example 1:**

![https://assets.leetcode.com/uploads/2020/09/14/maximal.jpg](data:image/jpeg;base64,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)

**Input:** matrix = [["1","0","1","0","0"],["1","0","1","1","1"],["1","1","1","1","1"],["1","0","0","1","0"]]

**Output:** 6

**Explanation:** The maximal rectangle is shown in the above picture.

**9 |****Rain Water Trapping**

[**42. Trapping Rain Water**](https://leetcode.com/problems/trapping-rain-water/)

class Solution {  
 public int trap(int[] arr) {  
 //LENGTH OF THE ARRAY  
 int n = arr.length;  
  
 //STORING THE ABSOLUTE   
 //GREATER TO RIGHT AND LEFT  
 //OF THE ARRAY AT ith POSITION  
 int maxL[] = new int[n];  
 int maxR[] = new int[n];  
  
 //COPYING THE FIRST ELEMENT  
 maxL[0] = arr[0];  
  
 //FOR CALCULATING THE ABSOLUTE   
 //GREATER TO LEFT AT ith POSTION  
 for(int i =1; i<n; i++)  
 {  
 maxL[i] = Math.*max*(maxL[i-1], arr[i]);  
 }  
  
 //COPYING THE LAST ELEMENT  
 maxR[n-1] = arr[n-1];  
  
 //FOR CALCULATING THE ABSOLUTE   
 //GREATER TO RIGTH AT ith POSTION  
 for(int i =n-2; i >= 0; i--)  
 {  
 maxR[i] = Math.*max*(maxR[i+1], arr[i]);  
 }  
  
 //FOR STORING THE VALUE OF WATER ABOVE THE BUILDINGS  
 int water[] = new int[n];  
 for(int i =0; i<n; i++)  
 {  
 water[i] = Math.*min*(maxL[i], maxR[i])-arr[i];  
 }  
  
 //FOR SOTRING SUM  
 int sum = 0;  
  
 //ADDING ALL THE VAL OF WATER STORED ABOVE THE BUILDING  
 for(int i =0; i<n; i++)  
 {  
 sum += water[i];  
 }  
  
 //RETURNING TOTAL WATER TRAPPED  
 return sum;  
 }  
}

Given n non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it can trap after raining.

**Example 1:**

![https://assets.leetcode.com/uploads/2018/10/22/rainwatertrap.png](data:image/png;base64,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)

**Input:** height = [0,1,0,2,1,0,1,3,2,1,2,1]

**Output:** 6

**Explanation:** The above elevation map (black section) is represented by array [0,1,0,2,1,0,1,3,2,1,2,1]. In this case, 6 units of rain water (blue section) are being trapped.

**10 |****Minimum Element in Stack with Extra Space**

[Get minimum element from stack  gfg](https://practice.geeksforgeeks.org/problems/get-minimum-element-from-stack/1/)

class GfG  
{  
 int minEle;  
 Stack<Integer> s = new Stack<Integer>();  
 Stack<Integer> ss= new Stack<Integer>();  
  
  
  
 /\*returns min element from stack\*/  
 int getMin()  
 {  
 // Your code here  
 if(ss.size() == 0)  
 {  
 return -1;  
 }  
 return ss.peek();  
 }  
  
  
  
  
 /\*returns poped element from stack\*/  
 int pop()  
 {  
 // Your code here   
 if(s.size() == 0)  
 {  
 return -1;  
 }  
 int ans = s.peek();  
 s.pop();  
 if(ss.peek() == ans)  
 {  
 ss.pop();  
 }  
  
 return ans;  
 }  
  
  
  
  
 /\*push element x into the stack\*/  
 void push(int x)  
 {  
 // Your code here  
 s.push(x);  
 if(ss.size() == 0 || ss.peek() >= x)  
 {  
 ss.push(x);  
 };  
  
 }  
}

You are given **N** elements and your task is to Implement a Stack in which you can get minimum element in O(1) time.

**Example 1:**

**Input:**

push(2)

push(3)

pop()

getMin()

push(1)

getMin()

**Output:** 3 2 1

**Explanation:** In the first test case for

query

push(2)  Insert 2 into the stack.

  The stack will be {2}

push(3)  Insert 3 into the stack.

  The stack will be {2 3}

pop() Remove top element from stack

  Poped element will be 3 the

  stack will be {2}

getMin() Return the minimum element

  min element will be 2

push(1) Insert 1 into the stack.

The stack will be {2 1}

getMin() Return the minimum element

  min element will be 1