![](data:image/jpeg;base64,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)

系统分析与设计课程设计实验报告

学号： 201701

姓名： 单联天

指导老师： 李贺平老师

完成时间： 2020/07/20

# 实验五 界面设计与文件存取

## 一、实验目的

(1)练习 SQL Server 数据库的创建与使用方法。

(2)练习存储过程的创建与调用方法练习简单的统计査询方法。

(3)练习绑定 DataGridView 到数据源的方法。

(4)练习绑定其他控件到数据源的方法。

(5)练习数据库中图片的显示和存取方法。。

## 二、实验结果

界面运行截图：
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## 三、主要代码

## [FormMain.cs]

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Text;

using System.Windows.Forms;

using System.Data.SqlClient;

using System.Data.SqlTypes;

namespace BankEmployee

{

public partial class FormMain : Form

{

public FormMain()

{

InitializeComponent();

}

private void FormMain\_Load(object sender, EventArgs e)

{

this.selectAllUserNameFromOperatorTableAdapter.Fill(this.employeeDataSet1.SelectAllUserNameFromOperator);

comboBoxOperator.DataSource = employeeDataSet1.SelectAllUserNameFromOperator;

comboBoxOperator.DisplayMember = employeeDataSet1.SelectAllUserNameFromOperator.usernameColumn.ColumnName;

}

private void buttonLogin\_Click(object sender, EventArgs e)

{

selectOperatorTableAdapter1.Fill(employeeDataSet1.SelectOperator, comboBoxOperator.Text, textBoxPassword.Text);

if (employeeDataSet1.SelectOperator.Count == 0)

{

MessageBox.Show("操作员或密码不正确", "", MessageBoxButtons.OK, MessageBoxIcon.Error);

groupBox1.Enabled = false;

}

else

{

groupBox1.Enabled = true;

}

}

private void buttonExit\_Click(object sender, EventArgs e)

{

this.Close();

}

private void radioButtonManage\_CheckedChanged(object sender, EventArgs e)

{

if (radioButtonManage.Checked == true)

{

this.Hide();

FormEmployee fm = new FormEmployee();

fm.ShowDialog();

this.Show();

}

}

private void radioButtonQuery\_CheckedChanged(object sender, EventArgs e)

{

if (radioButtonQuery.Checked == true)

{

int? maleNumber = 0;

int? femaleNumber = 0;

simpleQueryTableAdapter1.GetData(ref maleNumber , ref femaleNumber);

MessageBox.Show(string.Format("男：{0}，女：{1}", maleNumber, femaleNumber));

}

}

}

}

## [FromEmployee.cs]

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Text;

using System.Windows.Forms;

namespace BankEmployee

{

public partial class FormEmployee : Form

{

public FormEmployee()

{

InitializeComponent();

groupBox1.Text = "";

}

private void basicTableBindingNavigatorSaveItem\_Click(object sender, EventArgs e)

{

try

{

this.Validate();

this.basicTableBindingSource.EndEdit();

this.basicTableTableAdapter.Update(this.employeeDataSet.BasicTable);

labelTip.Text = "保存成功";

}

catch(Exception err)

{

labelTip.Text = "保存失败：" + err.Message;

}

}

private void Form1\_Load(object sender, EventArgs e)

{

this.basicTableTableAdapter.Fill(this.employeeDataSet.BasicTable);

ChangeCurrentPosition(CurrentOperator.当前记录);

}

private void buttonImport\_Click(object sender, EventArgs e)

{

OpenFileDialog openFileDialog1 = new OpenFileDialog();

if (openFileDialog1.ShowDialog() == DialogResult.OK)

{

Bitmap image = new Bitmap(openFileDialog1.FileName);

pictureBoxPhoto.Image = image;

}

}

private void buttonClear\_Click(object sender, EventArgs e)

{

pictureBoxPhoto.Image = null;

}

private void basicTableBindingNavigator\_RefreshItems(object sender, EventArgs e)

{

}

private void bindingNavigatorAddNewItem\_Click(object sender, EventArgs e)

{

try

{

basicTableBindingSource.AddNew();

ChangeCurrentPosition(CurrentOperator.当前记录);

textBoxName.Focus();

}

catch(Exception err)

{

labelTip.Text = "当前记录有错："+err.Message;

}

}

enum CurrentOperator { 第一个记录, 前一个记录, 下一个记录, 最后一个记录, 当前记录 };

private void ChangeCurrentPosition(CurrentOperator cp)

{

labelTip.Text = "温馨提示：操作一段时间后别忘了保存一下";

try

{

switch (cp)

{

case CurrentOperator.第一个记录:

basicTableBindingSource.MoveFirst();

break;

case CurrentOperator.前一个记录:

basicTableBindingSource.MovePrevious();

break;

case CurrentOperator.下一个记录:

basicTableBindingSource.MoveNext();

break;

case CurrentOperator.最后一个记录:

basicTableBindingSource.MoveLast();

break;

}

}

catch (Exception err)

{

labelTip.Text = "当前记录有错：" + err.Message;

}

int pos = basicTableBindingSource.Position;

int max=basicTableBindingSource.Count;

bindingNavigatorMoveFirstItem.Enabled = pos <= 0 ? false : true;

bindingNavigatorMovePreviousItem.Enabled = pos <= 0 ? false : true;

bindingNavigatorMoveNextItem.Enabled = pos >= max - 1 ? false : true;

bindingNavigatorMoveLastItem.Enabled = pos >= max - 1 ? false : true;

if (basicTableBindingSource.Count == 0)

{

labelTip.Text = "操作提示：库中无记录，请单击【+】添加新记录";

groupBox1.Enabled = false;

}

else

{

groupBox1.Enabled = true;

}

}

private void bindingNavigatorMovePreviousItem\_Click(object sender, EventArgs e)

{

ChangeCurrentPosition(CurrentOperator.前一个记录);

}

private void bindingNavigatorMoveNextItem\_Click(object sender, EventArgs e)

{

ChangeCurrentPosition(CurrentOperator.下一个记录);

}

private void bindingNavigatorMoveLastItem\_Click(object sender, EventArgs e)

{

ChangeCurrentPosition(CurrentOperator.最后一个记录);

}

private void bindingNavigatorMoveFirstItem\_Click(object sender, EventArgs e)

{

ChangeCurrentPosition(CurrentOperator.第一个记录);

}

private void bindingNavigatorDeleteItem\_Click(object sender, EventArgs e)

{

try

{

basicTableBindingSource.RemoveCurrent();

ChangeCurrentPosition(CurrentOperator.当前记录);

}

catch (Exception err)

{

labelTip.Text = "出错：" + err.Message;

}

}

}

}

## [EmployeeDateSet.cs]

namespace BankEmployee {

partial class EmployeeDataSet

{

partial class SimpleQueryDataTable

{

}

}

}

## [EmployeeDataSet.Designer.cs]

namespace BankEmployee {

using System;

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[Serializable()]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedDataSetSchema")]

[System.Xml.Serialization.XmlRootAttribute("EmployeeDataSet")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.DataSet")]

public partial class EmployeeDataSet : System.Data.DataSet {

private BasicTableDataTable tableBasicTable;

private OperatorDataTable tableOperator;

private SelectAllUserNameFromOperatorDataTable tableSelectAllUserNameFromOperator;

private SelectOperatorDataTable tableSelectOperator;

private SimpleQueryDataTable tableSimpleQuery;

private System.Data.SchemaSerializationMode \_schemaSerializationMode = System.Data.SchemaSerializationMode.IncludeSchema;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public EmployeeDataSet() {

this.BeginInit();

this.InitClass();

System.ComponentModel.CollectionChangeEventHandler schemaChangedHandler = new System.ComponentModel.CollectionChangeEventHandler(this.SchemaChanged);

base.Tables.CollectionChanged += schemaChangedHandler;

base.Relations.CollectionChanged += schemaChangedHandler;

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected EmployeeDataSet(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context, false) {

if ((this.IsBinarySerialized(info, context) == true)) {

this.InitVars(false);

System.ComponentModel.CollectionChangeEventHandler schemaChangedHandler1 = new System.ComponentModel.CollectionChangeEventHandler(this.SchemaChanged);

this.Tables.CollectionChanged += schemaChangedHandler1;

this.Relations.CollectionChanged += schemaChangedHandler1;

return;

}

string strSchema = ((string)(info.GetValue("XmlSchema", typeof(string))));

if ((this.DetermineSchemaSerializationMode(info, context) == System.Data.SchemaSerializationMode.IncludeSchema)) {

System.Data.DataSet ds = new System.Data.DataSet();

ds.ReadXmlSchema(new System.Xml.XmlTextReader(new System.IO.StringReader(strSchema)));

if ((ds.Tables["BasicTable"] != null)) {

base.Tables.Add(new BasicTableDataTable(ds.Tables["BasicTable"]));

}

if ((ds.Tables["Operator"] != null)) {

base.Tables.Add(new OperatorDataTable(ds.Tables["Operator"]));

}

if ((ds.Tables["SelectAllUserNameFromOperator"] != null)) {

base.Tables.Add(new SelectAllUserNameFromOperatorDataTable(ds.Tables["SelectAllUserNameFromOperator"]));

}

if ((ds.Tables["SelectOperator"] != null)) {

base.Tables.Add(new SelectOperatorDataTable(ds.Tables["SelectOperator"]));

}

if ((ds.Tables["SimpleQuery"] != null)) {

base.Tables.Add(new SimpleQueryDataTable(ds.Tables["SimpleQuery"]));

}

this.DataSetName = ds.DataSetName;

this.Prefix = ds.Prefix;

this.Namespace = ds.Namespace;

this.Locale = ds.Locale;

this.CaseSensitive = ds.CaseSensitive;

this.EnforceConstraints = ds.EnforceConstraints;

this.Merge(ds, false, System.Data.MissingSchemaAction.Add);

this.InitVars();

}

else {

this.ReadXmlSchema(new System.Xml.XmlTextReader(new System.IO.StringReader(strSchema)));

}

this.GetSerializationData(info, context);

System.ComponentModel.CollectionChangeEventHandler schemaChangedHandler = new System.ComponentModel.CollectionChangeEventHandler(this.SchemaChanged);

base.Tables.CollectionChanged += schemaChangedHandler;

this.Relations.CollectionChanged += schemaChangedHandler;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

[System.ComponentModel.DesignerSerializationVisibility(System.ComponentModel.DesignerSerializationVisibility.Content)]

public BasicTableDataTable BasicTable {

get {

return this.tableBasicTable;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

[System.ComponentModel.DesignerSerializationVisibility(System.ComponentModel.DesignerSerializationVisibility.Content)]

public OperatorDataTable Operator {

get {

return this.tableOperator;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

[System.ComponentModel.DesignerSerializationVisibility(System.ComponentModel.DesignerSerializationVisibility.Content)]

public SelectAllUserNameFromOperatorDataTable SelectAllUserNameFromOperator {

get {

return this.tableSelectAllUserNameFromOperator;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

[System.ComponentModel.DesignerSerializationVisibility(System.ComponentModel.DesignerSerializationVisibility.Content)]

public SelectOperatorDataTable SelectOperator {

get {

return this.tableSelectOperator;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

[System.ComponentModel.DesignerSerializationVisibility(System.ComponentModel.DesignerSerializationVisibility.Content)]

public SimpleQueryDataTable SimpleQuery {

get {

return this.tableSimpleQuery;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.BrowsableAttribute(true)]

[System.ComponentModel.DesignerSerializationVisibilityAttribute(System.ComponentModel.DesignerSerializationVisibility.Visible)]

public override System.Data.SchemaSerializationMode SchemaSerializationMode {

get {

return this.\_schemaSerializationMode;

}

set {

this.\_schemaSerializationMode = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.DesignerSerializationVisibilityAttribute(System.ComponentModel.DesignerSerializationVisibility.Hidden)]

public new System.Data.DataTableCollection Tables {

get {

return base.Tables;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.DesignerSerializationVisibilityAttribute(System.ComponentModel.DesignerSerializationVisibility.Hidden)]

public new System.Data.DataRelationCollection Relations {

get {

return base.Relations;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void InitializeDerivedDataSet() {

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataSet Clone() {

EmployeeDataSet cln = ((EmployeeDataSet)(base.Clone()));

cln.InitVars();

cln.SchemaSerializationMode = this.SchemaSerializationMode;

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override bool ShouldSerializeTables() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override bool ShouldSerializeRelations() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void ReadXmlSerializable(System.Xml.XmlReader reader) {

if ((this.DetermineSchemaSerializationMode(reader) == System.Data.SchemaSerializationMode.IncludeSchema)) {

this.Reset();

System.Data.DataSet ds = new System.Data.DataSet();

ds.ReadXml(reader);

if ((ds.Tables["BasicTable"] != null)) {

base.Tables.Add(new BasicTableDataTable(ds.Tables["BasicTable"]));

}

if ((ds.Tables["Operator"] != null)) {

base.Tables.Add(new OperatorDataTable(ds.Tables["Operator"]));

}

if ((ds.Tables["SelectAllUserNameFromOperator"] != null)) {

base.Tables.Add(new SelectAllUserNameFromOperatorDataTable(ds.Tables["SelectAllUserNameFromOperator"]));

}

if ((ds.Tables["SelectOperator"] != null)) {

base.Tables.Add(new SelectOperatorDataTable(ds.Tables["SelectOperator"]));

}

if ((ds.Tables["SimpleQuery"] != null)) {

base.Tables.Add(new SimpleQueryDataTable(ds.Tables["SimpleQuery"]));

}

this.DataSetName = ds.DataSetName;

this.Prefix = ds.Prefix;

this.Namespace = ds.Namespace;

this.Locale = ds.Locale;

this.CaseSensitive = ds.CaseSensitive;

this.EnforceConstraints = ds.EnforceConstraints;

this.Merge(ds, false, System.Data.MissingSchemaAction.Add);

this.InitVars();

}

else {

this.ReadXml(reader);

this.InitVars();

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Xml.Schema.XmlSchema GetSchemaSerializable() {

System.IO.MemoryStream stream = new System.IO.MemoryStream();

this.WriteXmlSchema(new System.Xml.XmlTextWriter(stream, null));

stream.Position = 0;

return System.Xml.Schema.XmlSchema.Read(new System.Xml.XmlTextReader(stream), null);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.InitVars(true);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars(bool initTable) {

this.tableBasicTable = ((BasicTableDataTable)(base.Tables["BasicTable"]));

if ((initTable == true)) {

if ((this.tableBasicTable != null)) {

this.tableBasicTable.InitVars();

}

}

this.tableOperator = ((OperatorDataTable)(base.Tables["Operator"]));

if ((initTable == true)) {

if ((this.tableOperator != null)) {

this.tableOperator.InitVars();

}

}

this.tableSelectAllUserNameFromOperator = ((SelectAllUserNameFromOperatorDataTable)(base.Tables["SelectAllUserNameFromOperator"]));

if ((initTable == true)) {

if ((this.tableSelectAllUserNameFromOperator != null)) {

this.tableSelectAllUserNameFromOperator.InitVars();

}

}

this.tableSelectOperator = ((SelectOperatorDataTable)(base.Tables["SelectOperator"]));

if ((initTable == true)) {

if ((this.tableSelectOperator != null)) {

this.tableSelectOperator.InitVars();

}

}

this.tableSimpleQuery = ((SimpleQueryDataTable)(base.Tables["SimpleQuery"]));

if ((initTable == true)) {

if ((this.tableSimpleQuery != null)) {

this.tableSimpleQuery.InitVars();

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.DataSetName = "EmployeeDataSet";

this.Prefix = "";

this.Namespace = "http://tempuri.org/EmployeeDataSet.xsd";

this.EnforceConstraints = true;

this.SchemaSerializationMode = System.Data.SchemaSerializationMode.IncludeSchema;

this.tableBasicTable = new BasicTableDataTable();

base.Tables.Add(this.tableBasicTable);

this.tableOperator = new OperatorDataTable();

base.Tables.Add(this.tableOperator);

this.tableSelectAllUserNameFromOperator = new SelectAllUserNameFromOperatorDataTable();

base.Tables.Add(this.tableSelectAllUserNameFromOperator);

this.tableSelectOperator = new SelectOperatorDataTable();

base.Tables.Add(this.tableSelectOperator);

this.tableSimpleQuery = new SimpleQueryDataTable();

base.Tables.Add(this.tableSimpleQuery);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private bool ShouldSerializeBasicTable() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private bool ShouldSerializeOperator() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private bool ShouldSerializeSelectAllUserNameFromOperator() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private bool ShouldSerializeSelectOperator() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private bool ShouldSerializeSimpleQuery() {

return false;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void SchemaChanged(object sender, System.ComponentModel.CollectionChangeEventArgs e) {

if ((e.Action == System.ComponentModel.CollectionChangeAction.Remove)) {

this.InitVars();

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedDataSetSchema(System.Xml.Schema.XmlSchemaSet xs) {

EmployeeDataSet ds = new EmployeeDataSet();

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any = new System.Xml.Schema.XmlSchemaAny();

any.Namespace = ds.Namespace;

sequence.Items.Add(any);

type.Particle = sequence;

return type;

}

public delegate void BasicTableRowChangeEventHandler(object sender, BasicTableRowChangeEvent e);

public delegate void OperatorRowChangeEventHandler(object sender, OperatorRowChangeEvent e);

public delegate void SelectAllUserNameFromOperatorRowChangeEventHandler(object sender, SelectAllUserNameFromOperatorRowChangeEvent e);

public delegate void SelectOperatorRowChangeEventHandler(object sender, SelectOperatorRowChangeEvent e);

public delegate void SimpleQueryRowChangeEventHandler(object sender, SimpleQueryRowChangeEvent e);

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.Serializable()]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedTableSchema")]

public partial class BasicTableDataTable : System.Data.DataTable, System.Collections.IEnumerable {

private System.Data.DataColumn column职员号;

private System.Data.DataColumn column姓名;

private System.Data.DataColumn column性别;

private System.Data.DataColumn column出生日期;

private System.Data.DataColumn column地址;

private System.Data.DataColumn column照片;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableDataTable() {

this.TableName = "BasicTable";

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal BasicTableDataTable(System.Data.DataTable table) {

this.TableName = table.TableName;

if ((table.CaseSensitive != table.DataSet.CaseSensitive)) {

this.CaseSensitive = table.CaseSensitive;

}

if ((table.Locale.ToString() != table.DataSet.Locale.ToString())) {

this.Locale = table.Locale;

}

if ((table.Namespace != table.DataSet.Namespace)) {

this.Namespace = table.Namespace;

}

this.Prefix = table.Prefix;

this.MinimumCapacity = table.MinimumCapacity;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected BasicTableDataTable(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context) {

this.InitVars();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 职员号Column {

get {

return this.column职员号;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 姓名Column {

get {

return this.column姓名;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 性别Column {

get {

return this.column性别;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 出生日期Column {

get {

return this.column出生日期;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 地址Column {

get {

return this.column地址;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn 照片Column {

get {

return this.column照片;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

public int Count {

get {

return this.Rows.Count;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRow this[int index] {

get {

return ((BasicTableRow)(this.Rows[index]));

}

}

public event BasicTableRowChangeEventHandler BasicTableRowChanging;

public event BasicTableRowChangeEventHandler BasicTableRowChanged;

public event BasicTableRowChangeEventHandler BasicTableRowDeleting;

public event BasicTableRowChangeEventHandler BasicTableRowDeleted;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void AddBasicTableRow(BasicTableRow row) {

this.Rows.Add(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRow AddBasicTableRow(string 职员号, string 姓名, string 性别, System.DateTime 出生日期, string 地址, byte[] 照片) {

BasicTableRow rowBasicTableRow = ((BasicTableRow)(this.NewRow()));

rowBasicTableRow.ItemArray = new object[] {

职员号,

姓名,

性别,

出生日期,

地址,

照片};

this.Rows.Add(rowBasicTableRow);

return rowBasicTableRow;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRow FindBy职员号(string 职员号) {

return ((BasicTableRow)(this.Rows.Find(new object[] {

职员号})));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public virtual System.Collections.IEnumerator GetEnumerator() {

return this.Rows.GetEnumerator();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataTable Clone() {

BasicTableDataTable cln = ((BasicTableDataTable)(base.Clone()));

cln.InitVars();

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataTable CreateInstance() {

return new BasicTableDataTable();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.column职员号 = base.Columns["职员号"];

this.column姓名 = base.Columns["姓名"];

this.column性别 = base.Columns["性别"];

this.column出生日期 = base.Columns["出生日期"];

this.column地址 = base.Columns["地址"];

this.column照片 = base.Columns["照片"];

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.column职员号 = new System.Data.DataColumn("职员号", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.column职员号);

this.column姓名 = new System.Data.DataColumn("姓名", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.column姓名);

this.column性别 = new System.Data.DataColumn("性别", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.column性别);

this.column出生日期 = new System.Data.DataColumn("出生日期", typeof(System.DateTime), null, System.Data.MappingType.Element);

base.Columns.Add(this.column出生日期);

this.column地址 = new System.Data.DataColumn("地址", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.column地址);

this.column照片 = new System.Data.DataColumn("照片", typeof(byte[]), null, System.Data.MappingType.Element);

base.Columns.Add(this.column照片);

this.Constraints.Add(new System.Data.UniqueConstraint("Constraint1", new System.Data.DataColumn[] {

this.column职员号}, true));

this.column职员号.AllowDBNull = false;

this.column职员号.Unique = true;

this.column职员号.MaxLength = 5;

this.column姓名.AllowDBNull = false;

this.column姓名.MaxLength = 10;

this.column性别.MaxLength = 1;

this.column地址.MaxLength = 50;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRow NewBasicTableRow() {

return ((BasicTableRow)(this.NewRow()));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataRow NewRowFromBuilder(System.Data.DataRowBuilder builder) {

return new BasicTableRow(builder);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Type GetRowType() {

return typeof(BasicTableRow);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanged(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanged(e);

if ((this.BasicTableRowChanged != null)) {

this.BasicTableRowChanged(this, new BasicTableRowChangeEvent(((BasicTableRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanging(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanging(e);

if ((this.BasicTableRowChanging != null)) {

this.BasicTableRowChanging(this, new BasicTableRowChangeEvent(((BasicTableRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleted(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleted(e);

if ((this.BasicTableRowDeleted != null)) {

this.BasicTableRowDeleted(this, new BasicTableRowChangeEvent(((BasicTableRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleting(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleting(e);

if ((this.BasicTableRowDeleting != null)) {

this.BasicTableRowDeleting(this, new BasicTableRowChangeEvent(((BasicTableRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void RemoveBasicTableRow(BasicTableRow row) {

this.Rows.Remove(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedTableSchema(System.Xml.Schema.XmlSchemaSet xs) {

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

EmployeeDataSet ds = new EmployeeDataSet();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any1 = new System.Xml.Schema.XmlSchemaAny();

any1.Namespace = "http://www.w3.org/2001/XMLSchema";

any1.MinOccurs = new decimal(0);

any1.MaxOccurs = decimal.MaxValue;

any1.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any1);

System.Xml.Schema.XmlSchemaAny any2 = new System.Xml.Schema.XmlSchemaAny();

any2.Namespace = "urn:schemas-microsoft-com:xml-diffgram-v1";

any2.MinOccurs = new decimal(1);

any2.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any2);

System.Xml.Schema.XmlSchemaAttribute attribute1 = new System.Xml.Schema.XmlSchemaAttribute();

attribute1.Name = "namespace";

attribute1.FixedValue = ds.Namespace;

type.Attributes.Add(attribute1);

System.Xml.Schema.XmlSchemaAttribute attribute2 = new System.Xml.Schema.XmlSchemaAttribute();

attribute2.Name = "tableTypeName";

attribute2.FixedValue = "BasicTableDataTable";

type.Attributes.Add(attribute2);

type.Particle = sequence;

return type;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.Serializable()]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedTableSchema")]

public partial class OperatorDataTable : System.Data.DataTable, System.Collections.IEnumerable {

private System.Data.DataColumn columnusername;

private System.Data.DataColumn columnpassword;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorDataTable() {

this.TableName = "Operator";

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal OperatorDataTable(System.Data.DataTable table) {

this.TableName = table.TableName;

if ((table.CaseSensitive != table.DataSet.CaseSensitive)) {

this.CaseSensitive = table.CaseSensitive;

}

if ((table.Locale.ToString() != table.DataSet.Locale.ToString())) {

this.Locale = table.Locale;

}

if ((table.Namespace != table.DataSet.Namespace)) {

this.Namespace = table.Namespace;

}

this.Prefix = table.Prefix;

this.MinimumCapacity = table.MinimumCapacity;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected OperatorDataTable(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context) {

this.InitVars();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn usernameColumn {

get {

return this.columnusername;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn passwordColumn {

get {

return this.columnpassword;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

public int Count {

get {

return this.Rows.Count;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRow this[int index] {

get {

return ((OperatorRow)(this.Rows[index]));

}

}

public event OperatorRowChangeEventHandler OperatorRowChanging;

public event OperatorRowChangeEventHandler OperatorRowChanged;

public event OperatorRowChangeEventHandler OperatorRowDeleting;

public event OperatorRowChangeEventHandler OperatorRowDeleted;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void AddOperatorRow(OperatorRow row) {

this.Rows.Add(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRow AddOperatorRow(string username, string password) {

OperatorRow rowOperatorRow = ((OperatorRow)(this.NewRow()));

rowOperatorRow.ItemArray = new object[] {

username,

password};

this.Rows.Add(rowOperatorRow);

return rowOperatorRow;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRow FindByusername(string username) {

return ((OperatorRow)(this.Rows.Find(new object[] {

username})));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public virtual System.Collections.IEnumerator GetEnumerator() {

return this.Rows.GetEnumerator();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataTable Clone() {

OperatorDataTable cln = ((OperatorDataTable)(base.Clone()));

cln.InitVars();

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataTable CreateInstance() {

return new OperatorDataTable();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.columnusername = base.Columns["username"];

this.columnpassword = base.Columns["password"];

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.columnusername = new System.Data.DataColumn("username", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.columnusername);

this.columnpassword = new System.Data.DataColumn("password", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.columnpassword);

this.Constraints.Add(new System.Data.UniqueConstraint("Constraint1", new System.Data.DataColumn[] {

this.columnusername}, true));

this.columnusername.AllowDBNull = false;

this.columnusername.Unique = true;

this.columnusername.MaxLength = 10;

this.columnpassword.MaxLength = 20;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRow NewOperatorRow() {

return ((OperatorRow)(this.NewRow()));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataRow NewRowFromBuilder(System.Data.DataRowBuilder builder) {

return new OperatorRow(builder);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Type GetRowType() {

return typeof(OperatorRow);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanged(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanged(e);

if ((this.OperatorRowChanged != null)) {

this.OperatorRowChanged(this, new OperatorRowChangeEvent(((OperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanging(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanging(e);

if ((this.OperatorRowChanging != null)) {

this.OperatorRowChanging(this, new OperatorRowChangeEvent(((OperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleted(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleted(e);

if ((this.OperatorRowDeleted != null)) {

this.OperatorRowDeleted(this, new OperatorRowChangeEvent(((OperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleting(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleting(e);

if ((this.OperatorRowDeleting != null)) {

this.OperatorRowDeleting(this, new OperatorRowChangeEvent(((OperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void RemoveOperatorRow(OperatorRow row) {

this.Rows.Remove(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedTableSchema(System.Xml.Schema.XmlSchemaSet xs) {

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

EmployeeDataSet ds = new EmployeeDataSet();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any1 = new System.Xml.Schema.XmlSchemaAny();

any1.Namespace = "http://www.w3.org/2001/XMLSchema";

any1.MinOccurs = new decimal(0);

any1.MaxOccurs = decimal.MaxValue;

any1.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any1);

System.Xml.Schema.XmlSchemaAny any2 = new System.Xml.Schema.XmlSchemaAny();

any2.Namespace = "urn:schemas-microsoft-com:xml-diffgram-v1";

any2.MinOccurs = new decimal(1);

any2.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any2);

System.Xml.Schema.XmlSchemaAttribute attribute1 = new System.Xml.Schema.XmlSchemaAttribute();

attribute1.Name = "namespace";

attribute1.FixedValue = ds.Namespace;

type.Attributes.Add(attribute1);

System.Xml.Schema.XmlSchemaAttribute attribute2 = new System.Xml.Schema.XmlSchemaAttribute();

attribute2.Name = "tableTypeName";

attribute2.FixedValue = "OperatorDataTable";

type.Attributes.Add(attribute2);

type.Particle = sequence;

return type;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.Serializable()]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedTableSchema")]

public partial class SelectAllUserNameFromOperatorDataTable : System.Data.DataTable, System.Collections.IEnumerable {

private System.Data.DataColumn columnusername;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorDataTable() {

this.TableName = "SelectAllUserNameFromOperator";

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SelectAllUserNameFromOperatorDataTable(System.Data.DataTable table) {

this.TableName = table.TableName;

if ((table.CaseSensitive != table.DataSet.CaseSensitive)) {

this.CaseSensitive = table.CaseSensitive;

}

if ((table.Locale.ToString() != table.DataSet.Locale.ToString())) {

this.Locale = table.Locale;

}

if ((table.Namespace != table.DataSet.Namespace)) {

this.Namespace = table.Namespace;

}

this.Prefix = table.Prefix;

this.MinimumCapacity = table.MinimumCapacity;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected SelectAllUserNameFromOperatorDataTable(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context) {

this.InitVars();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn usernameColumn {

get {

return this.columnusername;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

public int Count {

get {

return this.Rows.Count;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRow this[int index] {

get {

return ((SelectAllUserNameFromOperatorRow)(this.Rows[index]));

}

}

public event SelectAllUserNameFromOperatorRowChangeEventHandler SelectAllUserNameFromOperatorRowChanging;

public event SelectAllUserNameFromOperatorRowChangeEventHandler SelectAllUserNameFromOperatorRowChanged;

public event SelectAllUserNameFromOperatorRowChangeEventHandler SelectAllUserNameFromOperatorRowDeleting;

public event SelectAllUserNameFromOperatorRowChangeEventHandler SelectAllUserNameFromOperatorRowDeleted;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void AddSelectAllUserNameFromOperatorRow(SelectAllUserNameFromOperatorRow row) {

this.Rows.Add(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRow AddSelectAllUserNameFromOperatorRow(string username) {

SelectAllUserNameFromOperatorRow rowSelectAllUserNameFromOperatorRow = ((SelectAllUserNameFromOperatorRow)(this.NewRow()));

rowSelectAllUserNameFromOperatorRow.ItemArray = new object[] {

username};

this.Rows.Add(rowSelectAllUserNameFromOperatorRow);

return rowSelectAllUserNameFromOperatorRow;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRow FindByusername(string username) {

return ((SelectAllUserNameFromOperatorRow)(this.Rows.Find(new object[] {

username})));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public virtual System.Collections.IEnumerator GetEnumerator() {

return this.Rows.GetEnumerator();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataTable Clone() {

SelectAllUserNameFromOperatorDataTable cln = ((SelectAllUserNameFromOperatorDataTable)(base.Clone()));

cln.InitVars();

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataTable CreateInstance() {

return new SelectAllUserNameFromOperatorDataTable();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.columnusername = base.Columns["username"];

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.columnusername = new System.Data.DataColumn("username", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.columnusername);

this.Constraints.Add(new System.Data.UniqueConstraint("Constraint1", new System.Data.DataColumn[] {

this.columnusername}, true));

this.columnusername.AllowDBNull = false;

this.columnusername.Unique = true;

this.columnusername.MaxLength = 10;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRow NewSelectAllUserNameFromOperatorRow() {

return ((SelectAllUserNameFromOperatorRow)(this.NewRow()));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataRow NewRowFromBuilder(System.Data.DataRowBuilder builder) {

return new SelectAllUserNameFromOperatorRow(builder);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Type GetRowType() {

return typeof(SelectAllUserNameFromOperatorRow);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanged(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanged(e);

if ((this.SelectAllUserNameFromOperatorRowChanged != null)) {

this.SelectAllUserNameFromOperatorRowChanged(this, new SelectAllUserNameFromOperatorRowChangeEvent(((SelectAllUserNameFromOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanging(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanging(e);

if ((this.SelectAllUserNameFromOperatorRowChanging != null)) {

this.SelectAllUserNameFromOperatorRowChanging(this, new SelectAllUserNameFromOperatorRowChangeEvent(((SelectAllUserNameFromOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleted(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleted(e);

if ((this.SelectAllUserNameFromOperatorRowDeleted != null)) {

this.SelectAllUserNameFromOperatorRowDeleted(this, new SelectAllUserNameFromOperatorRowChangeEvent(((SelectAllUserNameFromOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleting(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleting(e);

if ((this.SelectAllUserNameFromOperatorRowDeleting != null)) {

this.SelectAllUserNameFromOperatorRowDeleting(this, new SelectAllUserNameFromOperatorRowChangeEvent(((SelectAllUserNameFromOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void RemoveSelectAllUserNameFromOperatorRow(SelectAllUserNameFromOperatorRow row) {

this.Rows.Remove(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedTableSchema(System.Xml.Schema.XmlSchemaSet xs) {

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

EmployeeDataSet ds = new EmployeeDataSet();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any1 = new System.Xml.Schema.XmlSchemaAny();

any1.Namespace = "http://www.w3.org/2001/XMLSchema";

any1.MinOccurs = new decimal(0);

any1.MaxOccurs = decimal.MaxValue;

any1.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any1);

System.Xml.Schema.XmlSchemaAny any2 = new System.Xml.Schema.XmlSchemaAny();

any2.Namespace = "urn:schemas-microsoft-com:xml-diffgram-v1";

any2.MinOccurs = new decimal(1);

any2.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any2);

System.Xml.Schema.XmlSchemaAttribute attribute1 = new System.Xml.Schema.XmlSchemaAttribute();

attribute1.Name = "namespace";

attribute1.FixedValue = ds.Namespace;

type.Attributes.Add(attribute1);

System.Xml.Schema.XmlSchemaAttribute attribute2 = new System.Xml.Schema.XmlSchemaAttribute();

attribute2.Name = "tableTypeName";

attribute2.FixedValue = "SelectAllUserNameFromOperatorDataTable";

type.Attributes.Add(attribute2);

type.Particle = sequence;

return type;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.Serializable()]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedTableSchema")]

public partial class SelectOperatorDataTable : System.Data.DataTable, System.Collections.IEnumerable {

private System.Data.DataColumn columnusername;

private System.Data.DataColumn columnpassword;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorDataTable() {

this.TableName = "SelectOperator";

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SelectOperatorDataTable(System.Data.DataTable table) {

this.TableName = table.TableName;

if ((table.CaseSensitive != table.DataSet.CaseSensitive)) {

this.CaseSensitive = table.CaseSensitive;

}

if ((table.Locale.ToString() != table.DataSet.Locale.ToString())) {

this.Locale = table.Locale;

}

if ((table.Namespace != table.DataSet.Namespace)) {

this.Namespace = table.Namespace;

}

this.Prefix = table.Prefix;

this.MinimumCapacity = table.MinimumCapacity;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected SelectOperatorDataTable(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context) {

this.InitVars();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn usernameColumn {

get {

return this.columnusername;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn passwordColumn {

get {

return this.columnpassword;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

public int Count {

get {

return this.Rows.Count;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRow this[int index] {

get {

return ((SelectOperatorRow)(this.Rows[index]));

}

}

public event SelectOperatorRowChangeEventHandler SelectOperatorRowChanging;

public event SelectOperatorRowChangeEventHandler SelectOperatorRowChanged;

public event SelectOperatorRowChangeEventHandler SelectOperatorRowDeleting;

public event SelectOperatorRowChangeEventHandler SelectOperatorRowDeleted;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void AddSelectOperatorRow(SelectOperatorRow row) {

this.Rows.Add(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRow AddSelectOperatorRow(string username, string password) {

SelectOperatorRow rowSelectOperatorRow = ((SelectOperatorRow)(this.NewRow()));

rowSelectOperatorRow.ItemArray = new object[] {

username,

password};

this.Rows.Add(rowSelectOperatorRow);

return rowSelectOperatorRow;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRow FindByusername(string username) {

return ((SelectOperatorRow)(this.Rows.Find(new object[] {

username})));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public virtual System.Collections.IEnumerator GetEnumerator() {

return this.Rows.GetEnumerator();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataTable Clone() {

SelectOperatorDataTable cln = ((SelectOperatorDataTable)(base.Clone()));

cln.InitVars();

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataTable CreateInstance() {

return new SelectOperatorDataTable();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.columnusername = base.Columns["username"];

this.columnpassword = base.Columns["password"];

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.columnusername = new System.Data.DataColumn("username", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.columnusername);

this.columnpassword = new System.Data.DataColumn("password", typeof(string), null, System.Data.MappingType.Element);

base.Columns.Add(this.columnpassword);

this.Constraints.Add(new System.Data.UniqueConstraint("Constraint1", new System.Data.DataColumn[] {

this.columnusername}, true));

this.columnusername.AllowDBNull = false;

this.columnusername.Unique = true;

this.columnusername.MaxLength = 10;

this.columnpassword.MaxLength = 20;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRow NewSelectOperatorRow() {

return ((SelectOperatorRow)(this.NewRow()));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataRow NewRowFromBuilder(System.Data.DataRowBuilder builder) {

return new SelectOperatorRow(builder);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Type GetRowType() {

return typeof(SelectOperatorRow);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanged(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanged(e);

if ((this.SelectOperatorRowChanged != null)) {

this.SelectOperatorRowChanged(this, new SelectOperatorRowChangeEvent(((SelectOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanging(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanging(e);

if ((this.SelectOperatorRowChanging != null)) {

this.SelectOperatorRowChanging(this, new SelectOperatorRowChangeEvent(((SelectOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleted(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleted(e);

if ((this.SelectOperatorRowDeleted != null)) {

this.SelectOperatorRowDeleted(this, new SelectOperatorRowChangeEvent(((SelectOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleting(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleting(e);

if ((this.SelectOperatorRowDeleting != null)) {

this.SelectOperatorRowDeleting(this, new SelectOperatorRowChangeEvent(((SelectOperatorRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void RemoveSelectOperatorRow(SelectOperatorRow row) {

this.Rows.Remove(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedTableSchema(System.Xml.Schema.XmlSchemaSet xs) {

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

EmployeeDataSet ds = new EmployeeDataSet();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any1 = new System.Xml.Schema.XmlSchemaAny();

any1.Namespace = "http://www.w3.org/2001/XMLSchema";

any1.MinOccurs = new decimal(0);

any1.MaxOccurs = decimal.MaxValue;

any1.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any1);

System.Xml.Schema.XmlSchemaAny any2 = new System.Xml.Schema.XmlSchemaAny();

any2.Namespace = "urn:schemas-microsoft-com:xml-diffgram-v1";

any2.MinOccurs = new decimal(1);

any2.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any2);

System.Xml.Schema.XmlSchemaAttribute attribute1 = new System.Xml.Schema.XmlSchemaAttribute();

attribute1.Name = "namespace";

attribute1.FixedValue = ds.Namespace;

type.Attributes.Add(attribute1);

System.Xml.Schema.XmlSchemaAttribute attribute2 = new System.Xml.Schema.XmlSchemaAttribute();

attribute2.Name = "tableTypeName";

attribute2.FixedValue = "SelectOperatorDataTable";

type.Attributes.Add(attribute2);

type.Particle = sequence;

return type;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.Serializable()]

[System.Xml.Serialization.XmlSchemaProviderAttribute("GetTypedTableSchema")]

public partial class SimpleQueryDataTable : System.Data.DataTable, System.Collections.IEnumerable {

private System.Data.DataColumn \_column\_maleNumber;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryDataTable() {

this.TableName = "SimpleQuery";

this.BeginInit();

this.InitClass();

this.EndInit();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SimpleQueryDataTable(System.Data.DataTable table) {

this.TableName = table.TableName;

if ((table.CaseSensitive != table.DataSet.CaseSensitive)) {

this.CaseSensitive = table.CaseSensitive;

}

if ((table.Locale.ToString() != table.DataSet.Locale.ToString())) {

this.Locale = table.Locale;

}

if ((table.Namespace != table.DataSet.Namespace)) {

this.Namespace = table.Namespace;

}

this.Prefix = table.Prefix;

this.MinimumCapacity = table.MinimumCapacity;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected SimpleQueryDataTable(System.Runtime.Serialization.SerializationInfo info, System.Runtime.Serialization.StreamingContext context) :

base(info, context) {

this.InitVars();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataColumn @maleNumberColumn {

get {

return this.\_column\_maleNumber;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Browsable(false)]

public int Count {

get {

return this.Rows.Count;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryRow this[int index] {

get {

return ((SimpleQueryRow)(this.Rows[index]));

}

}

public event SimpleQueryRowChangeEventHandler SimpleQueryRowChanging;

public event SimpleQueryRowChangeEventHandler SimpleQueryRowChanged;

public event SimpleQueryRowChangeEventHandler SimpleQueryRowDeleting;

public event SimpleQueryRowChangeEventHandler SimpleQueryRowDeleted;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void AddSimpleQueryRow(SimpleQueryRow row) {

this.Rows.Add(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryRow AddSimpleQueryRow(int @maleNumber) {

SimpleQueryRow rowSimpleQueryRow = ((SimpleQueryRow)(this.NewRow()));

rowSimpleQueryRow.ItemArray = new object[] {

@maleNumber};

this.Rows.Add(rowSimpleQueryRow);

return rowSimpleQueryRow;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public virtual System.Collections.IEnumerator GetEnumerator() {

return this.Rows.GetEnumerator();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public override System.Data.DataTable Clone() {

SimpleQueryDataTable cln = ((SimpleQueryDataTable)(base.Clone()));

cln.InitVars();

return cln;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataTable CreateInstance() {

return new SimpleQueryDataTable();

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal void InitVars() {

this.\_column\_maleNumber = base.Columns["@maleNumber"];

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitClass() {

this.\_column\_maleNumber = new System.Data.DataColumn("@maleNumber", typeof(int), null, System.Data.MappingType.Element);

this.\_column\_maleNumber.ExtendedProperties.Add("Generator\_ColumnVarNameInTable", "\_column\_maleNumber");

this.\_column\_maleNumber.ExtendedProperties.Add("Generator\_UserColumnName", "@maleNumber");

base.Columns.Add(this.\_column\_maleNumber);

this.\_column\_maleNumber.ReadOnly = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryRow NewSimpleQueryRow() {

return ((SimpleQueryRow)(this.NewRow()));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Data.DataRow NewRowFromBuilder(System.Data.DataRowBuilder builder) {

return new SimpleQueryRow(builder);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override System.Type GetRowType() {

return typeof(SimpleQueryRow);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanged(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanged(e);

if ((this.SimpleQueryRowChanged != null)) {

this.SimpleQueryRowChanged(this, new SimpleQueryRowChangeEvent(((SimpleQueryRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowChanging(System.Data.DataRowChangeEventArgs e) {

base.OnRowChanging(e);

if ((this.SimpleQueryRowChanging != null)) {

this.SimpleQueryRowChanging(this, new SimpleQueryRowChangeEvent(((SimpleQueryRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleted(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleted(e);

if ((this.SimpleQueryRowDeleted != null)) {

this.SimpleQueryRowDeleted(this, new SimpleQueryRowChangeEvent(((SimpleQueryRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected override void OnRowDeleting(System.Data.DataRowChangeEventArgs e) {

base.OnRowDeleting(e);

if ((this.SimpleQueryRowDeleting != null)) {

this.SimpleQueryRowDeleting(this, new SimpleQueryRowChangeEvent(((SimpleQueryRow)(e.Row)), e.Action));

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void RemoveSimpleQueryRow(SimpleQueryRow row) {

this.Rows.Remove(row);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public static System.Xml.Schema.XmlSchemaComplexType GetTypedTableSchema(System.Xml.Schema.XmlSchemaSet xs) {

System.Xml.Schema.XmlSchemaComplexType type = new System.Xml.Schema.XmlSchemaComplexType();

System.Xml.Schema.XmlSchemaSequence sequence = new System.Xml.Schema.XmlSchemaSequence();

EmployeeDataSet ds = new EmployeeDataSet();

xs.Add(ds.GetSchemaSerializable());

System.Xml.Schema.XmlSchemaAny any1 = new System.Xml.Schema.XmlSchemaAny();

any1.Namespace = "http://www.w3.org/2001/XMLSchema";

any1.MinOccurs = new decimal(0);

any1.MaxOccurs = decimal.MaxValue;

any1.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any1);

System.Xml.Schema.XmlSchemaAny any2 = new System.Xml.Schema.XmlSchemaAny();

any2.Namespace = "urn:schemas-microsoft-com:xml-diffgram-v1";

any2.MinOccurs = new decimal(1);

any2.ProcessContents = System.Xml.Schema.XmlSchemaContentProcessing.Lax;

sequence.Items.Add(any2);

System.Xml.Schema.XmlSchemaAttribute attribute1 = new System.Xml.Schema.XmlSchemaAttribute();

attribute1.Name = "namespace";

attribute1.FixedValue = ds.Namespace;

type.Attributes.Add(attribute1);

System.Xml.Schema.XmlSchemaAttribute attribute2 = new System.Xml.Schema.XmlSchemaAttribute();

attribute2.Name = "tableTypeName";

attribute2.FixedValue = "SimpleQueryDataTable";

type.Attributes.Add(attribute2);

type.Particle = sequence;

return type;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public partial class BasicTableRow : System.Data.DataRow {

private BasicTableDataTable tableBasicTable;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal BasicTableRow(System.Data.DataRowBuilder rb) :

base(rb) {

this.tableBasicTable = ((BasicTableDataTable)(this.Table));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string 职员号 {

get {

return ((string)(this[this.tableBasicTable.职员号Column]));

}

set {

this[this.tableBasicTable.职员号Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string 姓名 {

get {

return ((string)(this[this.tableBasicTable.姓名Column]));

}

set {

this[this.tableBasicTable.姓名Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string 性别 {

get {

try {

return ((string)(this[this.tableBasicTable.性别Column]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“BasicTable”中列“性别”的值为 DBNull。", e);

}

}

set {

this[this.tableBasicTable.性别Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.DateTime 出生日期 {

get {

try {

return ((System.DateTime)(this[this.tableBasicTable.出生日期Column]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“BasicTable”中列“出生日期”的值为 DBNull。", e);

}

}

set {

this[this.tableBasicTable.出生日期Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string 地址 {

get {

try {

return ((string)(this[this.tableBasicTable.地址Column]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“BasicTable”中列“地址”的值为 DBNull。", e);

}

}

set {

this[this.tableBasicTable.地址Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public byte[] 照片 {

get {

try {

return ((byte[])(this[this.tableBasicTable.照片Column]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“BasicTable”中列“照片”的值为 DBNull。", e);

}

}

set {

this[this.tableBasicTable.照片Column] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool Is性别Null() {

return this.IsNull(this.tableBasicTable.性别Column);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void Set性别Null() {

this[this.tableBasicTable.性别Column] = System.Convert.DBNull;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool Is出生日期Null() {

return this.IsNull(this.tableBasicTable.出生日期Column);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void Set出生日期Null() {

this[this.tableBasicTable.出生日期Column] = System.Convert.DBNull;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool Is地址Null() {

return this.IsNull(this.tableBasicTable.地址Column);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void Set地址Null() {

this[this.tableBasicTable.地址Column] = System.Convert.DBNull;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool Is照片Null() {

return this.IsNull(this.tableBasicTable.照片Column);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void Set照片Null() {

this[this.tableBasicTable.照片Column] = System.Convert.DBNull;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public partial class OperatorRow : System.Data.DataRow {

private OperatorDataTable tableOperator;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal OperatorRow(System.Data.DataRowBuilder rb) :

base(rb) {

this.tableOperator = ((OperatorDataTable)(this.Table));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string username {

get {

return ((string)(this[this.tableOperator.usernameColumn]));

}

set {

this[this.tableOperator.usernameColumn] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string password {

get {

try {

return ((string)(this[this.tableOperator.passwordColumn]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“Operator”中列“password”的值为 DBNull。", e);

}

}

set {

this[this.tableOperator.passwordColumn] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool IspasswordNull() {

return this.IsNull(this.tableOperator.passwordColumn);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void SetpasswordNull() {

this[this.tableOperator.passwordColumn] = System.Convert.DBNull;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public partial class SelectAllUserNameFromOperatorRow : System.Data.DataRow {

private SelectAllUserNameFromOperatorDataTable tableSelectAllUserNameFromOperator;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SelectAllUserNameFromOperatorRow(System.Data.DataRowBuilder rb) :

base(rb) {

this.tableSelectAllUserNameFromOperator = ((SelectAllUserNameFromOperatorDataTable)(this.Table));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string username {

get {

return ((string)(this[this.tableSelectAllUserNameFromOperator.usernameColumn]));

}

set {

this[this.tableSelectAllUserNameFromOperator.usernameColumn] = value;

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public partial class SelectOperatorRow : System.Data.DataRow {

private SelectOperatorDataTable tableSelectOperator;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SelectOperatorRow(System.Data.DataRowBuilder rb) :

base(rb) {

this.tableSelectOperator = ((SelectOperatorDataTable)(this.Table));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string username {

get {

return ((string)(this[this.tableSelectOperator.usernameColumn]));

}

set {

this[this.tableSelectOperator.usernameColumn] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public string password {

get {

try {

return ((string)(this[this.tableSelectOperator.passwordColumn]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“SelectOperator”中列“password”的值为 DBNull。", e);

}

}

set {

this[this.tableSelectOperator.passwordColumn] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool IspasswordNull() {

return this.IsNull(this.tableSelectOperator.passwordColumn);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void SetpasswordNull() {

this[this.tableSelectOperator.passwordColumn] = System.Convert.DBNull;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public partial class SimpleQueryRow : System.Data.DataRow {

private SimpleQueryDataTable tableSimpleQuery;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal SimpleQueryRow(System.Data.DataRowBuilder rb) :

base(rb) {

this.tableSimpleQuery = ((SimpleQueryDataTable)(this.Table));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public int @maleNumber {

get {

try {

return ((int)(this[this.tableSimpleQuery.@maleNumberColumn]));

}

catch (System.InvalidCastException e) {

throw new System.Data.StrongTypingException("表“SimpleQuery”中列“@maleNumber”的值为 DBNull。", e);

}

}

set {

this[this.tableSimpleQuery.@maleNumberColumn] = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool \_Is\_maleNumberNull() {

return this.IsNull(this.tableSimpleQuery.@maleNumberColumn);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public void \_Set\_maleNumberNull() {

this[this.tableSimpleQuery.@maleNumberColumn] = System.Convert.DBNull;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public class BasicTableRowChangeEvent : System.EventArgs {

private BasicTableRow eventRow;

private System.Data.DataRowAction eventAction;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRowChangeEvent(BasicTableRow row, System.Data.DataRowAction action) {

this.eventRow = row;

this.eventAction = action;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableRow Row {

get {

return this.eventRow;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataRowAction Action {

get {

return this.eventAction;

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public class OperatorRowChangeEvent : System.EventArgs {

private OperatorRow eventRow;

private System.Data.DataRowAction eventAction;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRowChangeEvent(OperatorRow row, System.Data.DataRowAction action) {

this.eventRow = row;

this.eventAction = action;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorRow Row {

get {

return this.eventRow;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataRowAction Action {

get {

return this.eventAction;

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public class SelectAllUserNameFromOperatorRowChangeEvent : System.EventArgs {

private SelectAllUserNameFromOperatorRow eventRow;

private System.Data.DataRowAction eventAction;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRowChangeEvent(SelectAllUserNameFromOperatorRow row, System.Data.DataRowAction action) {

this.eventRow = row;

this.eventAction = action;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorRow Row {

get {

return this.eventRow;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataRowAction Action {

get {

return this.eventAction;

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public class SelectOperatorRowChangeEvent : System.EventArgs {

private SelectOperatorRow eventRow;

private System.Data.DataRowAction eventAction;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRowChangeEvent(SelectOperatorRow row, System.Data.DataRowAction action) {

this.eventRow = row;

this.eventAction = action;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorRow Row {

get {

return this.eventRow;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataRowAction Action {

get {

return this.eventAction;

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

public class SimpleQueryRowChangeEvent : System.EventArgs {

private SimpleQueryRow eventRow;

private System.Data.DataRowAction eventAction;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryRowChangeEvent(SimpleQueryRow row, System.Data.DataRowAction action) {

this.eventRow = row;

this.eventAction = action;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryRow Row {

get {

return this.eventRow;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public System.Data.DataRowAction Action {

get {

return this.eventAction;

}

}

}

}

}

namespace BankEmployee.EmployeeDataSetTableAdapters {

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.ComponentModel.DataObjectAttribute(true)]

[System.ComponentModel.DesignerAttribute("Microsoft.VSDesigner.DataSource.Design.TableAdapterDesigner, Microsoft.VSDesigner" +

", Version=8.0.0.0, Culture=neutral, PublicKeyToken=b03f5f7f11d50a3a")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public partial class BasicTableTableAdapter : System.ComponentModel.Component {

private System.Data.SqlClient.SqlDataAdapter \_adapter;

private System.Data.SqlClient.SqlConnection \_connection;

private System.Data.SqlClient.SqlCommand[] \_commandCollection;

private bool \_clearBeforeFill;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public BasicTableTableAdapter() {

this.ClearBeforeFill = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private System.Data.SqlClient.SqlDataAdapter Adapter {

get {

if ((this.\_adapter == null)) {

this.InitAdapter();

}

return this.\_adapter;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal System.Data.SqlClient.SqlConnection Connection {

get {

if ((this.\_connection == null)) {

this.InitConnection();

}

return this.\_connection;

}

set {

this.\_connection = value;

if ((this.Adapter.InsertCommand != null)) {

this.Adapter.InsertCommand.Connection = value;

}

if ((this.Adapter.DeleteCommand != null)) {

this.Adapter.DeleteCommand.Connection = value;

}

if ((this.Adapter.UpdateCommand != null)) {

this.Adapter.UpdateCommand.Connection = value;

}

for (int i = 0; (i < this.CommandCollection.Length); i = (i + 1)) {

if ((this.CommandCollection[i] != null)) {

((System.Data.SqlClient.SqlCommand)(this.CommandCollection[i])).Connection = value;

}

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected System.Data.SqlClient.SqlCommand[] CommandCollection {

get {

if ((this.\_commandCollection == null)) {

this.InitCommandCollection();

}

return this.\_commandCollection;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool ClearBeforeFill {

get {

return this.\_clearBeforeFill;

}

set {

this.\_clearBeforeFill = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitAdapter() {

this.\_adapter = new System.Data.SqlClient.SqlDataAdapter();

System.Data.Common.DataTableMapping tableMapping = new System.Data.Common.DataTableMapping();

tableMapping.SourceTable = "Table";

tableMapping.DataSetTable = "BasicTable";

tableMapping.ColumnMappings.Add("职员号", "职员号");

tableMapping.ColumnMappings.Add("姓名", "姓名");

tableMapping.ColumnMappings.Add("性别", "性别");

tableMapping.ColumnMappings.Add("出生日期", "出生日期");

tableMapping.ColumnMappings.Add("地址", "地址");

tableMapping.ColumnMappings.Add("照片", "照片");

this.\_adapter.TableMappings.Add(tableMapping);

this.\_adapter.DeleteCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.DeleteCommand.Connection = this.Connection;

this.\_adapter.DeleteCommand.CommandText = @"DELETE FROM [dbo].[BasicTable] WHERE (([职员号] = @Original\_职员号) AND ([姓名] = @Original\_姓名) AND ((@IsNull\_性别 = 1 AND [性别] IS NULL) OR ([性别] = @Original\_性别)) AND ((@IsNull\_出生日期 = 1 AND [出生日期] IS NULL) OR ([出生日期] = @Original\_出生日期)) AND ((@IsNull\_地址 = 1 AND [地址] IS NULL) OR ([地址] = @Original\_地址)))";

this.\_adapter.DeleteCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_职员号", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "职员号", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_姓名", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "姓名", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_性别", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_性别", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_出生日期", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_出生日期", System.Data.SqlDbType.DateTime, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_地址", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_地址", System.Data.SqlDbType.NVarChar, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.InsertCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.InsertCommand.Connection = this.Connection;

this.\_adapter.InsertCommand.CommandText = "INSERT INTO [dbo].[BasicTable] ([职员号], [姓名], [性别], [出生日期], [地址], [照片]) VALUES (@职" +

"员号, @姓名, @性别, @出生日期, @地址, @照片);\r\nSELECT 职员号, 姓名, 性别, 出生日期, 地址, 照片 FROM BasicTabl" +

"e WHERE (职员号 = @职员号)";

this.\_adapter.InsertCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@职员号", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "职员号", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@姓名", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "姓名", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@性别", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@出生日期", System.Data.SqlDbType.DateTime, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@地址", System.Data.SqlDbType.NVarChar, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@照片", System.Data.SqlDbType.Image, 0, System.Data.ParameterDirection.Input, 0, 0, "照片", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.UpdateCommand.Connection = this.Connection;

this.\_adapter.UpdateCommand.CommandText = @"UPDATE [dbo].[BasicTable] SET [职员号] = @职员号, [姓名] = @姓名, [性别] = @性别, [出生日期] = @出生日期, [地址] = @地址, [照片] = @照片 WHERE (([职员号] = @Original\_职员号) AND ([姓名] = @Original\_姓名) AND ((@IsNull\_性别 = 1 AND [性别] IS NULL) OR ([性别] = @Original\_性别)) AND ((@IsNull\_出生日期 = 1 AND [出生日期] IS NULL) OR ([出生日期] = @Original\_出生日期)) AND ((@IsNull\_地址 = 1 AND [地址] IS NULL) OR ([地址] = @Original\_地址)));

SELECT 职员号, 姓名, 性别, 出生日期, 地址, 照片 FROM BasicTable WHERE (职员号 = @职员号)";

this.\_adapter.UpdateCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@职员号", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "职员号", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@姓名", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "姓名", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@性别", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@出生日期", System.Data.SqlDbType.DateTime, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@地址", System.Data.SqlDbType.NVarChar, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@照片", System.Data.SqlDbType.Image, 0, System.Data.ParameterDirection.Input, 0, 0, "照片", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_职员号", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "职员号", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_姓名", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "姓名", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_性别", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_性别", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "性别", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_出生日期", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_出生日期", System.Data.SqlDbType.DateTime, 0, System.Data.ParameterDirection.Input, 0, 0, "出生日期", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_地址", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_地址", System.Data.SqlDbType.NVarChar, 0, System.Data.ParameterDirection.Input, 0, 0, "地址", System.Data.DataRowVersion.Original, false, null, "", "", ""));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitConnection() {

this.\_connection = new System.Data.SqlClient.SqlConnection();

this.\_connection.ConnectionString = global::BankEmployee.Properties.Settings.Default.EmployeeConnectionString;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitCommandCollection() {

this.\_commandCollection = new System.Data.SqlClient.SqlCommand[1];

this.\_commandCollection[0] = new System.Data.SqlClient.SqlCommand();

this.\_commandCollection[0].Connection = this.Connection;

this.\_commandCollection[0].CommandText = "SELECT 职员号, 姓名, 性别, 出生日期, 地址, 照片 FROM dbo.BasicTable";

this.\_commandCollection[0].CommandType = System.Data.CommandType.Text;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Fill, true)]

public virtual int Fill(EmployeeDataSet.BasicTableDataTable dataTable) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((this.ClearBeforeFill == true)) {

dataTable.Clear();

}

int returnValue = this.Adapter.Fill(dataTable);

return returnValue;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Select, true)]

public virtual EmployeeDataSet.BasicTableDataTable GetData() {

this.Adapter.SelectCommand = this.CommandCollection[0];

EmployeeDataSet.BasicTableDataTable dataTable = new EmployeeDataSet.BasicTableDataTable();

this.Adapter.Fill(dataTable);

return dataTable;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(EmployeeDataSet.BasicTableDataTable dataTable) {

return this.Adapter.Update(dataTable);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(EmployeeDataSet dataSet) {

return this.Adapter.Update(dataSet, "BasicTable");

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(System.Data.DataRow dataRow) {

return this.Adapter.Update(new System.Data.DataRow[] {

dataRow});

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(System.Data.DataRow[] dataRows) {

return this.Adapter.Update(dataRows);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Delete, true)]

public virtual int Delete(string Original\_职员号, string Original\_姓名, string Original\_性别, System.Nullable<System.DateTime> Original\_出生日期, string Original\_地址) {

if ((Original\_职员号 == null)) {

throw new System.ArgumentNullException("Original\_职员号");

}

else {

this.Adapter.DeleteCommand.Parameters[0].Value = ((string)(Original\_职员号));

}

if ((Original\_姓名 == null)) {

throw new System.ArgumentNullException("Original\_姓名");

}

else {

this.Adapter.DeleteCommand.Parameters[1].Value = ((string)(Original\_姓名));

}

if ((Original\_性别 == null)) {

this.Adapter.DeleteCommand.Parameters[2].Value = ((object)(1));

this.Adapter.DeleteCommand.Parameters[3].Value = System.DBNull.Value;

}

else {

this.Adapter.DeleteCommand.Parameters[2].Value = ((object)(0));

this.Adapter.DeleteCommand.Parameters[3].Value = ((string)(Original\_性别));

}

if ((Original\_出生日期.HasValue == true)) {

this.Adapter.DeleteCommand.Parameters[4].Value = ((object)(0));

this.Adapter.DeleteCommand.Parameters[5].Value = ((System.DateTime)(Original\_出生日期.Value));

}

else {

this.Adapter.DeleteCommand.Parameters[4].Value = ((object)(1));

this.Adapter.DeleteCommand.Parameters[5].Value = System.DBNull.Value;

}

if ((Original\_地址 == null)) {

this.Adapter.DeleteCommand.Parameters[6].Value = ((object)(1));

this.Adapter.DeleteCommand.Parameters[7].Value = System.DBNull.Value;

}

else {

this.Adapter.DeleteCommand.Parameters[6].Value = ((object)(0));

this.Adapter.DeleteCommand.Parameters[7].Value = ((string)(Original\_地址));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.DeleteCommand.Connection.State;

if (((this.Adapter.DeleteCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.DeleteCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.DeleteCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.DeleteCommand.Connection.Close();

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Insert, true)]

public virtual int Insert(string 职员号, string 姓名, string 性别, System.Nullable<System.DateTime> 出生日期, string 地址, byte[] 照片) {

if ((职员号 == null)) {

throw new System.ArgumentNullException("职员号");

}

else {

this.Adapter.InsertCommand.Parameters[0].Value = ((string)(职员号));

}

if ((姓名 == null)) {

throw new System.ArgumentNullException("姓名");

}

else {

this.Adapter.InsertCommand.Parameters[1].Value = ((string)(姓名));

}

if ((性别 == null)) {

this.Adapter.InsertCommand.Parameters[2].Value = System.DBNull.Value;

}

else {

this.Adapter.InsertCommand.Parameters[2].Value = ((string)(性别));

}

if ((出生日期.HasValue == true)) {

this.Adapter.InsertCommand.Parameters[3].Value = ((System.DateTime)(出生日期.Value));

}

else {

this.Adapter.InsertCommand.Parameters[3].Value = System.DBNull.Value;

}

if ((地址 == null)) {

this.Adapter.InsertCommand.Parameters[4].Value = System.DBNull.Value;

}

else {

this.Adapter.InsertCommand.Parameters[4].Value = ((string)(地址));

}

if ((照片 == null)) {

this.Adapter.InsertCommand.Parameters[5].Value = System.DBNull.Value;

}

else {

this.Adapter.InsertCommand.Parameters[5].Value = ((byte[])(照片));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.InsertCommand.Connection.State;

if (((this.Adapter.InsertCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.InsertCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.InsertCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.InsertCommand.Connection.Close();

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Update, true)]

public virtual int Update(string 职员号, string 姓名, string 性别, System.Nullable<System.DateTime> 出生日期, string 地址, byte[] 照片, string Original\_职员号, string Original\_姓名, string Original\_性别, System.Nullable<System.DateTime> Original\_出生日期, string Original\_地址) {

if ((职员号 == null)) {

throw new System.ArgumentNullException("职员号");

}

else {

this.Adapter.UpdateCommand.Parameters[0].Value = ((string)(职员号));

}

if ((姓名 == null)) {

throw new System.ArgumentNullException("姓名");

}

else {

this.Adapter.UpdateCommand.Parameters[1].Value = ((string)(姓名));

}

if ((性别 == null)) {

this.Adapter.UpdateCommand.Parameters[2].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[2].Value = ((string)(性别));

}

if ((出生日期.HasValue == true)) {

this.Adapter.UpdateCommand.Parameters[3].Value = ((System.DateTime)(出生日期.Value));

}

else {

this.Adapter.UpdateCommand.Parameters[3].Value = System.DBNull.Value;

}

if ((地址 == null)) {

this.Adapter.UpdateCommand.Parameters[4].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[4].Value = ((string)(地址));

}

if ((照片 == null)) {

this.Adapter.UpdateCommand.Parameters[5].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[5].Value = ((byte[])(照片));

}

if ((Original\_职员号 == null)) {

throw new System.ArgumentNullException("Original\_职员号");

}

else {

this.Adapter.UpdateCommand.Parameters[6].Value = ((string)(Original\_职员号));

}

if ((Original\_姓名 == null)) {

throw new System.ArgumentNullException("Original\_姓名");

}

else {

this.Adapter.UpdateCommand.Parameters[7].Value = ((string)(Original\_姓名));

}

if ((Original\_性别 == null)) {

this.Adapter.UpdateCommand.Parameters[8].Value = ((object)(1));

this.Adapter.UpdateCommand.Parameters[9].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[8].Value = ((object)(0));

this.Adapter.UpdateCommand.Parameters[9].Value = ((string)(Original\_性别));

}

if ((Original\_出生日期.HasValue == true)) {

this.Adapter.UpdateCommand.Parameters[10].Value = ((object)(0));

this.Adapter.UpdateCommand.Parameters[11].Value = ((System.DateTime)(Original\_出生日期.Value));

}

else {

this.Adapter.UpdateCommand.Parameters[10].Value = ((object)(1));

this.Adapter.UpdateCommand.Parameters[11].Value = System.DBNull.Value;

}

if ((Original\_地址 == null)) {

this.Adapter.UpdateCommand.Parameters[12].Value = ((object)(1));

this.Adapter.UpdateCommand.Parameters[13].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[12].Value = ((object)(0));

this.Adapter.UpdateCommand.Parameters[13].Value = ((string)(Original\_地址));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.UpdateCommand.Connection.State;

if (((this.Adapter.UpdateCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.UpdateCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.UpdateCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.UpdateCommand.Connection.Close();

}

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.ComponentModel.DataObjectAttribute(true)]

[System.ComponentModel.DesignerAttribute("Microsoft.VSDesigner.DataSource.Design.TableAdapterDesigner, Microsoft.VSDesigner" +

", Version=8.0.0.0, Culture=neutral, PublicKeyToken=b03f5f7f11d50a3a")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public partial class OperatorTableAdapter : System.ComponentModel.Component {

private System.Data.SqlClient.SqlDataAdapter \_adapter;

private System.Data.SqlClient.SqlConnection \_connection;

private System.Data.SqlClient.SqlCommand[] \_commandCollection;

private bool \_clearBeforeFill;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public OperatorTableAdapter() {

this.ClearBeforeFill = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private System.Data.SqlClient.SqlDataAdapter Adapter {

get {

if ((this.\_adapter == null)) {

this.InitAdapter();

}

return this.\_adapter;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal System.Data.SqlClient.SqlConnection Connection {

get {

if ((this.\_connection == null)) {

this.InitConnection();

}

return this.\_connection;

}

set {

this.\_connection = value;

if ((this.Adapter.InsertCommand != null)) {

this.Adapter.InsertCommand.Connection = value;

}

if ((this.Adapter.DeleteCommand != null)) {

this.Adapter.DeleteCommand.Connection = value;

}

if ((this.Adapter.UpdateCommand != null)) {

this.Adapter.UpdateCommand.Connection = value;

}

for (int i = 0; (i < this.CommandCollection.Length); i = (i + 1)) {

if ((this.CommandCollection[i] != null)) {

((System.Data.SqlClient.SqlCommand)(this.CommandCollection[i])).Connection = value;

}

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected System.Data.SqlClient.SqlCommand[] CommandCollection {

get {

if ((this.\_commandCollection == null)) {

this.InitCommandCollection();

}

return this.\_commandCollection;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool ClearBeforeFill {

get {

return this.\_clearBeforeFill;

}

set {

this.\_clearBeforeFill = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitAdapter() {

this.\_adapter = new System.Data.SqlClient.SqlDataAdapter();

System.Data.Common.DataTableMapping tableMapping = new System.Data.Common.DataTableMapping();

tableMapping.SourceTable = "Table";

tableMapping.DataSetTable = "Operator";

tableMapping.ColumnMappings.Add("username", "username");

tableMapping.ColumnMappings.Add("password", "password");

this.\_adapter.TableMappings.Add(tableMapping);

this.\_adapter.DeleteCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.DeleteCommand.Connection = this.Connection;

this.\_adapter.DeleteCommand.CommandText = "DELETE FROM [dbo].[Operator] WHERE (([username] = @Original\_username) AND ((@IsNu" +

"ll\_password = 1 AND [password] IS NULL) OR ([password] = @Original\_password)))";

this.\_adapter.DeleteCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_username", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "username", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_password", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.DeleteCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_password", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.InsertCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.InsertCommand.Connection = this.Connection;

this.\_adapter.InsertCommand.CommandText = "INSERT INTO [dbo].[Operator] ([username], [password]) VALUES (@username, @passwor" +

"d);\r\nSELECT username, password FROM Operator WHERE (username = @username)";

this.\_adapter.InsertCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@username", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "username", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.InsertCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@password", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand = new System.Data.SqlClient.SqlCommand();

this.\_adapter.UpdateCommand.Connection = this.Connection;

this.\_adapter.UpdateCommand.CommandText = @"UPDATE [dbo].[Operator] SET [username] = @username, [password] = @password WHERE (([username] = @Original\_username) AND ((@IsNull\_password = 1 AND [password] IS NULL) OR ([password] = @Original\_password)));

SELECT username, password FROM Operator WHERE (username = @username)";

this.\_adapter.UpdateCommand.CommandType = System.Data.CommandType.Text;

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@username", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "username", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@password", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_username", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "username", System.Data.DataRowVersion.Original, false, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@IsNull\_password", System.Data.SqlDbType.Int, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Original, true, null, "", "", ""));

this.\_adapter.UpdateCommand.Parameters.Add(new System.Data.SqlClient.SqlParameter("@Original\_password", System.Data.SqlDbType.NChar, 0, System.Data.ParameterDirection.Input, 0, 0, "password", System.Data.DataRowVersion.Original, false, null, "", "", ""));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitConnection() {

this.\_connection = new System.Data.SqlClient.SqlConnection();

this.\_connection.ConnectionString = global::BankEmployee.Properties.Settings.Default.EmployeeConnectionString;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitCommandCollection() {

this.\_commandCollection = new System.Data.SqlClient.SqlCommand[1];

this.\_commandCollection[0] = new System.Data.SqlClient.SqlCommand();

this.\_commandCollection[0].Connection = this.Connection;

this.\_commandCollection[0].CommandText = "SELECT username, password FROM dbo.Operator";

this.\_commandCollection[0].CommandType = System.Data.CommandType.Text;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Fill, true)]

public virtual int Fill(EmployeeDataSet.OperatorDataTable dataTable) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((this.ClearBeforeFill == true)) {

dataTable.Clear();

}

int returnValue = this.Adapter.Fill(dataTable);

return returnValue;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Select, true)]

public virtual EmployeeDataSet.OperatorDataTable GetData() {

this.Adapter.SelectCommand = this.CommandCollection[0];

EmployeeDataSet.OperatorDataTable dataTable = new EmployeeDataSet.OperatorDataTable();

this.Adapter.Fill(dataTable);

return dataTable;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(EmployeeDataSet.OperatorDataTable dataTable) {

return this.Adapter.Update(dataTable);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(EmployeeDataSet dataSet) {

return this.Adapter.Update(dataSet, "Operator");

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(System.Data.DataRow dataRow) {

return this.Adapter.Update(new System.Data.DataRow[] {

dataRow});

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public virtual int Update(System.Data.DataRow[] dataRows) {

return this.Adapter.Update(dataRows);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Delete, true)]

public virtual int Delete(string Original\_username, string Original\_password) {

if ((Original\_username == null)) {

throw new System.ArgumentNullException("Original\_username");

}

else {

this.Adapter.DeleteCommand.Parameters[0].Value = ((string)(Original\_username));

}

if ((Original\_password == null)) {

this.Adapter.DeleteCommand.Parameters[1].Value = ((object)(1));

this.Adapter.DeleteCommand.Parameters[2].Value = System.DBNull.Value;

}

else {

this.Adapter.DeleteCommand.Parameters[1].Value = ((object)(0));

this.Adapter.DeleteCommand.Parameters[2].Value = ((string)(Original\_password));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.DeleteCommand.Connection.State;

if (((this.Adapter.DeleteCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.DeleteCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.DeleteCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.DeleteCommand.Connection.Close();

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Insert, true)]

public virtual int Insert(string username, string password) {

if ((username == null)) {

throw new System.ArgumentNullException("username");

}

else {

this.Adapter.InsertCommand.Parameters[0].Value = ((string)(username));

}

if ((password == null)) {

this.Adapter.InsertCommand.Parameters[1].Value = System.DBNull.Value;

}

else {

this.Adapter.InsertCommand.Parameters[1].Value = ((string)(password));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.InsertCommand.Connection.State;

if (((this.Adapter.InsertCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.InsertCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.InsertCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.InsertCommand.Connection.Close();

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Update, true)]

public virtual int Update(string username, string password, string Original\_username, string Original\_password) {

if ((username == null)) {

throw new System.ArgumentNullException("username");

}

else {

this.Adapter.UpdateCommand.Parameters[0].Value = ((string)(username));

}

if ((password == null)) {

this.Adapter.UpdateCommand.Parameters[1].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[1].Value = ((string)(password));

}

if ((Original\_username == null)) {

throw new System.ArgumentNullException("Original\_username");

}

else {

this.Adapter.UpdateCommand.Parameters[2].Value = ((string)(Original\_username));

}

if ((Original\_password == null)) {

this.Adapter.UpdateCommand.Parameters[3].Value = ((object)(1));

this.Adapter.UpdateCommand.Parameters[4].Value = System.DBNull.Value;

}

else {

this.Adapter.UpdateCommand.Parameters[3].Value = ((object)(0));

this.Adapter.UpdateCommand.Parameters[4].Value = ((string)(Original\_password));

}

System.Data.ConnectionState previousConnectionState = this.Adapter.UpdateCommand.Connection.State;

if (((this.Adapter.UpdateCommand.Connection.State & System.Data.ConnectionState.Open)

!= System.Data.ConnectionState.Open)) {

this.Adapter.UpdateCommand.Connection.Open();

}

try {

int returnValue = this.Adapter.UpdateCommand.ExecuteNonQuery();

return returnValue;

}

finally {

if ((previousConnectionState == System.Data.ConnectionState.Closed)) {

this.Adapter.UpdateCommand.Connection.Close();

}

}

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.ComponentModel.DataObjectAttribute(true)]

[System.ComponentModel.DesignerAttribute("Microsoft.VSDesigner.DataSource.Design.TableAdapterDesigner, Microsoft.VSDesigner" +

", Version=8.0.0.0, Culture=neutral, PublicKeyToken=b03f5f7f11d50a3a")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public partial class SelectAllUserNameFromOperatorTableAdapter : System.ComponentModel.Component {

private System.Data.SqlClient.SqlDataAdapter \_adapter;

private System.Data.SqlClient.SqlConnection \_connection;

private System.Data.SqlClient.SqlCommand[] \_commandCollection;

private bool \_clearBeforeFill;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectAllUserNameFromOperatorTableAdapter() {

this.ClearBeforeFill = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private System.Data.SqlClient.SqlDataAdapter Adapter {

get {

if ((this.\_adapter == null)) {

this.InitAdapter();

}

return this.\_adapter;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal System.Data.SqlClient.SqlConnection Connection {

get {

if ((this.\_connection == null)) {

this.InitConnection();

}

return this.\_connection;

}

set {

this.\_connection = value;

if ((this.Adapter.InsertCommand != null)) {

this.Adapter.InsertCommand.Connection = value;

}

if ((this.Adapter.DeleteCommand != null)) {

this.Adapter.DeleteCommand.Connection = value;

}

if ((this.Adapter.UpdateCommand != null)) {

this.Adapter.UpdateCommand.Connection = value;

}

for (int i = 0; (i < this.CommandCollection.Length); i = (i + 1)) {

if ((this.CommandCollection[i] != null)) {

((System.Data.SqlClient.SqlCommand)(this.CommandCollection[i])).Connection = value;

}

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected System.Data.SqlClient.SqlCommand[] CommandCollection {

get {

if ((this.\_commandCollection == null)) {

this.InitCommandCollection();

}

return this.\_commandCollection;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool ClearBeforeFill {

get {

return this.\_clearBeforeFill;

}

set {

this.\_clearBeforeFill = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitAdapter() {

this.\_adapter = new System.Data.SqlClient.SqlDataAdapter();

System.Data.Common.DataTableMapping tableMapping = new System.Data.Common.DataTableMapping();

tableMapping.SourceTable = "Table";

tableMapping.DataSetTable = "SelectAllUserNameFromOperator";

tableMapping.ColumnMappings.Add("username", "username");

this.\_adapter.TableMappings.Add(tableMapping);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitConnection() {

this.\_connection = new System.Data.SqlClient.SqlConnection();

this.\_connection.ConnectionString = global::BankEmployee.Properties.Settings.Default.EmployeeConnectionString;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitCommandCollection() {

this.\_commandCollection = new System.Data.SqlClient.SqlCommand[1];

this.\_commandCollection[0] = new System.Data.SqlClient.SqlCommand();

this.\_commandCollection[0].Connection = this.Connection;

this.\_commandCollection[0].CommandText = "dbo.SelectAllUserNameFromOperator";

this.\_commandCollection[0].CommandType = System.Data.CommandType.StoredProcedure;

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@RETURN\_VALUE", System.Data.SqlDbType.Int, 4, System.Data.ParameterDirection.ReturnValue, 10, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Fill, true)]

public virtual int Fill(EmployeeDataSet.SelectAllUserNameFromOperatorDataTable dataTable) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((this.ClearBeforeFill == true)) {

dataTable.Clear();

}

int returnValue = this.Adapter.Fill(dataTable);

return returnValue;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Select, true)]

public virtual EmployeeDataSet.SelectAllUserNameFromOperatorDataTable GetData() {

this.Adapter.SelectCommand = this.CommandCollection[0];

EmployeeDataSet.SelectAllUserNameFromOperatorDataTable dataTable = new EmployeeDataSet.SelectAllUserNameFromOperatorDataTable();

this.Adapter.Fill(dataTable);

return dataTable;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.ComponentModel.DataObjectAttribute(true)]

[System.ComponentModel.DesignerAttribute("Microsoft.VSDesigner.DataSource.Design.TableAdapterDesigner, Microsoft.VSDesigner" +

", Version=8.0.0.0, Culture=neutral, PublicKeyToken=b03f5f7f11d50a3a")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public partial class SelectOperatorTableAdapter : System.ComponentModel.Component {

private System.Data.SqlClient.SqlDataAdapter \_adapter;

private System.Data.SqlClient.SqlConnection \_connection;

private System.Data.SqlClient.SqlCommand[] \_commandCollection;

private bool \_clearBeforeFill;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SelectOperatorTableAdapter() {

this.ClearBeforeFill = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private System.Data.SqlClient.SqlDataAdapter Adapter {

get {

if ((this.\_adapter == null)) {

this.InitAdapter();

}

return this.\_adapter;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal System.Data.SqlClient.SqlConnection Connection {

get {

if ((this.\_connection == null)) {

this.InitConnection();

}

return this.\_connection;

}

set {

this.\_connection = value;

if ((this.Adapter.InsertCommand != null)) {

this.Adapter.InsertCommand.Connection = value;

}

if ((this.Adapter.DeleteCommand != null)) {

this.Adapter.DeleteCommand.Connection = value;

}

if ((this.Adapter.UpdateCommand != null)) {

this.Adapter.UpdateCommand.Connection = value;

}

for (int i = 0; (i < this.CommandCollection.Length); i = (i + 1)) {

if ((this.CommandCollection[i] != null)) {

((System.Data.SqlClient.SqlCommand)(this.CommandCollection[i])).Connection = value;

}

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected System.Data.SqlClient.SqlCommand[] CommandCollection {

get {

if ((this.\_commandCollection == null)) {

this.InitCommandCollection();

}

return this.\_commandCollection;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool ClearBeforeFill {

get {

return this.\_clearBeforeFill;

}

set {

this.\_clearBeforeFill = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitAdapter() {

this.\_adapter = new System.Data.SqlClient.SqlDataAdapter();

System.Data.Common.DataTableMapping tableMapping = new System.Data.Common.DataTableMapping();

tableMapping.SourceTable = "Table";

tableMapping.DataSetTable = "SelectOperator";

tableMapping.ColumnMappings.Add("username", "username");

tableMapping.ColumnMappings.Add("password", "password");

this.\_adapter.TableMappings.Add(tableMapping);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitConnection() {

this.\_connection = new System.Data.SqlClient.SqlConnection();

this.\_connection.ConnectionString = global::BankEmployee.Properties.Settings.Default.EmployeeConnectionString;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitCommandCollection() {

this.\_commandCollection = new System.Data.SqlClient.SqlCommand[1];

this.\_commandCollection[0] = new System.Data.SqlClient.SqlCommand();

this.\_commandCollection[0].Connection = this.Connection;

this.\_commandCollection[0].CommandText = "dbo.SelectOperator";

this.\_commandCollection[0].CommandType = System.Data.CommandType.StoredProcedure;

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@RETURN\_VALUE", System.Data.SqlDbType.Int, 4, System.Data.ParameterDirection.ReturnValue, 10, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@username", System.Data.SqlDbType.NChar, 10, System.Data.ParameterDirection.Input, 0, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@password", System.Data.SqlDbType.NChar, 20, System.Data.ParameterDirection.Input, 0, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Fill, true)]

public virtual int Fill(EmployeeDataSet.SelectOperatorDataTable dataTable, string username, string password) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((username == null)) {

this.Adapter.SelectCommand.Parameters[1].Value = System.DBNull.Value;

}

else {

this.Adapter.SelectCommand.Parameters[1].Value = ((string)(username));

}

if ((password == null)) {

this.Adapter.SelectCommand.Parameters[2].Value = System.DBNull.Value;

}

else {

this.Adapter.SelectCommand.Parameters[2].Value = ((string)(password));

}

if ((this.ClearBeforeFill == true)) {

dataTable.Clear();

}

int returnValue = this.Adapter.Fill(dataTable);

return returnValue;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Select, true)]

public virtual EmployeeDataSet.SelectOperatorDataTable GetData(string username, string password) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((username == null)) {

this.Adapter.SelectCommand.Parameters[1].Value = System.DBNull.Value;

}

else {

this.Adapter.SelectCommand.Parameters[1].Value = ((string)(username));

}

if ((password == null)) {

this.Adapter.SelectCommand.Parameters[2].Value = System.DBNull.Value;

}

else {

this.Adapter.SelectCommand.Parameters[2].Value = ((string)(password));

}

EmployeeDataSet.SelectOperatorDataTable dataTable = new EmployeeDataSet.SelectOperatorDataTable();

this.Adapter.Fill(dataTable);

return dataTable;

}

}

[System.CodeDom.Compiler.GeneratedCodeAttribute("System.Data.Design.TypedDataSetGenerator", "2.0.0.0")]

[System.ComponentModel.DesignerCategoryAttribute("code")]

[System.ComponentModel.ToolboxItem(true)]

[System.ComponentModel.DataObjectAttribute(true)]

[System.ComponentModel.DesignerAttribute("Microsoft.VSDesigner.DataSource.Design.TableAdapterDesigner, Microsoft.VSDesigner" +

", Version=8.0.0.0, Culture=neutral, PublicKeyToken=b03f5f7f11d50a3a")]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

public partial class SimpleQueryTableAdapter : System.ComponentModel.Component {

private System.Data.SqlClient.SqlDataAdapter \_adapter;

private System.Data.SqlClient.SqlConnection \_connection;

private System.Data.SqlClient.SqlCommand[] \_commandCollection;

private bool \_clearBeforeFill;

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public SimpleQueryTableAdapter() {

this.ClearBeforeFill = true;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private System.Data.SqlClient.SqlDataAdapter Adapter {

get {

if ((this.\_adapter == null)) {

this.InitAdapter();

}

return this.\_adapter;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

internal System.Data.SqlClient.SqlConnection Connection {

get {

if ((this.\_connection == null)) {

this.InitConnection();

}

return this.\_connection;

}

set {

this.\_connection = value;

if ((this.Adapter.InsertCommand != null)) {

this.Adapter.InsertCommand.Connection = value;

}

if ((this.Adapter.DeleteCommand != null)) {

this.Adapter.DeleteCommand.Connection = value;

}

if ((this.Adapter.UpdateCommand != null)) {

this.Adapter.UpdateCommand.Connection = value;

}

for (int i = 0; (i < this.CommandCollection.Length); i = (i + 1)) {

if ((this.CommandCollection[i] != null)) {

((System.Data.SqlClient.SqlCommand)(this.CommandCollection[i])).Connection = value;

}

}

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

protected System.Data.SqlClient.SqlCommand[] CommandCollection {

get {

if ((this.\_commandCollection == null)) {

this.InitCommandCollection();

}

return this.\_commandCollection;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

public bool ClearBeforeFill {

get {

return this.\_clearBeforeFill;

}

set {

this.\_clearBeforeFill = value;

}

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitAdapter() {

this.\_adapter = new System.Data.SqlClient.SqlDataAdapter();

System.Data.Common.DataTableMapping tableMapping = new System.Data.Common.DataTableMapping();

tableMapping.SourceTable = "Table";

tableMapping.DataSetTable = "SimpleQuery";

tableMapping.ColumnMappings.Add("@maleNumber", "@maleNumber");

this.\_adapter.TableMappings.Add(tableMapping);

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitConnection() {

this.\_connection = new System.Data.SqlClient.SqlConnection();

this.\_connection.ConnectionString = global::BankEmployee.Properties.Settings.Default.EmployeeConnectionString;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

private void InitCommandCollection() {

this.\_commandCollection = new System.Data.SqlClient.SqlCommand[1];

this.\_commandCollection[0] = new System.Data.SqlClient.SqlCommand();

this.\_commandCollection[0].Connection = this.Connection;

this.\_commandCollection[0].CommandText = "dbo.SimpleQuery";

this.\_commandCollection[0].CommandType = System.Data.CommandType.StoredProcedure;

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@RETURN\_VALUE", System.Data.SqlDbType.Int, 4, System.Data.ParameterDirection.ReturnValue, 10, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@maleNumber", System.Data.SqlDbType.Int, 4, System.Data.ParameterDirection.InputOutput, 10, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

this.\_commandCollection[0].Parameters.Add(new System.Data.SqlClient.SqlParameter("@femaleNumber", System.Data.SqlDbType.Int, 4, System.Data.ParameterDirection.InputOutput, 10, 0, null, System.Data.DataRowVersion.Current, false, null, "", "", ""));

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Fill, true)]

public virtual int Fill(EmployeeDataSet.SimpleQueryDataTable dataTable, ref System.Nullable<int> maleNumber, ref System.Nullable<int> femaleNumber) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((maleNumber.HasValue == true)) {

this.Adapter.SelectCommand.Parameters[1].Value = ((int)(maleNumber.Value));

}

else {

this.Adapter.SelectCommand.Parameters[1].Value = System.DBNull.Value;

}

if ((femaleNumber.HasValue == true)) {

this.Adapter.SelectCommand.Parameters[2].Value = ((int)(femaleNumber.Value));

}

else {

this.Adapter.SelectCommand.Parameters[2].Value = System.DBNull.Value;

}

if ((this.ClearBeforeFill == true)) {

dataTable.Clear();

}

int returnValue = this.Adapter.Fill(dataTable);

if (((this.Adapter.SelectCommand.Parameters[1].Value == null)

|| (this.Adapter.SelectCommand.Parameters[1].Value.GetType() == typeof(System.DBNull)))) {

maleNumber = new System.Nullable<int>();

}

else {

maleNumber = new System.Nullable<int>(((int)(this.Adapter.SelectCommand.Parameters[1].Value)));

}

if (((this.Adapter.SelectCommand.Parameters[2].Value == null)

|| (this.Adapter.SelectCommand.Parameters[2].Value.GetType() == typeof(System.DBNull)))) {

femaleNumber = new System.Nullable<int>();

}

else {

femaleNumber = new System.Nullable<int>(((int)(this.Adapter.SelectCommand.Parameters[2].Value)));

}

return returnValue;

}

[System.Diagnostics.DebuggerNonUserCodeAttribute()]

[System.ComponentModel.Design.HelpKeywordAttribute("vs.data.TableAdapter")]

[System.ComponentModel.DataObjectMethodAttribute(System.ComponentModel.DataObjectMethodType.Select, true)]

public virtual EmployeeDataSet.SimpleQueryDataTable GetData(ref System.Nullable<int> maleNumber, ref System.Nullable<int> femaleNumber) {

this.Adapter.SelectCommand = this.CommandCollection[0];

if ((maleNumber.HasValue == true)) {

this.Adapter.SelectCommand.Parameters[1].Value = ((int)(maleNumber.Value));

}

else {

this.Adapter.SelectCommand.Parameters[1].Value = System.DBNull.Value;

}

if ((femaleNumber.HasValue == true)) {

this.Adapter.SelectCommand.Parameters[2].Value = ((int)(femaleNumber.Value));

}

else {

this.Adapter.SelectCommand.Parameters[2].Value = System.DBNull.Value;

}

EmployeeDataSet.SimpleQueryDataTable dataTable = new EmployeeDataSet.SimpleQueryDataTable();

this.Adapter.Fill(dataTable);

if (((this.Adapter.SelectCommand.Parameters[1].Value == null)

|| (this.Adapter.SelectCommand.Parameters[1].Value.GetType() == typeof(System.DBNull)))) {

maleNumber = new System.Nullable<int>();

}

else {

maleNumber = new System.Nullable<int>(((int)(this.Adapter.SelectCommand.Parameters[1].Value)));

}

if (((this.Adapter.SelectCommand.Parameters[2].Value == null)

|| (this.Adapter.SelectCommand.Parameters[2].Value.GetType() == typeof(System.DBNull)))) {

femaleNumber = new System.Nullable<int>();

}

else {

femaleNumber = new System.Nullable<int>(((int)(this.Adapter.SelectCommand.Parameters[2].Value)));

}

return dataTable;

}

}

}

## 四、问题及解答

(1). 写出你认为有必要解释的关键步骤或代码。

见上述代码。

(2). 写出实验中遇到的问题及解决方法。

有时候FinControl（）函数找不到控件。

解决方法：重新编译一下

## 五、实验小结

通过此次实验基本掌握了绑定DataGrindView以及其他控件到数据源的方法，了解了数据库中有关图片的显示和存取。