1.题目：编程实现书P32 ADT Stack 基本操作9个，用顺序存储结构实现；

源代码：

#include<iostream>

#define TYPE int

#define INITSIZE 100

using namespace std;

class SqStack

{

public:

TYPE \* top;

TYPE \* base;

int stacksize;

};

//初始化函数

void InitStack(SqStack &S)

{

S.base=new TYPE[INITSIZE];

if(!S.base)

{

cout<<"初始化失败"<<endl;

return;

}

else

{

S.top=S.base;

S.stacksize=INITSIZE;

cout<<"初始化成功"<<endl;

}

}

//判空函数

bool StackEmpty(SqStack &S)

{

if(S.top==S.base)

{

return true;

}

else

{

return false;

}

}

//求元素个数函数

int GetLength(SqStack &S)

{

return S.top-S.base;

}

//栈清空函数

void ClearStack(SqStack &S)

{

if(S.base)//如果栈存在

{

S.top=S.base;//逻辑清空

}

else

{

cout<<"该栈不存在"<<endl;

}

}

//栈销毁函数

void DestroyStack(SqStack &S)

{

if(S.base)

{

delete S.base;

S.stacksize=0;

S.top=NULL;

S.base=NULL;//销毁空间后记得将指针也置空

}

else

{

cout<<"该栈不存在"<<endl;

}

}

//元素入栈函数

void Push(SqStack &S,TYPE e)

{

if(S.top-S.base==S.stacksize)

{

TYPE \*newbase=new TYPE[S.stacksize+10];

for(int i=0;i<S.stacksize;i++)

{

newbase[i]=S.base[i];

}

delete S.base;

S.base=newbase;

S.top=&(S.base[S.stacksize-1]);

S.top++;

}//申请 拷贝 删除

else

{

\*S.top=e;

S.top++;

}

}

//元素出栈函数 e接收出栈值

void Pop(SqStack &S,int &e)

{

if(S.top==S.base)//判空

{

cout<<"栈已为空 无法出栈"<<endl;

return;

}

else

{

S.top--;//逻辑删除

e=\*S.top;

}

}

//从底到顶遍历栈元素函数

void StackTraverse(SqStack &S)

{

TYPE \*iter=S.base;

while(iter!=S.top)

{

cout<<\*iter<<" ";

iter++;

}

cout<<endl;

}

//取栈顶元素函数

void GetTop(SqStack &S,TYPE &e)

{

if(S.top==S.base)

{

cout<<"栈为空 无法返回栈顶元素"<<endl;

return;

}

S.top--;

e=\*S.top;

S.top++;

}

int main()

{

SqStack S;

return 0;

}

2.题目：编程实现书P48 ADT Queue 基本操作9个，用链式存储结构实现；

源代码：

#include<iostream>

#define TYPE int

using namespace std;

class QueneNode//队列节点类定义

{

public:

TYPE data;

QueneNode \*next;

};

class LinkQuene//链式队列声明

{

public:

QueneNode \*front;

QueneNode \*rear;

};

//初始化函数

void InitQuene(LinkQuene &Q)

{

Q.front=Q.rear=new QueneNode;

if(!Q.front)

{

cout<<"初始化失败"<<endl;

}

else

{

Q.front->next=NULL;

cout<<"初始化成功"<<endl;

}

}

//销毁函数 算法：依次释放所有节点

void DestroyQuene(LinkQuene &Q)

{

while(Q.front)

{

QueneNode \*p=Q.front->next;

delete Q.front;

Q.front=p;

}

cout<<"队列销毁成功"<<endl;

}

//清空函数

void ClearQuene(LinkQuene &Q)

{

if(Q.front)

{

Q.rear=Q.front;

}

else

{

cout<<"队列不存在"<<endl;

return;

}

}

//判空函数

bool QueneEmpty(LinkQuene &Q)

{

if(Q.front==Q.rear)

{

return true;

}

else

{

return false;

}

}

//入队函数

void EnQuene(LinkQuene &Q,TYPE e)

{

QueneNode \*p=new QueneNode;

p->data=e;

p->next=NULL;

Q.rear->next=p;

Q.rear=p;

}

//出队函数 注意只能是对头元素出队 e接收删除值

void DeQuene(LinkQuene &Q,TYPE &e)

{

if(Q.front==Q.rear)

{

cout<<"队列为空 无法出队"<<endl;

return;

}

QueneNode \*p=Q.front->next;

e=p->data;

Q.front->next=p->next;

if(Q.rear==p)

{

Q.rear=Q.front;//若出队节点已经是队列的尾节点 还需要将尾指针指向头指针以示空队列

}

delete p;

}

//取头元素函数

void GetHead(LinkQuene &Q,TYPE &e)

{

if(Q.front==Q.rear)

{

cout<<"队列为空 无法取头元素"<<endl;

return;

}

e=Q.front->next->data;

}

int QueneLength(LinkQuene &Q)

{

return Q.rear-Q.front;

}

void QueneTraverse(LinkQuene &Q)

{

QueneNode \*p=Q.front->next;

while(p)

{

cout<<p->data<<" ";

p=p->next;

}

cout<<endl;

}

int main()

{

LinkQuene Q;

return 0;

}

3.题目：八皇后问题求解

算法：逐行放置皇后 对每一行中的所有列一次检索 检查改列是否满足放置规则。若满足，则将皇后入栈，进行下一行的操作；若不满足，则将检查的列数加一。当改行所有列均不满足时，将栈中皇后出栈，检查列数加一继续检索。

源代码：

* 非栈递归实现

//T(O)=N!

//S(O)=N

#include<iostream>

#include<vector>

#include<cmath>

using namespace std;

//判断是否为不攻击位函数 返回值为布尔类型

bool IsNonAttackingPlacements(int row,int col,vector<int> &columnplacements)

{

for(int previousrow=0;previousrow<row;previousrow++)//遍历前行 进行比对

{

int columnToCheck=columnplacements[previousrow];

bool samecolumn=columnToCheck==col;

bool onDiagonal=abs(columnToCheck-col)==row-previousrow;//由于已知大小关系所以不需要加绝对值

//判断是否在对角线上的算法是判断行数差的绝对值是否等于列数差的绝对值

if(samecolumn||onDiagonal)

{

return false;

}

}

return true;//若前面都没有返回 则不为攻击位 可以返回true

}

//求解个数函数 返回值为解的个数

int GetNumberOfNonAttackingQueens(int row,vector<int> &columnplacements,int &boardsize)//递归求解函数

{

int validplacements=0;//计数器 最后作为返回值返回找到的方法个数 记得要初始化为0！

//递归结束条件-> row到达boardsize 这意味着走到了最后 找到了一个解

if(row==boardsize)

{

return 1;

}

for(int col=0;col<boardsize;col++)

{

if(IsNonAttackingPlacements(row,col,columnplacements))

{

columnplacements[row]=col;//如果满足不攻击 则将该位置计入 其逻辑类似于入栈

validplacements+=GetNumberOfNonAttackingQueens(row+1, columnplacements, boardsize);

}

}

return validplacements;

}

//输出放置位函数

void GetPlacements(vector<int> &columnplacements,int n,int count)

{

for(int i=0;i<count;i++)

{

cout<<"第"<<i+1<<"种解为："<<endl;

for(int row=0;row<n;row++)

{

cout<<row<<" "<<columnplacements[row]<<endl;

}

cout<<endl;

}

}

//求解函数 n表示皇后的个数

int NonAttackingQueens(int n)

{

vector<int> columnplacements;//逐行判断位置可否放置皇后 从而避免了对行参数的存储 只需要存储列参数

for(int i=0;i<n;i++)

{

columnplacements.push\_back(0);

}

int count=GetNumberOfNonAttackingQueens(0,columnplacements,n);//返回方法个数 从第0行开始操作

GetPlacements(columnplacements, n, count);

return count;

}

int main()

{

cout<<NonAttackingQueens(4)<<endl;

return 0;

}

* 栈非递归实现

#include<iostream>

#include<cmath>

using namespace std;

//皇后类定义

class Queen

{

public:

//构造函数 便于初始化

Queen(int row,int col)

{

this->row=row;

this->col=col;

}

//重载空实现构造函数

Queen()

{

}

int row;

int col;

};

//栈定义

class Stack

{

public:

Queen \*base;

Queen \*top;

void push(Queen &q)

{

\*(this->top)=q;

this->top++;

}

//出栈函数 返回被出栈节点的列

int pop()

{

if(!isEmpty())

{

(this->top)--;

return this->top->col;

}

else

{

return -1;

}

}

bool isEmpty()

{

if(this->base==this->top)

return true;

else

return false;

}

void stackTraverse()

{

Queen \*p=this->base;

while(p!=this->top)

{

cout<<(\*p).row<<" "<<(\*p).col<<endl;

p++;

}

cout<<endl;

}

};

//栈初始化函数

void initStack(Stack &S,int n)

{

S.base=new Queen[n];

S.top=S.base;

}

//判是否为攻击位函数

bool isNotAttacking(Stack &S,int rowToCheck,int colToCheck)

{

Queen \*p=S.base;

while(p!=S.top)

{

//比较是否为同列或在对角线上即可

bool samecolumn=colToCheck==p->col;

bool ondiagonal=abs(colToCheck-p->col)==rowToCheck-p->row;

if(samecolumn||ondiagonal)

{

return false;

}

p++;

}

return true;

}

//求解函数

int nonAttackingQueens(int n)

{

Stack S;

initStack(S, n);

Queen firstqueen(0,0);//初始化 第一个皇后定为第一行第一列

//皇后入栈

S.push(firstqueen);

//设定检索量 从第二行第一列开始

int rowToCheck=1;

int colToCheck=0;

//计数器

int count=0;

//结束条件为第一个皇后的col已经到达n

while(1)

{

if(isNotAttacking(S,rowToCheck,colToCheck))//如果不是攻击位

{

//该点入栈

Queen newqueen(rowToCheck,colToCheck);

S.push(newqueen);

//从下一行的第一列开始遍历

rowToCheck=rowToCheck+1;

colToCheck=0;

}

else//如果是攻击位

{

//列数+1

colToCheck++;

if(colToCheck==n)//如果已达到n 应回溯至上一行

{

//首先出栈 并用某量存储被出节点的列

int problemCol=S.pop();

//检索量定位至被出节点的行与下一列

rowToCheck--;

colToCheck=problemCol+1;

//若回溯后上一行的col也已达到n 则继续回溯 再回溯则不可能为col 因为已经是放置好了的皇后 不可能出现col相同的情况

if(colToCheck==n)

{

problemCol=S.pop();

//如果本次出栈时返回了空栈标志 则说明第一个皇后也已经到达了最后一列 从而说明遍历结束 循环结束

if(problemCol==-1)

{

delete S.base;

return count;

break;

}

rowToCheck--;

colToCheck=problemCol+1;

}

}

}

//如果row已经到达n 说明找到了一组解

if(rowToCheck==n)

{

count++;

cout<<"找到第"<<count<<"个答案"<<endl;

//首先输出找到的解

S.stackTraverse();

//然后出栈 将出栈节点col+1 然后检索行-1 继续判断

int okCol=S.pop();

colToCheck=okCol+1;

rowToCheck--;

//如果+1后已经到达n 则需要回溯 此次回溯后不可能出现上一皇后col也达到n的情况 因为前面的皇后是已经放置好了的 不可能出现相同的col

if(colToCheck==n)

{

okCol=S.pop();//此为倒数第二个queen的col

rowToCheck--;

colToCheck=okCol+1;

}

}

}

}

int main()

{

cout<<nonAttackingQueens(8)<<endl;

return 0;

}

4.题目：顿顿评估了m位同学上学期的安全指数，其中第i（1≤i≤m）位同学的安全指数为yi，是一个[0,108]范围内的整数；同时，该同学上学期的挂科情况记作resulti∈0,1，其中0表示挂科、1表示未挂科。相应地，顿顿用predictθ(y)表示根据阈值θ将安全指数y转化为的具体预测结果。如果predictθ(yj)与resultj相同，则说明阈值为θ时顿顿对第j位同学是否挂科预测正确；不同则说明预测错误。

![](data:image/png;base64,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)

最后，顿顿设计了如下公式来计算最佳阈值θ＊：
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该公式亦可等价地表述为如下规则：

1.  最佳阈值仅在yi中选取，即与某位同学的安全指数相同；

2.  按照该阈值对这m位同学上学期的挂科情况进行预测，预测正确的次数最多（即准确率最高）；

3.  多个阈值均可以达到最高准确率时，选取其中最大的。

算法：利用前缀和降低时间复杂度。首先对数据按照安全指数升序排序，然后对安全指数去重处理。对索引为i的第一次出现的安全指数，sum[m]-sum[i-1]即为正确匹配的1的个数，i-1-sum[i-1]即为正确匹配的0的个数。典型的牺牲空间换时间的算法。

源代码：

//暴力算法的时间复杂度为m\*m 运用前缀和可以将算法复杂度减至m

//前缀和很适合用来给需要多次遍历计数的算法降低时间复杂度

//v的存储下标要大改! 变成下标为1开始存储数据 前面浪费一个空间 更方便

#include<iostream>

#include<vector>

#include<set>

#include<algorithm>

using namespace std;

bool cmp(pair<int, int> &p1,pair<int, int> &p2)

{

return p1.first<p2.first;

}

int main()

{

int m;

cin>>m;

vector<pair<int,int>> v;

pair<int,int> p0=make\_pair(-1,-1);

v.push\_back(p0);//用（-1，-1）占位 从而使数据下标从1开始

int sum[m+1];//前缀和数组

for(int i=0;i<m+1;i++)

{

sum[i]=0;

}//前缀和数组初始化

for(int i=0;i<m;i++)

{

int y;//安全指数

int result;//挂科结果

cin>>y>>result;

pair<int, int>p=make\_pair(y, result);

v.push\_back(p);

}

//首先按照安全指数进行升序排序

sort(v.begin(),v.end(),cmp);

//求前缀和数组 注意一定要在排序之后进行此操作

for(int i=1;i<=m;i++)

{

sum[i]=sum[i-1]+v[i].second;

}

set<int> s;//利用集合进行去重 注意可以利用集合中是默认升序排序的

int ans=0;//记录答案阈值

int maxright=0;//记录过程中产生的预测正确结果数

//遍历集合 逐一求解

for(int i=1;i<=m;i++)

{

int a=v[i].first;//获取安全指数

if(s.count(a))

{

continue;

}//注意此处由于遇到重复直接跳过 所以安全指数所有重复值中 只会取挂科为0的第一个 从而能够保证之后的算法不会漏或多出正确匹配

s.insert(a);//若集合中没有a 说明没有对a进行过统计 将a加入集合中 避免a以后重复统计

int right1=sum[m]-sum[i-1];//正确匹配的1的个数

int right0=i-1-sum[i-1];//正确匹配的0的个数

int right=right1+right0;

if(right>=maxright)

{

maxright=right;

ans=a;

}

}

cout<<ans<<endl;

return 0;

}

5.题目：某次测验后，顿顿老师在黑板上留下了一串数字23333便飘然而去。凝望着这个神秘数字，小P同学不禁陷入了沉思……

已知某次测验包含n道单项选择题，其中第i题（1≤i≤n）有ai个选项，正确选项为bi，满足ai≥2且0≤bi＜ai。比如说，ai=4表示第i题有4个选项，此时正确选项bi的取值一定是0、1、2、3其中之一。

顿顿老师设计了如下方式对正确答案进行编码，使得仅用一个整数m便可表示b1,b2,…,bn。

首先定义一个辅助数组ci，表示数组ai的前缀乘积。当1≤i≤n时，满足：
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特别地，定义c0=1。

于是m便可按照如下公式算出：
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易知，0≤m＜cn，最小值和最大值分别当bi全部为0和bi=ai-1时取得。

试帮助小P同学，把测验的正确答案b1,b2,…,bn从顿顿老师留下的神秘整数m中恢复出来。

算法：按照题目给出提示进行操作即可 无特殊算法

源代码：

#include<iostream>

using namespace std;

int main()

{

int n;//题目个数

int m;//神秘数字

cin>>n>>m;

int a[n+1];

a[0]=0;//由于题目要求下标i从1开始 所以将a[0]无效化

//一次输入每题选项个数

for(int i=1;i<=n;i++)

{

cin>>a[i];

}

int c[n+1];

c[0]=1;//特别地 定义c[0]为1

//二重循环求ci

for(int i=1;i<=n;i++)

{

c[i]=c[i-1]\*a[i];

}

int b[n+1];

b[0]=-1;//无效化

for(int i=1;i<=n;i++)

{

b[i]=(m%c[i]-m%c[i-1])/c[i-1];

cout<<b[i]<<" ";

}

return 0;

}