1.题目：输入稀疏矩阵，建立稀疏矩阵三元组顺序结构，实现矩阵的列序遍历转置和快速转置算法。

算法：见代码

源代码：//列序遍历转制与快速转制

#include<iostream>

using namespace std;

class triple

{

public:

triple(int row,int col,int data)

{

m\_row=row;

m\_col=col;

m\_data=data;

}

triple()

{

}

int m\_row;//行标

int m\_col;//列标

int m\_data;//元素值

};

class matrix

{

public:

matrix(int rownum,int colnum,int elemnum)

{

m\_rownum=rownum;

m\_colnum=colnum;

m\_elemnum=elemnum;

m\_elem=new triple[elemnum];

for(int i=0;i<elemnum;i++)

{

int row,col,data;

cout<<"请输入第"<<i+1<<"个点的信息"<<endl;

cin>>row>>col>>data;

triple t(row,col,data);

m\_elem[i]=t;

}

}

matrix(int rownum,int colnum)//未知矩阵的初始化

{

m\_rownum=rownum;

m\_colnum=colnum;

}

triple \*m\_elem;

int m\_rownum;//行数

int m\_colnum;//列数

int m\_elemnum;//元素个数

};

//输出矩阵函数

void printMatrix(matrix &M)

{

for(int i=0;i<M.m\_elemnum;i++)

{

cout<<M.m\_elem[i].m\_row<<" "

<<M.m\_elem[i].m\_col<<" "

<<M.m\_elem[i].m\_data<<endl;

}

cout<<endl;

}

//交换行列

void exchangeRowAndCol(triple &t)

{

int temp=t.m\_row;

t.m\_row=t.m\_col;

t.m\_col=temp;

}

//列序遍历转制 A是被转制矩阵，B用来接收转制后的矩阵

//附带了按列排序功能

//T(O)=col\*elemnum 普通转制为elemnum\*elemnum

void columnTraverseTranspose(matrix A,matrix &B)

{

int count=0;//用以记录B中当前空白存储位的下标

//为B建立存储空间

B.m\_elemnum=A.m\_elemnum;

B.m\_elem=new triple[B.m\_elemnum];

for(int colToCheck=0;colToCheck<A.m\_colnum;colToCheck++)

{

for(int indexOfTripleToCheck=0;indexOfTripleToCheck<A.m\_elemnum;indexOfTripleToCheck++)

{

if(A.m\_elem[indexOfTripleToCheck].m\_col==colToCheck)

{

B.m\_elem[count]=A.m\_elem[indexOfTripleToCheck];

exchangeRowAndCol(B.m\_elem[count]);

count++;

}

}

}

}

//T(O)=col+elemnum

void quickTranspose(matrix A,matrix &B)

{

B.m\_elemnum=A.m\_elemnum;

B.m\_elem=new triple[A.m\_elemnum];

int rowNum[A.m\_colnum];

for(int i=0;i<A.m\_colnum;i++)

{

rowNum[i]=0;

}

int rowStart[A.m\_colnum];

rowStart[0]=0;

for(int i=0;i<A.m\_elemnum;i++)

{

rowNum[A.m\_elem[i].m\_col]++;

}

for(int i=1;i<A.m\_colnum;i++)

{

rowStart[i]=rowStart[i-1]+rowNum[i-1];

}

for(int i=0;i<A.m\_elemnum;i++)

{

B.m\_elem[rowStart[A.m\_elem[i].m\_col]]=A.m\_elem[i];

exchangeRowAndCol(B.m\_elem[rowStart[A.m\_elem[i].m\_col]]);

rowStart[A.m\_elem[i].m\_col]++;

}

}

int main()

{

matrix A(3,4,4);

matrix B(3,4);

quickTranspose(A, B);

printMatrix(B);

return 0;

}

2.题目：求矩阵马鞍点

算法：首先遍历矩阵，求出每一行的最小值所在的列与每一列的最大值所在的行，存入两个数组。然后再次遍历矩阵，判断每一行最小值所在的列与改列最大值所在的行是否相等

源代码：

#include<iostream>

#include<vector>

using namespace std;

int main()

{

int m;//行数

int n;//列数

cin>>m>>n;

int matrix[m][n];

for(int i=0;i<m;i++)

{

for(int j=0;j<n;j++)

{

cin>>matrix[i][j];

}

}

int minOfRow[m];//记录每一行的最小值 下标即为行号

int maxOfCol[n];//记录每一列的最大值 下标即为列号

int tempMin;

int placeOfTempMin;//记录临时最小值的列

int tempMax;

int placeOfTempMax;//记录临时最大值的行

//查找每一行的最小值

for(int i=0;i<m;i++)

{

tempMin=matrix[i][0];

placeOfTempMin=0;

for(int j=0;j<n;j++)

{

if(matrix[i][j]<tempMin)

{

tempMin=matrix[i][j];

placeOfTempMin=j;

}

}

//每行查找完后 保存当前行最小值的列;

minOfRow[i]=placeOfTempMin;

}

//查找每一列的最大值

for(int i=0;i<n;i++)

{

tempMax=matrix[0][i];

placeOfTempMax=0;

for(int j=0;j<m;j++)

{

if(matrix[j][i]>tempMax)

{

tempMax=matrix[j][i];

placeOfTempMax=j;//记录最大值所在的行

}

}

//每列查找完后 保存当前列最大值的行;

maxOfCol[i]=placeOfTempMax;

}

//查找完成 下进行比对

//以行为基础遍历 检查每一行最小值所在的列

//然后查看这一列最大值所在的行是否与最小值的行号相同

int count=0;//计数器 统计马鞍点个数

for(int i=0;i<m;i++)

{

if(maxOfCol[minOfRow[i]]==i)

{

count++;

cout<<"找到第"<<count<<"个马鞍点索引为:"<<endl;

cout<<i<<" "<<minOfRow[i]<<endl;

}

}

if(count==0)

{

cout<<"未找到马鞍点"<<endl;

}

return 0;

}

3.题目：

问题描述：

一次放学的时候，小明已经规划好了自己回家的路线，并且能够预测经过各个路段的时间。同时，小明通过学校里安装的“智慧光明”终端，看到了出发时刻路上经过的所有红绿灯的指示状态。请帮忙计算小明此次回家所需要的时间。

输入格式：

输入的第一行包含空格分隔的三个正整数 r、y、g，表示红绿灯的设置。这三个数均不超过 106。输入的第二行包含一个正整数 n，表示小明总共经过的道路段数和路过的红绿灯数目。接下来的 n 行，每行包含空格分隔的两个整数 k、t。k=0 表示经过了一段道路，将会耗时 t 秒，此处 t 不超过 106；k=1、2、3 时，分别表示出发时刻，此处的红绿灯状态是红灯、黄灯、绿灯，且倒计时显示牌上显示的数字是 t，此处 t 分别不会超过 r、y、g。

算法：核心是检查当前是什么灯。具体做法是一个周期是红 绿 黄 先找到开始时对应周期的起始时间（红灯开始的时间）然后根据周期对当前是什么灯进行判断

源代码：

#include<iostream>

#include<vector>

using namespace std;

//检查当前是什么灯的函数 返回需要等待的时间

//算法思路：一个周期是红 绿 黄 先找到开始时对应周期的起始时间（红灯开始的时间）

//然后根据周期对当前是什么灯进行判断

int checkWhatLight(pair<int,int> &currentLight,int currentTime,int r,int y,int g)

{

int waitTime=0;

int pastTime=0;//到周期开始的时间

int cycleTime=0;//加上currentTime后整体循环的总时间

if(currentLight.first==1)//红灯

{

pastTime=r-currentLight.second;

cycleTime=pastTime+currentTime;

}

if(currentLight.first==2)//黄灯

{

pastTime=r+g+y-currentLight.second;

cycleTime=pastTime+currentTime;

}

if(currentLight.first==3)//绿灯

{

pastTime=r+g-currentLight.second;

cycleTime=pastTime+currentTime;

}

int overTime=cycleTime%(r+y+g);//超出循环的时间

if(overTime>=0&&overTime<r)//在红灯

{

waitTime=r-overTime;//等完红灯即可通行

}

if(overTime>=r&&overTime<r+g)//在绿灯

{

waitTime=0;//直接通行

}

if(overTime>=r+g&&overTime<r+g+y)//在黄灯

{

waitTime=y-(overTime-r-g)+r;//等完黄灯还需要等一个红灯

}

return waitTime;

}

int main()

{

int r,y,g;

cin>>r>>y>>g;//三种灯的持续时间

int n;

cin>>n;//小明将会经过的路和灯的总数量

vector<pair<int,int>> roadsAndLights;

for(int i=0;i<n;i++)

{

int k;//状态指示量

int t;//通过时间或出发时各种灯的剩余时间

cin>>k>>t;

pair<int,int> p=make\_pair(k,t);

roadsAndLights.push\_back(p);

}

int totalTime=0;

for(int i=0;i<n;i++)

{

if(roadsAndLights[i].first==0)

{

totalTime+=roadsAndLights[i].second;

}

else

{

int waitTime=0;

waitTime=checkWhatLight(roadsAndLights[i],totalTime,r,y,g);

totalTime+=waitTime;

}

}

cout<<totalTime<<endl;

return 0;

}

4.题目：西西艾弗岛的购物中心里店铺林立，商品琳琅满目。为了帮助游客根据自己的预算快速选择心仪的商品，IT 部门决定研发一套商品检索系统，支持对任意给定的预算x，查询在该预算范围内（≤x）价格最高的商品。如果没有商品符合该预算要求，便向游客推荐可以免费领取的西西艾弗岛定制纪念品。

假设购物中心里有n件商品，价格从低到高依次为A1,A2,…,An，则根据预算x检索商品的过程可以抽象为如下序列查询问题。

A=[A0,A1,A2,…,An]是一个由n+1个[0,N)范围内整数组成的序列，满足0= A0＜A1＜A2＜…＜An＜N。（这个定义中蕴含了n一定小于N。）

基于序列A，对于[0,N)范围内任意的整数x，查询f(x)定义为：序列A中小于等于x的整数里最大的数的下标。具体来说有以下两种情况：

(1)存在下标0≤i＜n满足Ai≤x＜Ai+1

此时序列A中从A0到Ai均小于等于x，其中最大的数为Ai，其下标为i，故f(x)=i。

(2) An≤x

此时序列A中所有的数都小于等于x，其中最大的数为An，故f(x)=n。

令sum(A)表示f(0)到f(N-1)的总和，即：

![](data:image/png;base64,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)

对于给定的序列A，试计算sum(A)。

算法：核心是要降低算法的时间复杂度。灵活运用乘法：对任意的A[i]，最终结果中需要加入i\*A[i+1]-A[i]，而最后一项乘的次数是N-A[n]

源代码：

#include<iostream>

#include<vector>

using namespace std;

//创建

vector<pair<int,int>> CreateSubArray(int \*A,int N,int n)

{

vector<pair<int,int>> subArray;

for(int i=0;i<n;i++)//由于要使用后一项 所以只需循环到n-1

{

//创建对组 第一个值存储纳入值的下标，第二个值存储计算区间

pair<int,int> p;

int indexOfPriceToAdd=i;

int timesToAdd=A[i+1]-A[i];

p=make\_pair(indexOfPriceToAdd,timesToAdd);

subArray.push\_back(p);

}

//创建完前面的之后 最后一项要根据N来进行创建

pair<int,int> p;

int lastIndexOfPriceToAdd=n;

int lastTimesToAdd=N-A[n];

p=make\_pair(lastIndexOfPriceToAdd,lastTimesToAdd);

subArray.push\_back(p);

return subArray;

}

int getSum(int \*A,int N,int n)

{

int sum=0;

vector<pair<int,int>> subArray;

subArray=CreateSubArray(A, N, n);

for(int i=0;i<subArray.size();i++)

{

sum+=(subArray[i].first)\*(subArray[i].second);

}

return sum;

}

int main()

{

int n,N;//n表示商品数量 N表示商品价格上界（开区间）

cin>>n>>N;

int A[n+1];

A[0]=0;

for(int i=1;i<=n;i++)

{

cin>>A[i];

}

cout<<getSum(A,N,n)<<endl;

return 0;

}