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**УВОДЗІНЫ**

Файлавыя сістэмы – гэта метад і структура дадзеных, з дапамогай каторай камп’ютар кантралюе і кіруе запісанымі дадзеннымі.

У 1977 годзе кампанія MICROSOFT распрацавала новую файлавую сістэму для флопі-дыскаў, каторую назвалі “FAT”(File Allocation Table). Яе наступныя версіі пачалі выкарыстоўваць ужо ў пазнейшых аперацыйных сістэмах DOS і ранейшых Windows. На цяперашні час FAT усталёюваць на партаціўныя прылады, мабільныя тэлефоны, флэш-дыскі. FAT падыходзіць да вялікай колькасці аперыйных сістэм(Windows, MacOs, Linux).

Мэтай курсавога праекта з’яўляецца напісанне праграмы праверкі цэласнасці файлавай сістэмы FAT32 з дапамогай атрыманых ведаў у ходзе вывучэння дысцыпліны “Аперацыйныя сістэмы і сістэмнае праграмаванне” і тэматычнай літаратуры.

Дадзенная праграма рэалізаваная на мове праграмавання “С” для аперацыйнай сістэмы Linux. На выбар такой рэалізацыі паўплывала нізка-ўзроўневасць “C” і прамы доступ да ядра Linux, што значна спрасціла напісанне курсавога праекта і адначасова ўдасканаліла веды ў працы аперацыйнай сістэмы.

Для дасягнення мэты былі пастаўленыя наступныя задачы: вывучыць неабходную інфармацыю па структуры FAT і стварыць кансольную праграму.

**1 АГЛЯД ЛІТАРАТУРЫ**

FAT файлавая сістэма выкарыстоўвае індэксныя табліцы, каб вызначаць месцы ў фізічнай памяці, каторыя выкарыстоўваюць файлы сістэмы. Пад FAT вызначаецца асаблівае месца ў памяці пад час фармаціравання. Файлавая табліца(FAT) – гэта звязаны спіс запісаў для кожнага кластара(неперапыннай вобласці дыскавага сховішча). Запіс можа змяшчаць рад значэнняў: нумар наступнага кластара ў ланцужку, EOC(канец ланцужка), зарэзерваваны кластар, дрэнны кластар і вольны кластар. Існуе некалькі версій файлавай сістэмы FAT: FAT12, FAT16, FAT32. Кожная версія мала свае асаблівасці. Адно з асноўных: колькасць бітов, што выкарыстоўваецца для запісаў у табліцу. У гэтым курсавым праекце разглядаецца FAT32.

FAT32 складаецца з трох раздзелаў: Зарэзерваваныя сектары, FAT раздзел і раздзел дадзеных.

**1.1 Зарэзерваваныя сектары**

**1.1.1 Сектар загрузкі**

Сектар загрузкі – гэта першы лагічны сектар, каторы складаецца з BIOS Parameter Block(BPB) і Extend BPB і змяшчае базавую інфармацыю па файлавай сістэме(FSInfo).

Структура BIOS Parameter Block:

|  |  |  |  |
| --- | --- | --- | --- |
| Змяшчэнне  (дзесятковае) | Змяшчэнне  (шаснацтковая) | Памер, байты | Назначэнне |
| 0 | 0x00 | 3 | Змяшчае байты EB 3C 90, каторыя роўныя асэмблернаму коду JMP SHORT 3C NOP(3С можа адрознівацца). Выкарыстоўваецца для таго, каб “пераскочыць” праз BPB і EBPB. |
| 3 | 0x03 | 8 | Назва выкарыстоўваемай аперацыйнай сістэмы |
| 11 | 0x0B | 2 | Памер сектара ў байтах. |
| 13 | 0x0D | 1 | Колькасць сектараў у кластары. |
| 14 | 0x0E | 2 | Колькасць зарэзерваваных сектараў з улікам сектара запуску. |
| 16 | 0x10 | 1 | Колькасць файлавых табліц. |
| 17 | 0x11 | 2 | Колькасць запісаў каранёвага каталога. |
| 19 | 0x13 | 2 | Агульная колькасць сектараў на дыску. Калі гэтае значэнне роўна 0, тады рэальная колькасць сектараў большая за 65535. Дакладнае значэнне ляжыць па змяшчэнню 0х20. |
| 21 | 0x15 | 1 | Вызначае тып мэдыа дэскрыптара. |
| 22 | 0x16 | 2 | Колькасць сектараў на табліцу. Толькі для FAT12 і FAT16. |
| 24 | 0x18 | 2 | Колькасць сектараў на трэк. |
| 26 | 0x1A | 2 | Колькасць запісваючых галовак. |
| 28 | 0x1C | 4 | Колькасць схаваных сектараў. |
| 30 | 0x20 | 4 | Вялізная колькасць сектараў. |

Табліца 1.1.1.1 – структура BIOS Parameter Block.

Структура Extended BPB:

|  |  |  |  |
| --- | --- | --- | --- |
| Змяшчэнне  (дзесятковае) | Змяшчэнне  (шаснацтковая) | Памер, байты | Назначэнне |
| 36 | 0x024 | 4 | Памер файлавай табліцы(у сектарах). |
| 40 | 0x028 | 2 | Сцягі. |
| 42 | 0x02A | 2 | Версія файлавай сістэмы. |
| 44 | 0x02C | 4 | Нумар першага кластара каранёвага каталога. Звычайна роўна 2. |
| 48 | 0x030 | 2 | Нумар сектара FSInfo структуры. |
| 50 | 0x032 | 2 | Нумар сектара копіі “сектара загрузкі”. |
| 52 | 0x034 | 12 | Зарэзерваваныя. Калі дыск адфарматаваны, гэтыя байты павінны быць роўнымі нулю. |
| 64 | 0x040 | 1 | Нумар дыска. |
| 65 | 0x041 | 1 | Сцягі Windows NT. |
| 66 | 0x042 | 1 | Подпіс (0x28 альбо 0x29). |
| 67 | 0x043 | 4 | ID дыска. |
| 71 | 0x047 | 11 | Назва дыска. |
| 82 | 0x052 | 8 | Назва файлавай сістэмы. Заўжды "FAT32 ". |
| 90 | 0x05A | 420 | Код запуску. |
| 510 | 0x1FE | 2 | Подпіс загрузнага падзела(partition) 0xAA55. |

Табліца 1.1.1.2 – структура Extended BPB.

**1.1.2 FS Information сектар**

Структура FSInfo:

|  |  |  |  |
| --- | --- | --- | --- |
| Змяшчэнне  (дзесятковае) | Змяшчэнне  (шаснацтковая) | Памер, байты | Назначэнне |
| 0 | 0x0 | 4 | Вядучы подпіс 0x41615252. |
| 4 | 0x4 | 480 | Зарэзерваваныя. |
| 484 | 0x1E4 | 4 | Подпіс(0x61417272). |
| 488 | 0x1E8 | 4 | Колькасць вольных кластараў. Калі значэнне – 0xFFFFFFFF, тады колькасць вольных кластараў невядомая і павінна быць падлічана. |
| 492 | 0x1EC | 4 | Indicates the cluster number at which the filesystem driver should start looking for available clusters. If the value is 0xFFFFFFFF, then there is no hint and the driver should start searching at 2. Typically this value is set to the last allocated cluster number. As the previous field, this value should be range checked. |
| 496 | 0x1F0 | 12 | Зарэзерваваныя. |
| 508 | 0x1FC | 4 | Подпіс (0xAA550000) |

Табліца 1.1.2.1 – структура FSInfo сектара.

**1.2 FAT раздзел**

У гэтым раздзеле знаходзяцца файлавыя табліцы(звычайна дзве, прычым другая з’яўляецца копіяй першай). З дапамогай гэтых табліц вызначаецца наступны раздзел дадзенных. Табліца складаецца з запісаў, памер каторых вызначаецца ў залежнасці ад версіі FAT. У выпадку FAT32 выкарыстоўваецца 32 біта, 4 з каторых зарэзерваваныя. Пры фармаціраванні дыска зарэзерваваныя біты звычайна выстаўляюцца ў нуль.

Значэнні запісаў у файлавай табліцы:

|  |  |
| --- | --- |
| Значэнне запіса | Назначэнне |
| 0х?0000000 | Вольны кластар. Калі такое значэнне з’яўляецца ў ланцужку кластараў, яно павінна ўспрымацца як EOC. |
| 0x?0000001 | Зарэзерваваны для ўнутраных мэт. Калі такое значэнне з’яўляецца ў ланцужку кластараў, яно павінна ўспрымацца як EOC. |
| 0x?0000002 - 0x?FFFFFEF | Нумар наступнага кластара ў ланцужку. |
| 0x?FFFFFF0 - 0x?FFFFFF5 | Зарэзерваваны кластар. Калі з’яўляецца ў ланцужках кластараў, павінна ўспрымацца як нумар наступнага кластара. |
| 0x?FFFFFF6 | Зарэзерваваны. |
| 0x?FFFFFF7 | Дрэнны кластар. |
| 0x?FFFFFF8 - 0x?FFFFFFF | Апошні кластар у ланцужку. Значэнне 0x0FFFFFF8 выкарыстоўваецца mkdosfs для каранёвых каталогаў. |

Табліца 1.2.1 – Значэнні запісаў файлавай табліцы.

**1.3 Раздзел дадзеных**

Гэты раздзел змяшчае табліцу каранёвага каталога і табліцы астатніх каталогаў. Табліца каталогаў складаецца з 32-байтных запісаў(entry).  
 Структура запісу каталога:

|  |  |  |
| --- | --- | --- |
| Змяшчэнне(у байтах) | Памер  (у байтах) | Назначэнне |
| 0х00 | 8 | Скарочанае файлавае імя. У першым байце могуць знаходзіцца сцягі:  1. 0х2Е – маркіруе запісы “.” і “..”;  2. 0х5Е – маркіруе файл як выдалены. |
| 0x08 | 3 | Скарочнае расшырэнне файла. |
| 0x0В | 1 | Файлавыя атрыбуты:  1. 0х01 – толькі для чытання;  2. 0х02 – схаваны файл;  3. 0х04 – сістэмны файл (не можа быць выдалены карыстальнікам);  4. 0х08 – назва сховішча;  5. 0х10 – каталог;  6. 0х20 – архіў. |
| 0x0C | 1 | Зарэзерваваны. |
| 0x0D | 1 | Дзясятыя секунды стварэння файла. |
| 0x0Е | 2 | Час стварэння. Час – 15 - 11 біты, хвіліны – 10 - 5 біты, секунды – 4 - 0 біты. |
| 0x10 | 2 | Дата стварэння. Год – 15 - 9 біты, месяц – 8 - 5 біты, дзень – 4 - 0 біты. |
| 0х12 | 2 | Дата апошняга доступу (па структуры як 0х10). |
| 0х14 | 2 | Два верхніх байта нумара кластара, па катораму ляжаць дадзеныя файла. |
| 0х16 | 2 | Час апошняга змянення (па структуры як 0х0Е). |
| 0х18 | 2 | Дата апошняга змянення (па структуры як 0х10). |
| 0х1А | 2 | Два ніжніх байта нумара кластара, па катораму ляжаць дадзеныя файла. |
| 0х1С | 4 | Памер файла ў байтах. |

Табліца 1.3.1 - Структура запісу каталога.

Перад кожным запісам каталога звычайна змяшчаецца запіс з дліннай файлавай назвай (long file name entry).

Структура такога запісу выглядае такім чынам:

|  |  |  |
| --- | --- | --- |
| Змяшчэнне(у байтах) | Памер  (у байтах) | Назначэнне |
| 0х00 | 1 | Вызначае парадак запісаў з дліннай файлавай назвай. |
| 0x01 | 10 | Першыя пяць 2-х байтных сімвалаў назвы. |
| 0x0B | 1 | Файлавыя атрыбут – 0x0F. |
| 0x0C | 1 | 0x00. |
| 0x0D | 1 | Чэк-сума кароткай назвы файла. |
| 0x0Е | 12 | Наступныя шэсць 2-х байтных сімвалаў назвы. |
| 0x1А | 2 | 0х0000. |
| 0х1С | 4 | Апошнія два 2-х байтных сімвалаў назвы. |

Табліца 1.3.2 – Структура запісу з дліннай файлавай назвай.

**1.4** **Праверка цэласнасці файлавай сістэмы**

Для таго каб ацаніць карэктнасць файлавай сістэмы FAT32, трэба напісаць праграму здольную прасканіраваць сістэму. Пад час такога сканіравання можна праверыць цэласнасць файлавай сістэмы.

Праблемы і памылкі, што павінна вызначаць праграма праверкі цэласнасці файлавай сістэмы:

1. У табліцы знаходзіцца некарэктны нумар кластара;
2. Зацыклены ланцужок файлаў;
3. Дрэнныя кластары;
4. Дрэнныя і пашкоджаныя запісы каталогу;
5. Файлы, што не з’яўляюцца каталогам, з назвай «.» і «..»;
6. Каталогі з не нулявым значэннем памера файла;
7. Каталог «.» не спасылаецца на бацькоўскі каталог;
8. Каталог «..» не спасылаецца на бацькоўскі каталог бацькоўскага каталога;
9. У запісу файла некарэктны кластар;
10. Несупадзенне памераў файла з выкарыстоўваемымі кластарамі;
11. Памылкі ў раздзеле загрузкі і структуры FSInfo.

У дадзеным курсавым праекце праграма праверцы цэласнасці файлававай сістэмы выводзіць не толькі памылкі, але і інфармацыю пра зарэзерваваныя сектары і файлы дыска(у залежнасці ад таго, якія опцыі выбраў карыстальнік пры запуску праграмы).

**2 СТРУКТУРНАЕ ПРАЕКТАВАННЕ**

Праграмны код быў разбіты на модулі для больш зручнага карыстання і змянення функцыянала праграмы.

* 1. **Файл source.c**

**1.1.1 int main(int argc, char\*\* argv)**

У main-функцыі адбываецца першае кантактаванне з карыстальнікам. Main прымае аргументы каманднага радка, і каб прааналізаваць іх вызывае int check\_args(int argc, char\*\* argv). Калі функцыя check\_args не знайшла памылак, вызываецца int myfsck(int argc, char\*\* argv), з каторай пачынаецца праверка файлавай сістэмы дыска.

**1.1.2 int check\_args(int argc, char\*\* argv)**

Пры выяўленні дадзенай функцыяй некарэктных значэнняў аргументаў каманднага радка, вызываецца функцыя print\_usage(). Для праверкі опцый вызначаных карыстальнікам вызываецца фукнцыя int get\_options(int argc, char\*\* argv), а для праверкі уведзенай назвы дыска – бібліятэчная функцыя int open(const char \*\_\_file, int \_\_oflag, ...).

**1.1.3 int get\_options(int argc, char\*\* argv)**

З дапамогай бібліятэчнай функцыі getopt счытваюцца і захоўваюцца значэнні ўведзенных опцый. Калі опцый не было, альбо былі ўведзены няправільна, пераменная options застаецца роўнай 16.

**1.1.4** **void print\_usage()**

Дадзеная функцыя выводзіць у тэрмінал даведку, як карыстацца праграмай.

**1.1.5 int myfsck(int argc, char\*\* argv)**

З гэтага метада пачынаецца выклікасноўных функцый для праверкі цэласнасці файлавай сістэмы: open(для адкрыцца правяраемага дыску), read\_boot(для чытання раздзела загрузкі), read\_fat(для чытання fat раздзела), read\_disk(для чытання дыску).

**1.2 Файл source.h**

У гэтым хэдары знаходзяцца пералічэнні для вызначэння стана правяраемай часткі файлавай сістэмы(enum TEST\_STATE), для выкарыстоўваемых опцый(enum OPTIONS) і для вызначэння тыпу файла(enum FILE\_ATTR), дэфайны для агульнай працы праграмы і прататыпы глабальных пераменных з файла global\_vars.с.

**1.3 Файл fat32.c**

**1.3.1 void fs\_read(off\_t offset, int size, void\* data)**

Простая функцыя для счытвання інфармацыі з файлавай сістэмы.

**1.3.2 void get\_fat(struct FAT\_ENTRY\* entry, void\* fat,**

**uint32\_t cluster)**

Дадзеная функцыя «дастае» запіс з файлавай табліцы па вызначаннаму кластару.

**1.3.3 uint32\_t get\_entry\_start(struct DIR\_ENT\* entry)**

Вяртае нумар кластара, што выкарыстоўвае прачытаны файл.

**1.3.4 off\_t base\_cluster(uint32\_t cluster)**

Функцыя вяртае змяшчэнне ў байтах па кластару ўнутры раздзела дадзеных.

**1.3.5 int read\_boot()**

Дадзеная функцыя счытвае значэнне раздзела загрузкі, пры вызначаных опцыях выводзіць значэнні гэтага раздзела, правярае гэтыя значэнні на наяўнасць памылак. Для вывада значэнняў раздзела выкарыстоўвае функцыю pretty\_output.

**1.3.6 int init\_file\_sys()**

Асноўнае назначэнне гэтай функцыі – ініцыалізацыя глабальнай пераменнай file\_sys, што змяшчае важную інфармацыю пра файлавую сістэму дыска. Паралельна з запісам асноўных значэнняў адбываецца іх праверка.

**1.3.7 int read\_fsinfo()**

Функцыя read\_fsinfo выкарыстоўваецца для счытвання і праверцы fsinfo сектара. Пры вызначаных опцыях выводзіць дадзеныя сектара.

**1.3.8 int read\_fat()**

Функцыя счытвае адну ці дзве(калі існуе) файлавыя табліцы і правярае іх на памылкі.

**1.3.9 void read\_disk(uint32\_t cluster, uint32\_t grandp, char\* file\_path)**

Рэкурсіўная функцыя read\_disk ажыццяўляе асноўную праверку файлавай сістэмы: сканіруе ўсі файлы сістэмы, правярае назвы файлаў, запісы файлаў і цыклы ў кластаравым ланцужку. Для праверцы файлаў read\_disk вызывае функцыю int test\_file(uint8\_t isroot, struct DOS\_FILE\* file).

**1.3.10 void pretty\_output()**

Вывад раздзела загрузкі.

**1.4 Файл fat32.h**

У гэтай файле змяшчаюцца прататыпы функцый з fat32.c.

**1.5 Файл check\_fs.h**

**1.5.1 int test\_file(uint8\_t isroot, struct DOS\_FILE\* file)**

Дадзенная функцыя праводзіць поўную праверку файла. На першым этапе правяраюцца файлавае імя і атрыбуты. Калі атрыбут файл «VOLUME\_ID» альбо файлавае імя пачынаецца са сцяга «0хЕ5» праверка файла скончваецца. У астатніх выпадках з дапамогай функцыі int check\_file\_name(unsigned char\* name, uint8\_t isroot, uint8\_t attr) правяраецца імя. Калі імя адпавядае ўмовам добрай файлавай назвы, вызываецца функцыя void change\_file\_name(char\* name, uint8\_t attr), што змяняе імя файла для больш зручнага чытання пры яго вывадзе ў тэрмінал, з дапамогай int output\_file\_info(struct DOS\_FILE\* file, unsigned char\* file\_name, uint8\_t attr). На наступных этапах выканання функцыі test\_file праверка каталогаў і звычайных файлаў адрозніваецца. Для каталогаў правяраецца каталожны запіс. А для звычайнага файла, акрамя каталожнага запісу, правяраецца на карэктнасць выкарыстоўваемыя кластары, іх сумарны памер і здольнасць счытаць інфармацыю з вобласці дыска, на каторую яны ўказваюць.

**1.5.2 int check\_file\_name(unsigned char\* name, uint8\_t isroot,**

**uint8\_t attr)**

Як узгадвалася вышэй, гэтая функцыя выкарыстоўваецца для праверкі імя файла.

Функцыя вызначае, што назвы файла «дрэнная», у наступных выпадках:

* Калі першы сімвал імя прабел;
* Калі файлавае імя пачынаецца з кропкі і файл знаходзіцца ў каранёвым каталогу, альбо з'яўляецца звычайным.
* Пры наяўнасць «дрэнных» сімвалаў:"\*?/\\|,;:+=<>[]\"".
* Калі ў імені ёсць прабелы паміж сімваламі.

**1.5.3 void change\_file\_name(char\* name, uint8\_t attr)**

Дадзеная функцыя мяняе файлавае імя для больш зручнага вывада ў тэрмінал. З імя прыбіраюцца лішнія прабелы і дабаўляецца кропка перад расшырэннем файла.

**1.5.4 int output\_file\_info(struct DOS\_FILE\* file,**

**unsigned char\* file\_name, uint8\_t attr)**

Калі карыстальнік абраў пэўныя опцыі, што дазваляюць вывад, гэта функцыя выводзіць інфармацыю пра файл і дабаўляе імя файла да пераменнай file->path. У іншым выпадку толькі змяняе file->path.

**1.5.5 int check\_fat(void\* fat, struct FAT\_ENTRY\* fat\_media,**

**off\_t offset, int size)**

Функцыя check\_fat счытвае запіс з файлавай табліцы і правярае яго на карэктнасць.

**1.5.6 int fs\_check(off\_t pos, int size)**

Гэтая функцыя вызначае ці магчыма счытаць інфармацыю з дыска па зададзенаму змяшчэнню і памеру.

**1.5.7 uint32\_t next\_cluster(uint32\_t cluster)**

Вяртае значэнне наступнага кластара ў ланцужку.

**1.6 Файл check\_fs.h**

Змяшчае пратыпы функцый файла check\_fs.c.

**1.7 Файл global\_vars.c**

У гэтым файле пералічаны наступныя глабальныя пераменныя:

* fd – адказвае за змяшчэнне файлавага дэскрыптара чытаемага дыска;
* boot\_size – фіксаваны памер раздзела загрузкі;
* boot – аб“ект структуры FAT32\_BOOT, у каторым знаходзіцца счытаны раздзел загрузкі;
* fs\_info – аб“ект стуктуры FAT32\_FSInfo, у каторым знаходзіцца счытаны раздзел file system info;
* file\_sys – аб“ект стуктуры FAT32\_FS, у каторым знаходзіцца агульна важная інфармацыя па файлавай сістэме;
* bytes\_in\_sector – колькасць байтаў у сектары;
* sectors\_in\_сluster – колькасць сектараў у кластары;
* options – опцыі карыстальніка;
* total\_errors\_count – агульная колькасць знайдзеных памылак файлавай сістэмы;
* defected\_files – колькасць пашкоджаных файлаў;

**1.8 Файл fat\_struct.h**

У гэтым хэдэры знаходзіцца апісанне асноўных структур для працы з файлавай сістэмай FAT32. Структура FAT32\_BOOT апісвае раздзел загрузкі; FAT32\_FSInfo – раздзел file system info; DOS\_FILE – змяшчае спасылку на каталожны запіс, кластары бацькаўскага і прабацькоўскага каталога і шлях да файла; FAT32\_FS – змяшчае асноўную інфармацыю па файлавай сістэме; FAT\_ENTRY – запіс у файлавай табліцы; DIR\_ENT – каталожны запіс у раздзеле дадзеных.

**3 ФУНКЦЫЯНАЛЬНАЕ ПРАЕКТАВАННЕ**

Для дакладнага разгляда кода і разумення праграмы ніжэй прадстаўлены алгарытм па кроках для асноўных функцый і дыяграма паслядоўнасцяў.

**3.1 Дыяграма паслядоўнасці**

Дыяграма паслядоўнасці – UML-дыяграма, каторая паказвае ўзаемадзеянне працэсаў у часовай паслядоўнасці пры распрацоўцы ці карыстанні праграмным забеспячэннем.

Дыяграмная паслядоўнасць распрацаванай прылады на малюнке 3.1.1
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Малюнак 3.1.1 – UML-дыяграма паслядоўнасці.

Дадзеная дыяграма адлюстроўвае асноўныя функцыі праграмы і ўзаемадзеянне карыстальніка з праграмным функцыяналам.

**3.2 Функцыя int read\_boot()**

1. Ініцыялізаваць unsigned char\* buf і прысвоіць ёй значэнне (unsigned char\*)malloc(513 \* sizeof(unsigned char));
2. Вызваць функцыю void fs\_read(0, boot\_size, buf);
3. Ініцыялізаваць uint8\_t error і прысвоіць ёй значэнне 0;
4. Прысвоіць buf[boot\_size] значэнне 0;
5. Вызваць функцыю memcpy(&boot, buf, sizeof(struct FAT32\_BOOT));
6. Калі options & SHOW\_SECTORS, то перайсці на Крок 7, інакш Крок 8;
7. Вызваць функцыю pretty\_output();
8. Калі boot.sector\_size == 0 перайсці на Крок 9, інакш на Крок 11;
9. Вывесці чырвоным колерам у тэрмінал «Sector size is sero...»;
10. Павялічыць error на 1;
11. Калі boot.sectors\_in\_cluster == 0, то перайсці на Крок 12, інакш Крок 14;
12. Вывесці чырвоным колерам у тэрмінал "Cluster size is sero...\n";
13. Павялічыць error на 1;
14. Калі !boot.fats\_num && boot.fats\_num > 2, то перайсці на Крок 15, інакш Крок 17;
15. Вывесці чырвоным колерам у тэрмінал "Invalid count of fats\n";
16. Павялічыць error на 1;
17. Калі boot.sectors\_in\_table == 0, то перайсці на Крок 18, інакш Крок 20;
18. Вывесці чырвоным колерам у тэрмінал;
19. Павялічыць error на 1;
20. Калі total\_errors\_count = error, то перайсці на Крок 21, інакш Крок 23;
21. Вывесці чырвоным колерам у тэрмінал "Invalid boot sector\n";
22. Скончыць функцыю, вярнуўшы значэнне INVALID\_BOOT\_SECTOR;
23. Калі init\_file\_sys() == INVALID\_BOOT\_SECTOR, то перайсці на Крок 24, інакш Крок 26;
24. Вывесці чырвоным колерам у тэрмінал "Invalid boot sector\n";
25. Скончыць функцыю, вярнуўшы значэнне INVALID\_BOOT\_SECTOR;
26. Калі read\_fsinfo() == INVALID\_FSINFO, то перайсці на Крок 27, інакш Крок 29;
27. Вывесці чырвоным колерам у тэрмінал "Invalid fsinfo sector\n";
28. Скончыць функцыю, вярнуўшы значэнне INVALID\_FSINFO;
29. Калі options & SHOW\_INFO, то перайсці на Крок 30, інакш на Крок 33
30. Вызваць функцыю printf("\n\ndata start: %ld\n", file\_sys.data\_start);
31. Вызваць функцыю printf("data clusters count: %d - 0x%X\n", file\_sys.data\_clusters, file\_sys.data\_clusters);
32. Вызваць функцыю printf("fat\_start: %ld\n", file\_sys.fat\_start);
33. Скончыць функцыю, вярнуўшы нуль.

**3.3 Функцыя int read\_fsinfo()**

1. Ініцыялізаваць і прысвоіць 0;
2. Ініцыялізаваць unsigned char\* info\_buf і прысвоіць ёй значэнне (unsigned char\*)malloc(513 \* sizeof(unsigned char));
3. Вызваць функцыю void fs\_read(0, boot\_size, buf);
4. Прысвоіць buf[boot\_size] значэнне 0;
5. Вызваць функцыю memcpy(&fs\_info, info\_buf, sizeof(struct FAT32\_FSInfo));
6. Калі options & SHOW\_SECTORS, то перайсці на Крок 7, інакш на Крок 14;
7. Вызваць функцыю printf("\n\n\t ||\_\_\_\_FS INFO SECTOR\_\_\_\_||\n\n");
8. Вызваць функцыю printf("\tFIELD | |\tVALUE\n");
9. Вызваць функцыю printf("LEAD SIGNATURE | 0x%X\n", fs\_info.lead\_signature);
10. Вызваць функцыю printf("REVERSED SIGNATURE | 0x%X\n", fs\_info.rev\_signature);
11. Вызваць функцыю printf("FREE CLUSTERS COUNT | %d\n", fs\_info.free\_clusters);
12. Вызваць функцыю printf("NEXT CLUSTER NUMBER | %d\n", fs\_info.next\_cluster);
13. Вызваць функцыю printf("TRAIL SIGNATURE | 0x%X\n", fs\_info.trail\_signature);
14. Калі fs\_info.lead\_signature != 0x41615252, то перайсці на Крок 15, інакш на Крок 17;
15. Вызваць функцыю fprintf(stderr, RED "Invalid lead signature: 0x%X\n\n" RESET, fs\_info.lead\_signature);
16. Павялічыць error на 1;
17. Калі fs\_info.rev\_signature != 0x61417272, то перайсці на Крок 18, інакш на Крок 20;
18. Вызваць функцыю fprintf(stderr, RED "Invalid lead signature: 0x%X\n\n" RESET, fs\_info.lead\_signature);
19. Павялічыць error на 1;
20. Калі fs\_info.trail\_signature != 0xAA550000, то перайсці на Крок 21, інакш на Крок 23;
21. Вызваць функцыю fprintf(stderr, RED "Invalid trail signature: 0x%X\n\n" RESET, fs\_info.trail\_signature);
22. Павялічыць error на 1;
23. Павялічыць значэнне total\_errors\_count на error;
24. Калі error == 3, скончыць і вярнуць INVALID\_FS\_INFO, інакш скончыць і вярнуць 0.

**3.4 Функцыя int read\_fat()**

1. Ініцыіялізаваць int total\_clusters\_num і прысвоіць file\_sys.data\_clusters + 2;
2. Ініцыіялізаваць int eff\_size і прысвоіць (total\_clusters\_num \* file\_sys.entry\_size + 7) / 8ULL;
3. Ініцыіялізаваць void\* first і прысвоіць (unsigned int\*)malloc((eff\_size + 1)\* sizeof(void));
4. Ініцыіялізаваць void\* second і прысвоіць NULL;
5. Ініцыіялізаваць int first\_check і прысвоіць 0;
6. Ініцыіялізаваць int second\_check і прысвоіць 0;
7. Абвясціць аб’екты struct FAT\_ENTRY first\_media, second\_media;
8. Калі first\_check = check\_fat(first, &first\_media, file\_sys.fat\_start, eff\_size), то перайсці на Крок 9, інакш на Крок 10;
9. Вызваць функцыю fprintf(stderr, RED "first fat is invalid\n\n" RESET);
10. Калі file\_sys.fats\_num > 1, то перайсці на Крок 11, інакш на Крок 25;
11. Прысвоіць second значэнне (void\*)malloc((eff\_size + 1)\* sizeof(char));
12. Калі second\_check = check\_fat(second, &second\_media, file\_sys.fat\_start + file\_sys.fat\_size, eff\_size), то перайсці на Крок 13, інакш на Крок 14;
13. Вызваць функцыю fprintf(stderr, RED "second fat is invalid\n\n" RESET);
14. Калі !memcmp(first, second, eff\_size), то перайсці на Крок 15, інакш на Крок 16;
15. Вызваць функцыю printf(BLU "fats differs.\n\n" RESET);
16. Калі first\_check && !second\_check, то перайсці на Крок 17, інакш на Крок 19;
17. Вызваць функцыю free(first);
18. Прысвоіць first значэнне second;
19. Калі first\_check && second\_check, то перайсці на Крок 20, інакш на Крок 25;
20. Вызваць функцыю free(first);
21. Вызваць функцыю free(second);
22. Вызваць функцыю fprintf(stderr, RED "Invalid fats.\n\n" RESET);
23. Павялічыць total\_errors\_count на 1;
24. Скончыць функцыю, вярнуўшы INVALID\_FAT\_SECTOR;
25. Прысвоіць file\_sys.fat значэнне (unsigned char\*)malloc((eff\_size + 1) \* sizeof(unsigned char));
26. Вызваць функцыю memcpy(file\_sys.fat, (unsigned char\*)first, eff\_size);
27. Прысвоіць file\_sys.fat[eff\_size] значэнне 0;
28. Прысвоіць file\_sys.cluster\_owner значэнне malloc(total\_clusters\_num \* sizeof(struct DOS\_FILE\*));
29. Вызваць функцыю memset(file\_sys.cluster\_owner, 0, (total\_clusters\_num \* sizeof(struct DOS\_FILE\*)));
30. Вызваць функцыю free(second);
31. Скончыць функцыю, вярнуўшы 0.

**3.5 Функцыя void read\_disk(uint32\_t cluster, uint32\_t grandp, char\* file\_path)**

1. Ініцыялізаваць int sector\_num і прысвоіць 0;
2. Ініцыялізаваць int entry\_num і прысвоіць 0;
3. Ініцыялізаваць struct DIR\_ENT\* entry і прысвоіць (struct DIR\_ENT\*)malloc(1 \* sizeof(struct DIR\_ENT));
4. Ініцыялізаваць off\_t offset і прысвоіць base\_cluster(cluster);
5. Ініцыялізаваць struct DOS\_FILE\* file і прысвоіць (struct DOS\_FILE\*)malloc(sizeof(struct DOS\_FILE));
6. Прысвоіць file→dir\_ent значэнне (struct DIR\_ENT\*)malloc(sizeof(struct DIR\_ENT));
7. Прысвоіць file->parent\_cluster значэнне cluster;
8. Прысвоіць file->grandp\_cluster значэнне grandp;
9. Вызваць функцыю strcat(file\_path, "/");
10. Пачаць цыкл for (; sector\_num < boot.sectors\_in\_cluster; sector\_num++);
11. Пачаць цыкл for (; entry\_num < file\_sys.entries\_in\_sec; entry\_num++);
12. Абвясціць пераменную char path[32768];
13. Вызваць функцыю strcpy(path, file\_path);
14. Вызваць функцыю strcpy(file->path, path);
15. Вызваць функцыю fs\_read(offset + (entry\_num \* 32), sizeof(struct DIR\_ENT), entry);
16. Прысвоіць entry->file\_name[12] значэнне 0;
17. Калі entry->file\_name[0] == 0, то скончыць цылк, інакш перайсці на Крок 18;
18. Калі entry->attributes == LONG\_NAME, то перайсці на Крок 27, інакш на Крок 19;
19. Прысвоіць file->dir\_ent значэнне entry;
20. Калі test\_file(!cluster, file), то перайсці на Крок 21, інакш на Крок 23;
21. Павялічыць defected\_files на 1;
22. Вызваць функцыю fprintf(stderr, RED "File '%s' is defected.\n\n" RESET, file→path);
23. Калі entry->attributes & DIR && entry->file\_name[0] != '.', то перайсці на Крок 24, інакш на Крок 26;
24. Ініцыялізаваць uint32\_t start і прысвоіць get\_entry\_start(entry);
25. Вызваць функцыю read\_disk(start, cluster, file→path);
26. Калі entry\_num >= file\_sys.entries\_in\_sec, то скончыць цыкл і перайсці на крок 27, інакш перайсці на крок 12;
27. Калі sector\_num >= boot.sectors\_in\_cluster, то перайсці на Крок 28, інакш на Крок 11;
28. Канец функцыі.

3.6 Функцыя int test\_file(uint8\_t isroot, struct DOS\_FILE\* file)

1. Ініцыялізаваць struct DIR\_ENT\* entry і прысвоіць file->dir\_ent;
2. Ініцыялізаваць uint8\_t attr і прысвоіць entry->attributes;
3. Ініцыялізаваць unsigned char\* file\_name і прысвоіць (unsigned char\*)malloc(12 \* sizeof(unsigned char));
4. Вызваць функцыю strcpy(file\_name, entry->file\_name);
5. Прысвоіць file\_name[11] значэнне 0;
6. Калі file\_name[0] == 0xE5 || attr == VOLUME\_ID, то перайсці на Крок 7, інакш на Крок 11;
7. Калі options & SHOW\_FILES, то перайсці на Крок 8, інакш на Крок 10;
8. Вызваць функцыю printf("\nChecking file: %s\n", file\_name);
9. Вызваць функцыю printf("File attr: %d\n", attr);
10. Скончыць функцыю і вярнуць FREE\_FILE;
11. Калі check\_file\_name(file\_name, isroot, attr) & INVALID\_FILE\_NAME, то перайсці на Крок 12, інакш на Крок 16;
12. Вызваць функцыю output\_file\_info(file, file\_name, attr);
13. Вызваць функцыю fprintf(stderr, RED "Invalid file name...\n" RESET);
14. Павялічыць total\_errors\_count на 1;
15. Скончыць функцыю і вярнуць INVALID\_FILE\_NAME;
16. Вызваць функцыю change\_file\_name(file\_name, attr);
17. Прысвоіць entry→attributes значэнне attr;
18. Вызваць функцыю output\_file\_info(file, file\_name, attr);
19. Ініцыялізаваць uint32\_t entry\_start і прысвоіць get\_entry\_start(entry);
20. Калі attr & DIR, то перайсці на Крок 21, інакш на Крок 22ауу2;
21. Ініцыялізаваць int check\_count і прысвоіць total\_errors\_count;
22. Калі entry->file\_size, то перайсці на Крок 23, інакш на Крок 25;
23. Вызваць функцыю fprintf(stderr, RED "Directory's file size is not null.\n" RESET);
24. Павялічыць total\_errors\_count на 1;
25. Калі entry\_start == boot.root\_dir\_cluster && isroot, то перайсці на Крок 26, інакш на Крок 28;
26. Вызваць функцыю fprintf(stderr, RED "Root dir is point to root\n" RESET);
27. Павялічыць total\_errors\_count на 1;
28. Калі !strcmp(file\_name, MSDOS\_DOT) && entry\_start != file->parent\_cluster, то перайсці на Крок 29, інакш на Крок 31;
29. Вызваць функцыю fprintf(stderr, RED "'.' is not pointing to parent dir.\n" RESET);
30. Павялічыць total\_errors\_count на 1;
31. Калі !strcmp(file\_name, MSDOS\_DOTDOT) && entry\_start != file->grandp\_cluster, то перайсці на Крок 32, інакш на Крок 34;
32. Вызваць функцыю fprintf(stderr, RED "'..' is not pointing to grand parent dir.\n" RESET);
33. Павялічыць total\_errors\_count на 1;
34. Калі total\_errors\_count > check\_count, то перайсці на Крок 35, інакш на Крок 36;
35. Скончыць функцыю, вярнуўшы INVALID\_ENTRY;
36. Калі entry\_start >= file\_sys.data\_clusters + 2, то перайсці на Крок 37, інакш на Крок 40;
37. Вызваць функцыю fprintf(stderr, RED "Pointing to invalid cluster number - %d.\n", entry\_start);
38. Павялічыць total\_errors\_count на 1;
39. Скончыць функцыю, вярнуўшы INVALID\_ENTRY;
40. Ініцыялізаваць current і прысвоіць 0;
41. Ініцыялізаваць prev і прысвоіць 0;
42. Ініцыялізаваць clusters\_num і прысвоіць 0;
43. Абвясціць struct DOS\_FILE\* owner;
44. Калі entry->attributes & DIR, то перайсці на Крок 45, інакш на Крок 46;
45. Скончыць функцыю, вярнуўшы 0;
46. Пачаць цыкл for (current = entry\_start ? entry\_start : -1; current != -1;)
47. Абвясціць struct FAT\_ENTRY fat\_entry;
48. Вызваць функцыю get\_fat(&fat\_entry, file\_sys.fat, current);
49. Калі !fat\_entry.value || (uint16\_t)fat\_entry.value == 0xfff7, то перайсці на Крок 50, інакш на Крок 53;
50. Вызваць функцыю fprintf(stderr, RED "There is bad cluster in cluster chain.\n" RESET);
51. Павялічыць total\_errors\_count на 1;
52. Скончыць функцыю, вярнуўшы INVALID\_CLUSTER;
53. Калі !(entry->attributes & DIR) && entry->file\_size <= clusters\_num \* file\_sys.cluster\_size, то перайсці на Крок 54, інакш на Крок 57;
54. Вызваць функцыю fprintf(stderr, RED "file size is smaller than clusters it is using.\n" RESET);
55. Павялічыць total\_errors\_count на 1;
56. Скончыць функцыю, вярнуўшы INVALID\_SIZE;
57. Калі owner = file\_sys.cluster\_owner[current], то перайсці на Крок 58, інакш на Крок 62;
58. Калі owner == file, то перайсці на Крок 59, інакш на Крок 62;
59. Вызваць функцыю fprintf(stderr, RED "There is a loop in cluster chain.\n" RESET);
60. Павялічыць total\_errors\_count на 1;
61. Скончыць функцыю, вярнуўшы LOOP;
62. Ініцыялізаваць off\_t base і прысвоіць base\_cluster(current);
63. Калі fs\_check(base, file\_sys.cluster\_size), то перайсці на Крок 64, інакш на Крок 66;
64. Прысвоіць prev значэнне current;
65. Павялічыць clusters\_num на 1;
66. Вызваць функцыю fprintf(stderr, RED "Cluster %ld is unreadable.\n" RESET, base);
67. Павялічыць total\_errors\_count на 1;
68. Скончыць функцыю, вярнуўшы INVALID\_CLUSTER;
69. Прысвоіць file\_sys.cluster\_owner[current] значэнне file;
70. Прысвоіць current значэнне next\_cluster(current);
71. Калі current != -1, перайсці на Крок 47, інакш на Крок 72;
72. Скончыць функцыю, вярнуўшы 0;

**3.2 Метад void Encoder::Compression()**

1. Пачаць цыкл while(1) і прысвоіць \_hashHead значэнне 0;
2. Калі \_index + 2 < \_len, перайсці у функцыю InsertStringToHash(), інакш на Крок 3;
3. Прысвоіць \_prevLen значэнне \_matchLen;
4. Прысвоіць \_prevMatchStart значэнне \_matchStart;
5. Прысвоіць \_matchLen значэнне 2;
6. Калі \_hashHead != 0 і \_index - \_ hashHead <= \_len - 262 і \_prevLen < 16, перайсці на Крок 7, інакш Крок 10;
7. Прысвоіць \_matchLen значэнне функцыі LongestMatch();
8. Калі \_matchLen == 3 i \_index - \_matchStart > 4096, перайсці на Крок 9, інакш на Крок 10;
9. Прысвоіць \_matchLen = 2;
10. Калі \_prevLen >= 3 i \_matchLen <= \_prevLen, перайсці на Крок 11, інакш на Крок 29;
11. Ініціалізуем unsigned int distance і прысвоіць ёй значэнне \_index - \_prevMatchStart - 1;
12. Ініціалізуем unsigned int length і прысвоіць ёй значэнне \_prevLen - 3;
13. Прысвоіць \_symbolBuf[\_symbolNext] значэнне distance і павялічыць \_symbolNext на 1;
14. Прысвоіць \_symbolBuf[\_symbolNext] значэнне distance >> 8 і павялічыць \_symbolNext на 1;
15. Прысвоіць \_symbolBuf[\_symbolNext] значэнне length і павялічыць \_symbolNext на 1;
16. Паменшыць distance на 1;
17. Павялічыць  
     \_dynamicLiteralTree[\_length\_code[length] + 256 + 1].frequence на 1;
18. Павялічыць на 1 \_dynamicDistTree[d\_code(distance)].frequence;
19. Паменшыць \_prevLen на 2;
20. Павялічыць \_index на 1;
21. Калі \_index + 2 < \_len, перайсці на Крок 22, інакш на Крок 23;
22. Перайсці у функцыю InsertStringToHash();
23. Паменшыць \_prevLen на 1 і пачаць цыкл while(\_prevLen != 0);
24. Калі \_prevLen != 0, перайсці на Крок 20, інакш скончыць цыкл і перайсці на Крок 25;
25. Прысвоіць matchAvailable значэнне false;
26. Прысвоіць\_matchLen значэнне 2;
27. Павялічыць \_index на 1;
28. Калі \_index роўна \_len, перайсці на Крок 36 і скончыць цыкл на Кроку 1, інакш на Крок 1;
29. Калі matchaAvailable роўна true, перайсці на Крок 30, інакш на Крок 34;
30. Прысвоіць \_symbolBuf[\_symbolNext] значэнне 0 і павялічыць \_symbolNext на 1;
31. Прысвоіць \_symbolBuf[\_symbolNext] значэнне 0 і павялічыць \_symbolNext на 1;
32. Прысвоіць \_symbolBuf[\_symbolNext] значэнне \_uStr[\_index -1] і павялічыць \_symbolNext на 1;
33. Павялічыць \_index на 1;
34. Прысвоіць matchAvailable значэнне true;
35. Павялічыць \_index на 1 і перайсці на Крок 28;
36. Калі роўна, перайсці на Крок 37, інакш на Крок 41;
37. Прысвоіць \_symbolBuf[\_symbolNext] значэнне 0 і павялічыць \_symbolNext на 1;
38. Прысвоіць \_symbolBuf[\_symbolNext] значэнне 0 і павялічыць \_symbolNext на 1;
39. Прысвоіць \_symbolBuf[\_symbolNext] значэнне \_uStr[\_index -1] і павялічыць \_symbolNext на 1;
40. Павялічыць \_dynamicLiteralTree[\_uStr[\_index - 1]].frequence на 1;
41. Канец.

**3.3 Метад unsigned int Encoder::LongestMatch()**

1. Ініцыялізаваць unsigned int limit і прысвоіць ёй значэнне \_index - (\_len - 262), калі \_index > (\_len - 262), інакш 0;
2. Ініцыялізаваць unsigned char\* currStr і прысвоіць значэнне \_uStr + \_index;
3. Ініцыялізаваць unsigned int currMatchLen і прысвоіць ёй значэнне 0;
4. Ініцыялізаваць int bestPrevLen і прысвоіць ёй значэнне \_prevLen;
5. Ініцыялізаваць int matchLen і прысвоіць ёй значэнне 0;
6. Ініцыялізаваць int indexOfprev і прысвоіць ёйзначэнне 0;
7. Ініцыялізаваць int niceMatch і прысвоіць ёй значэнне 128;
8. Ініцыялізаваць unsigned char prevMatchLastChar і прысвоіць ёй значэнне currStr[bestPrevLen];
9. Ініцыялізаваць unsigned char prevMatchPreLastChar і прысвоіць ёй значэнне currStr[bestPrevLen - 1];
10. Ініцыялізаваць unsigned char\* maxMatxhStr і прысвоіць ёй значэнне\_uStr + \_index + 128;
11. Прысвоіць \_matchLen значэнне 0;
12. Прысвоіць matchLen значэнне 0;
13. Ініцыялізаваць unsigned char\* matchLen і прысвоіць ёй значэнне \_uStr + currMatchPos;
14. Прысвоіць \_hashHead значэнне currMatchPos;
15. Калі match[bestPrevLen] != prevMatchLastChar ці, match[bestPrevLen - 1] != prevMatchPreLastChar ці, match[0] != currStr[0] ці, match[1] != currStr[1], перайсці на Крок 16, інакш на Крок 19;
16. Прысвоіць indexOfprev значэнне \_prev[currMatchPos & \_winMask];
17. Прысвоіць currMatchPos значэнне indexOfPrev;
18. Перайсці на Крок32;
19. Ініцыялізаваць int і, Прысвоіць ёй значэнне 0;
20. Пачаць цыкл while(currStr != 0), калі currStr != 0 перайсці на Крок 21, інакш скончыць цыкл і перайсці на Крок 24;
21. Калі (match[i] != currStr[i] і currStr[i] != 0) ці (match >= maxMatchStr) ці matchLen == 258, выйсці з цыкла і перайсці на Крок 24, інакш перайсці на Крок 22;
22. Павялічыць i на 1;
23. Павялічыць matchLen на 1;
24. Калі matchLen > bestPrevLen, перайсці на Крок 25, інакш на Крок ;
25. Прысвоіць bestPrevLen значэнне matchLen;
26. Прысвоіць \_matchStart значэнне \_hashHead;
27. Калі bestPrevLen >= niceMatch, скончыць цыкл і перайсці на Крок 33, інакш перайсці на Крок 28;
28. Прысвоіць prevMatchLastChar значэнне currStr[bestPrevLen];
29. Прысвоіць prevMatchPreLastChar значэнне currStr[bestPrevLen - 1];
30. Прысвоіць indexOfprev значэнне \_prev[currMatchPos & \_winMask];
31. Прысвоіць currMatchPos значэнне indexOfprev;
32. Пачаць цыкл while(currMatchPos > limit), калі currMatchPos > limit перайсці на Крок 12, інакш скончыць цыкл і перайсці на  
    Крок 33;
33. Скончыць функцыю, каторая вяртае значэнне bestPrevLen.

**3.4 Метад void Encoder::BuildTree(TreeDesc& desc)**

1. Ініцыялізаваць huffmanTable\* dynTree і прысвоіць ёй значэнне desc.dynamicTree;
2. Ініцыялізаваць const huffmanTable\* staticTree і прысвоіць ёй значэнне desc.statDesc->staticTree;
3. Ініцыялізаваць int elems і прысвоіць ёй значэнне desc.statDesc->elems;
4. Ініцыялізаваць int maxCode і прысвоіць ёй значэнне -1;
5. Ініцыялізаваць int dadNode;
6. Прысвоіць \_heapLen значэнне 0;
7. Прысвойваць\_heapMaxLen значэнне 573;
8. Вызваць функцыю std::fill, каторая запаўняе масіў \_depth элементамі “Н”;
9. Пачаць цыкл for int i = 0; i < elems; i++;
10. Калі dynTree[i].frequence != 0, перайсці на Крок 11, інакш на Крок 13;
11. Павялічыць \_heapLen на 1 і прысвоіць \_heap[\_heapLen] і maxCode значэнне i;
12. Прысвоіць \_depth[i] значэнне 0;
13. Прысвоіць dynTree[i].len значэнне 0;
14. Калі i < elems, скончыць цыкл і перайсці на Крок 15, інакш на Крок 10;
15. Прысвоіць desc.maxCode значэнне maxCode;
16. Ініцыялізаваць int і і прысвоіць ёй значэнне 0;
17. Пачаць цыкл for i = \_heapLen / 2; i >= 1; i--
18. Вызваць функцыю DownHeap(dynTree, i);
19. Калі і >= 1, перайсці на Крок 17, інакш скончыць цыкл і перайсці на Крок 20;
20. Ініцыялізаваць int secondNode і прысвоіць ёй значэнне 0;
21. Ініцыялізаваць int firstNode і прысвоіць ёй значэнне 0;
22. Прысвоіць dadNode значэнне elems;
23. Прысвоіць firstNode значэнне \_heap[1];
24. Прысвоіць \_heap[1] значэнне \_heap[\_heapLen] і паменшыць \_heapLen на 1;
25. Вызваць функцыю DonwHeap(dynTree, 1);
26. Прысвоіць secondNode значэнне \_heap[1];
27. Паменшыць \_heapMaxLen на 1 і прысвоіць \_heap[\_heapMaxLen] значэнне firstNode;
28. Паменшыць \_heapMaxLen на 1 і прысвоіць \_heap[\_heapMaxLen] значэнне secondNode;
29. Прысвоіць dynTree[dadNode].frequence значэнне dynTree[firstNode].frequence + dynTree[secondNode].frequence;
30. Прысвоіць \_depth[dadNode] значэнне \_depth[firstNode] + 1, калі \_depth[firstNode] >= \_depth[secondNode], інакш \_depth[secondNode] + 1;
31. Прысвоіць dynTree[firstNode].dad і dynTree[secondNode].dad значэнне dadNode;
32. Прысвоіць \_heap[1] значэнне dadNode і павялічыць dadNode на 1;
33. Вызваць функцыі DownHeap(dynTree, 1);
34. Пачаць цыкл while(\_heap >= 2), калі \_heap >= 2 перайсці на Крок 23, інакш скончыць цыкл і перайсці на Крок 35;
35. Паменшыць \_heapMaxLen на 1 і прысвоіць \_heap[\_heapMaxLen] значэнне \_heap[1];
36. Канец функцыі.

**3.5 Метад void Encoder::DownHeap(huffmanTable\* dynTree, int i)**

1. Ініцыялізаваць int heapElem і прысвоіць ёй значэнне \_heap[i];
2. Ініцыялізаваць int j і прысвоіць ёй значэнне i << 1;
3. Пачаць цыкл while(j <= \_heapLen), калі j <= \_heapLen перайсці на Крок 4, інакш перайсці на Крок 10;
4. Калі j < \_heapLen і smaller(dynTree, \_heap[j + 1], \_heap[j], \_depth), перайсці на Крок 5, інакш на Крок 6;
5. Павялічыць j на 1;
6. Калі smaller(dynTree, heapElem, \_heap[j], \_depth), скончыць цыкл і перайсці на Крок 10, інакш на Крок 7;
7. Прысвоіць \_heap[i] значэнне \_heap[j];
8. Прысвоіць i значэнне j;
9. Прысвоіць j значэнне j << 1, перайсці на Крок 3;
10. Прысвоіць \_heap[i] значэнне heapElem;
11. Канец функцыі.

**3.6 Метад void Decoder::Decode()**

1. Ініцыялізаваць const code\* tablePtr;
2. Ініцыялізаваць unsigned int lengthMask і прысвоіць ёй значэнне (1 << \_lengthBits) - 1;
3. Ініцыялізаваць unsigned int distMask і прысвоіць ёй значэнне (1 << \_distBits) - 1;
4. Прысвоіць \_lastToRead значэнне \_encStr + (\_availableEnc - 5);
5. Прысвоіць \_end значэнне \_outStr + (\_availableOut - 257);
6. Калі , перайсці на Крок 7, інакш на Крок;
7. Прысвоіць \_bitBuffer значэнне \_bitBuffer + \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
8. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
9. Прысвоіць \_bitBuffer значэнне \_bitBuffer + \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
10. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
11. Прысвоіць tablePtr значэнне \_lengthCode + (\_bitBuffer & lengthMask);
12. Вызваць функцыю EncodeLength(tablePtr, lengthMask, distMask);
13. Пачаць цыкл while(\_encStr < \_lastToRead && \_outStr < \_end), калі (\_encStr < \_lastToRead && \_outStr < \_end) перайсці на Крок 6, інакш скончыць цыкл і перайсці на Крок 14;
14. Ініцыялізаваць unsigned int unusedBytes і прысвоіць значэнне \_bitsToEnc >> 3;
15. Прысвоіць \_encStr значэнне \_encStr - unusedBytes;
16. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc – unusedBytes << 3;
17. Прысвоіць \_bitBuffer значэнне \_bitBuffer & ((1 << \_bitsToEnc) -1);
18. Калі \_encStr < \_lastToRead, перайсці на Крок 19, інакш на Крок 20;
19. Прысвоіць \_availableEnc значэнне 5 + (\_lastToRead - \_encStr) і перайсці да Крока 21;
20. Прысвоіць \_availableEnc значэнне 5 - (\_encStr - \_lastToRead);
21. Калі \_outStr < \_end, перайсці на Крок 22, інакш на Крок 23;
22. Прысвоіць \_availableOut значэнне 257 + (\_end - \_outStr) і перайсці на Крок 24;
23. Прысвоіць \_availableOut значэнне 257 + (\_end - \_outStr);
24. Канец функцыі.

**3.7 Метад void Decoder::EncodeLength(const code\* table, unsigned int lenMask, unsigned int distance)**

1. Ініцыялізаваць length і прысвоіць ёй значэнне 0;
2. Ініцыялізаваць bits і прысвоіць ёй значэнне table->bits;
3. Ініцыялізаваць indicator і прысвоіць ёй значэнне table->indicator;
4. Прысвоіць \_bitBuffer значэнне \_bitBuffer >> bits;
5. Прысвоіць \_bitBuffer значэнне \_bitBuffer - bits;
6. Прысвоіць \_str значэнне \_outStr - \_lenOut;
7. Калі indicator роўна 0, перайсці на Крок 8, інакш на Крок 10;
8. Прысвоіць \*\_outStr значэнне table->value і павялічыць \_outStr на 1;
9. Павялічыць \_lenOut на 1 і перайсці на Крок 30;
10. Калі indicator & 16 != 0, перайсці на Крок 11, інакш на Крок 30;
11. Прысвоіць length значэнне table->value;
12. Прысвоіць indicator значэнне indicator & 15;
13. Калі indicator != 0, перайсці на Крок 14, інакш на Крок 20;
14. Калі \_bitsToEnc < indicator, перайсці на Крок 15, інакш на Крок 17;
15. Прысвоіць \_bitBuffer значэнне \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
16. Прысвоіць \_bitBuffer значэнне \_bitBuffer + 8;
17. Прысвоіць length значэнне length + \_bitBuffer & ((1 << indicator) - 1);
18. Прысвоіць \_bitBuffer значэнне \_bitBuffer >> indicator;
19. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc - indicator;
20. Калі \_bitsToEnc < 15, перайсці на Крок 21, інакш на Крок 25;
21. Прысвоіць \_bitBuffer значэнне \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
22. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
23. Прысвоіць \_bitBuffer значэнне \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
24. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
25. Прысвоіць table значэнне \_distCode + (\_bitBuffer & distMask);
26. Вызваць функцыю EncodeDist(table, length);
27. Калі, перайсці на Крок 28, інакш на Крок 30;
28. Прысвоіць table значэнне \_lengthCode + table->value + (\_bitBuffer & ((1 << indicator) - 1));
29. Вызваць функцыю EncodeLength(table, lenMask, distMask);
30. Канец функцыі.

**3.8 Метад void Decoder::EncoderDist(const code\* table, unsigned int length)**

1. Ініцыялізаваць unsigned int bits і прысвоіць значэнне table->bits;
2. Ініцыялізаваць unsigned int distance і прысвоіць значэнне 0;
3. Ініцыялізаваць unsigned int indicator і прысвоіць значэнне 0;
4. Прысвоіць \_bitBuffer значэнне \_bitBuffer >> bits;
5. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc - bits;
6. Прысвоіць indicator значэнне table->indicator;
7. Калі (indicator & 16) != 0, перайсці на Крок 8, інакш на Крок 24;
8. Прысвоіць distance значэнне table->value;
9. Прысвоіць indicator значэнне indicator & 15;
10. Калі \_bitsToEnc < indicator, перайсці на Крок 11, інакш на Крок 16;
11. Прысвоіць \_bitBuffer значэнне \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
12. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
13. Калі \_bitsToEnc < indicator, перайсці на Крок 14, інакш на Крок 16;
14. Прысвоіць \_bitBuffer значэнне \*\_encStr << \_bitsToEnc і павялічыць \_encStr на 1;
15. Прысвоіць \_bitsToEnc значэнне \_bitsToEnc + 8;
16. Прысвоіць distance значэнне distance + \_bitBuffer & ((1 << indicator) - 1);
17. Прысвоіць \_bitBuffer значэнне \_bitBuffer >> indicator;
18. Прысвоіць \_bitToEnc значэнне \_bitsToEnc - indicator;
19. Ініцыялізаваць unsigned char\* readFrom і прысвоіць ёй значэнне \_outStr - distance;
20. Пачаць цыкл for int i = 0; i < length; i++;
21. Прысвоіць \*\_outStr значэнне \*readFrom і павялічыць \*\_outStr і \*readFrom на 1;
22. Павялічыць \_lenOut на 1;
23. Калі i < length, перайсці на Крок 21, інакш на Крок 27;
24. Калі (indicator & 64) = 0, перайсці на Крок 25, інакш на Крок 27;
25. Прысвоіць table значэнне \_distCode + table->value + (\_bitBuffer & ((1 << indicator) - 1));
26. Вызваць функцыю EncodeDist(table, length);
27. Канец функцыі.

**3.9 Метад void Encoder::InsertStringToHash()**

1. Прысвоіць \_insertHash значэнне (((\_insertHash << \_hashShift) ^ (\_uStr[\_index + 2])) & \_hashMask);
2. Прысвоіць \_hashHead i \_prev[\_index & \_winMask] значэнне \_head[\_insertHash];
3. Прысвоіць \_head[\_insertHash] значэнне \_index;
4. Канец функцыі.

**4 ІНСТРУКЦЫЯ КАРЫСТАЛЬНІКА**

Як ужо было напісана раней, праграма архіватара працуе ў два бакі – архівацыя і разархівацыя. Для таго каб заархіваваць ці разархіваваць файл, трэба памясціць яго ў папку з EXE.

Пасля гэтага, трэба выбраць, якую задачу жадаеце выканаць.

Для архівацыі:

1. У камандны радок напісаць імя EXE-файла архіватара;
2. Націснуць прабел і прапісаць імя файла, каторы хочаце скампрэсаваць;
3. Націснуць прабел і ўвесці імя файла, у каторы хочаце запісаць вынік архівацыі.

Для разархівацыі:

1. У камандны радок напісаць імя EXE-файла архіватара;
2. Націснуць прабел і напісаць каманду “-d”.
3. Націснуць прабел і прапісаць імя файла, каторы хочаце дэкампрэсаваць;
4. Націснуць прабел і ўвесці імя файла, у каторы хочаце запісаць вынік разархівацыі.

Візуальны прыклад прыведзены ў скрыншотах у Прыдатку Б.

**ЗАКЛЮЧЭННЕ**

У дадзеным курсавым праекце была рэалізавана праграма-архіватар на аснове вывучанага матэрыяла і ведаў з дысцыпліны “Праграмаванне на мовах высокага ўзроўня”, аформлены блок-схема алгарытмаў і дыяграма класаў.

Вялізная тэма архівацыі закранула алгарытмы сартыроўкі, паняцце хэшырвання і хэш-табліцы, праектаванне праграмнага забеспячэння і некаторыя раздзелы матэматыкі. Складанасць рэалізацыі праграмы і пошука дакладнай інфармацыі па алгарытму і спосабу запісу ў файл, прымусіла палепшыць веды англійскай мовы, сістэм злічэння і абстрактнага мыслення.

Асноўнымі плюсамі напісанай праграмы з’яўляюцца: хуткасць, аптымізаванасць і сумяшчальнасць з афіцыйным архіватарам ад ZLIB[7](файл, каторы сціснуты маім архіватарам, можа разархіваваць ZLIB).

У далейшым гэты праект можна ўдасканаліць у наступных аспектах:

1. Дадаць магчымасць сціскасць і разархіваваць файлы з памерам больш за 16 кілабайт.
2. Удасканаліць алгарытмы кампрэсіі.
3. Напісаць графічны інтэрфейс для кіравання ўсімі заархіваванымі файламі з дадатковымі функцыямі.
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**ПРЫДАТАК А**

*(абавязковы)*

Лісцінг кода.

\\ файд “Source.cpp”

#include <iostream>

#include <fstream>

#include <string>

#include "Container.h"

#include "ILogger.h"

#include "Exceptions.h"

#include "ICoder.h"

#include "Encoder.h"

#include "Decoder.h"

#define nameof(name) #name

#define \_EXCEPTION\_OUTPUT(ex)\

(\

(std::cout << "Error message: " << ex.what() << std::endl), \

(std::cout << "Error code: " << ex.GetErrorCode() << std::endl) \

)

// функцыя праверкі назвы файлы

void CheckFileName(char\* fileName)

{

char forbidden[9] = { '<', '>', ':', '\"', '/', '\\', '|', '?', '\*' };

int length = strlen(fileName);

int i = 0;

while (i != length)

{

for (int j = 0; j < 9; j++)

{

if (fileName[i] == forbidden[j])

{

throw FileNameException(fileName);

}

}

i++;

}

}

// функцыя праверкі файлаў на адкрыццё і назву

short CheckFiles(Logger& logger, File& logFile, File& input, File& output, char\*\* argv)

{

try

{

logFile.file.open(logFile.fileName, std::ios::app | std::ios::binary);

if (!logFile.file.is\_open())

{

throw FileOpenErrorException(logFile.fileName);

}

}

catch (FileOpenErrorException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

return -1;

}

logFile.file.close();

try

{

CheckFileName(argv[1]);

input.file.open(argv[1], std::ios::binary | std::ios::in);

if (!input.file.is\_open())

{

throw FileOpenErrorException(argv[1]);

}

}

catch (FileNameException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

catch (FileOpenErrorException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

input.file.close();

input.fileName = argv[1];

input.fileDesc = 3;

std::string send = argv[1];

logger.LogInfo(send + " is opened", logFile);

send = "";

try

{

CheckFileName(argv[2]);

output.file.open(argv[2], std::ios::binary | std::ios::out);

if (!output.file.is\_open())

{

throw FileOpenErrorException(argv[2]);

}

}

catch (FileNameException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

catch (FileOpenErrorException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

output.file.close();

output.fileName = argv[2];

output.fileDesc = 2;

send = argv[2];

logger.LogInfo(send + " is opened", logFile);

return 0;

}

int main(int argc, char\*\* argv)

{

// вывад файла з тлумачэннем

if (argc == 1 || argc == 2)

{

std::ifstream explanation("README.txt", std::ios::binary);

std::string str;

std::cout << std::endl;

if (explanation.is\_open())

{

while (explanation)

{

std::getline(explanation, str);

std::cout << str << std::endl;

}

}

explanation.close();

return 0;

}

// кампрэсія

if (argc == 3 && strcmp(argv[1], "-d") != 0)

{

std::string logName = "D:\\Course project\\Course\\LOGGER.txt";

File logFile(logName, 1);

File input;

File output;

Logger;

if (CheckFiles(logger, logFile, input, output, argv))

{

return -1;

};

FileContainer container;

container.SetTop(container.PushFile(input, nullptr, nullptr));

container.PushFile(output, container.GetTop(), nullptr);

container.PushFile(logFile, container.GetTop(), nullptr);

Encoder enc(logger, container);

try

{

enc.Compression();

}

catch (FileSizeOutOfRangeException ex)

{

rewind(stdin);

\_EXCEPTION\_OUTPUT(ex);

logger.LogWarning(ex.what(), logFile);

return -1;

}

logger.LogInfo(" successful compression.", logFile);

return 0;

}

// дэкампрэсія

if (argc == 4 && strcmp(argv[1], "-d") == 0)

{

std::string logName = "D:\\Course project\\Course\\LOGGER.txt";

File logFile(logName, 1);

File input;

File output;

Logger;

argv += 1;

if (CheckFiles(logger, logFile, input, output, argv))

{

return -1;

}

FileContainer container;

container.SetTop(container.PushFile(input, nullptr, nullptr));

container.PushFile(output, container.GetTop(), nullptr);

container.PushFile(logFile, container.GetTop(), nullptr);

Decoder dec(logger, container);

try

{

dec.Decompression();

}

catch (InvalidMagicException ex)

{

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

catch (InvalidHeaderException ex)

{

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

catch (InvalidAdlerException ex)

{

\_EXCEPTION\_OUTPUT(ex);

logger.LogError(ex.what(), logFile);

return -1;

}

logger.LogInfo(" successful compression.", logFile);

}

return 0;

}

\\ файл “Container.h”

#pragma once

#include <iostream>

#include <fstream>

struct File

{

std::string fileName; // імя файл

unsigned short fileDesc; // файлавы дэскрыптар

std::fstream file;

// канструктары

File() = default;

File(std::string& name, unsigned short desc)

{

fileName = name;

fileDesc = desc;

}

File(const File& Data)

{

fileName = Data.fileName;

fileDesc = Data.fileDesc;

}

void operator=(const File&);

};

struct FileNode

{

File data;

FileNode\* left; // паказальнік на левы элемент

FileNode\* right; // паказальнік на правы элемент

FileNode\* dad; // паказальнік на бацькоўскі вузел

// канструктары

FileNode(const File&);

FileNode() = delete;

};

class FileContainer

{

private:

FileNode\* \_top;

public:

FileContainer() : \_top(nullptr){} // канструктар

~FileContainer() = default; // дэструктар

void SetTop(FileNode\* top)

{

\_top = top;

}

FileNode\* GetTop()

{

return \_top;

}

FileNode\* PushFile(File, FileNode\*, FileNode\*);

class Iterator

{

private:

FileNode\* \_initialNode; // бягучы вузел

FileNode\* \_topOfCon; // корань кантэйнера

public:

// канструктары

Iterator() : \_initialNode(nullptr), \_topOfCon(nullptr)

{

}

Iterator(FileNode\* inNode, FileNode\* top) : \_initialNode(inNode), \_topOfCon(top)

{

}

FileNode\* GetInNode()

{

return \_initialNode;

}

File& operator++(int b);

File& operator--(int b);

File& operator\*()

{

return \_initialNode->data;

}

bool operator==(const Iterator& b);

bool operator!=(const Iterator& b);

};

Iterator Begin();

Iterator End();

};

\\ файл “Container.cpp”

#include <iostream>

#include "Container.h"

void File::operator=(const File& b)

{

fileName = b.fileName;

fileDesc = b.fileDesc;

}

FileNode::FileNode(const File& Data) : data(Data), left(nullptr), right(nullptr), dad(nullptr)

{

}

// функцыя дабаўлення файла ў кантэйнер

FileNode\* FileContainer::PushFile(File data, FileNode\* node, FileNode\* dad)

{

if (node == nullptr)

{

FileNode\* node = new FileNode(data);

return node;

}

if (node->data.fileDesc > data.fileDesc)

{

node->left = PushFile(data, node->left, node);

}

if (node->data.fileDesc < data.fileDesc)

{

node->right = PushFile(data, node->right, node);

}

return node;

}

// устаноўка ітэратара на пачатак кантэйнера

FileContainer::Iterator FileContainer::Begin()

{

if (\_top->right != nullptr)

{

Iterator iter(\_top->right, \_top);

return iter;

}

Iterator iterT(\_top, \_top);

return iterT;

}

// устаноўка ітэратара на канец кантэйнера

FileContainer::Iterator FileContainer::End()

{

Iterator iter(\_top->left->left, \_top);

return iter;

}

\\ файл “ContainerIterator.cpp”

#include <iostream>

#include "Container.h"

// функцыя рушэння ітэратара ў канец кантэйнера

File& FileContainer::Iterator::operator++(int b)

{

if (\_initialNode->data.fileDesc > \_topOfCon->data.fileDesc)

{

\_initialNode = \_topOfCon;

return \_initialNode->data;

}

if (\_initialNode->data.fileDesc == \_topOfCon->data.fileDesc)

{

\_initialNode = \_initialNode->left;

return \_initialNode->data;

}

if (\_initialNode->left == nullptr)

{

return \_initialNode->data;

}

\_initialNode = \_initialNode->left;

return \_initialNode->data;

}

// функцыя рушэння ітэратара ў пачатак кантэйнера

File& FileContainer::Iterator::operator--(int b)

{

if (\_initialNode->data.fileDesc < \_topOfCon->data.fileDesc)

{

if (\_initialNode->left == nullptr)

{

\_initialNode = \_initialNode->dad;

return \_initialNode->data;

}

\_initialNode = \_topOfCon;

return \_initialNode->data;

}

if (\_initialNode->data.fileDesc == \_topOfCon->data.fileDesc)

{

\_initialNode = \_topOfCon;

return \_initialNode->data;

}

\_initialNode = \_topOfCon->right;

return \_initialNode->data;

}

// функцыі параўнання дзвюх элементаў

bool FileContainer::Iterator::operator!=(const Iterator& b)

{

if (\_initialNode->data.fileDesc != b.\_initialNode->data.fileDesc)

{

return true;

}

return false;

}

bool FileContainer::Iterator::operator==(const Iterator& b)

{

if (\_initialNode->data.fileDesc == b.\_initialNode->data.fileDesc)

{

return true;

}

return false;

}

\\ файл “ILogger.h”

#pragma once

#include <iostream>

#include <chrono>

#include "Container.h"

class ILoggerManager

{

private:

std::string \_logMessage;

public:

virtual void LogInfo(std::string msg, File& data) = 0;

virtual void LogWarning(std::string msg, File& data) = 0;

virtual void LogError(std::string msg, File& data) = 0;

// запіс у файл

void WriteToFile(File& data)

{

data.file.open(data.fileName, std::ios::binary | std::ios::app);

data.file << \_logMessage;

data.file << std::endl;

data.file.close();

}

// удасканальванне паведамлення

void SetLogMessage(std::string msg, File& data)

{

auto time = std::chrono::system\_clock::now();

time\_t logTime = std::chrono::system\_clock::to\_time\_t(time);

\_logMessage = std::ctime(&logTime) + msg;

WriteToFile(data);

}

};

class Logger : public ILoggerManager

{

public:

// метады адсылкі паведамленняў

void LogInfo(std::string msg, File& data)

{

ILoggerManager::SetLogMessage(" - Info: " + msg, data);

}

void LogWarning(std::string msg, File& data)

{

ILoggerManager::SetLogMessage(" - Warning: " + msg, data);

}

void LogError(std::string msg, File& data)

{

ILoggerManager::SetLogMessage(" - Error: " + msg, data);

}

};

\\ файл “Exceptions.h”

#pragma once

#include <iostream>

#include <cstdlib>

class Exception : public std::exception

{

private:

std::string \_errorCode;

public:

Exception(std::string msg) : exception(msg.c\_str())

{

}

void SetErrorCode(const std::string& errorCode)

{

\_errorCode = errorCode;

}

std::string& GetErrorCode()

{

return \_errorCode;

}

};

// выключэнне на адкрыццё файла

class FileOpenErrorException : public Exception

{

private:

std::string \_errorCode = "F101X";

public:

FileOpenErrorException(std::string msg) : Exception("File " + msg + " cannot be opened.")

{

Exception::SetErrorCode(\_errorCode);

}

};

// выключэнне на няправільную назву файла

class FileNameException : public Exception

{

private:

std::string \_errorCode = "F102X";

public:

FileNameException(std::string msg) : Exception(msg + " is invalid for file name.")

{

Exception::SetErrorCode(\_errorCode);

}

};

// выключэнне на адстунасць “магічнай” лічбы

class InvalidMagicException : public Exception

{

private:

std::string \_errorCode = "FMAGICX";

public:

InvalidMagicException(std::string msg) : Exception(msg + " - invalid magic number.")

{

Exception::SetErrorCode(\_errorCode);

}

};

class InvalidHeaderException : public Exception

{

private:

std::string \_errorCode = "FHEADERX";

public:

InvalidHeaderException(std::string msg) : Exception(msg + " - invalid header.")

{

Exception::SetErrorCode(\_errorCode);

}

};

class InvalidAdlerException : public Exception

{

private:

std::string \_errorCode = "FADLERX";

public:

InvalidAdlerException(std::string msg) : Exception(msg + " - invalid adler.")

{

Exception::SetErrorCode(\_errorCode);

}

};

class FileSizeOutOfRangeException : public Exception

{

private:

std::string \_errorCode = "FSIZEX";

public:

FileSizeOutOfRangeException(std::string msg) : Exception(msg + " - file size is out of range(1 to 16384).")

{

Exception::SetErrorCode(\_errorCode);

}

};

\\ файл “ICoder.h”

#pragma once

#include <iostream>

#include "ILogger.h"

#include "Container.h"

#define STATIC\_TREES 1 // код статычных табліц

#define DYN\_TREES 2 // код дынамічных табліц

#define LENGTH\_CODES 29 // колькасць длін

#define LITERALS 256 // колькасць сімвалаў

#define L\_CODES (LITERALS + 1 + LENGTH\_CODES) // сімвалы + дліны

#define D\_CODES 30 // колькасць дыстанцый

#define BL\_CODES 19 // колькасць длін кодаў.

#define HEAP\_SIZE (2 \* L\_CODES + 1) // памер кучы

#define MAX\_BL\_BITS 7 // максімальны памер дліны кода "длін кодаў"

#define MAX\_BITS 15 // максімальная колькасць выкарыставанных бітоў

#define MAX\_MATCH 258 // максімальная дліна супадзення

#define MIN\_MATCH 3 // мінімальная дліна супадзення

#define MAX\_DIST(winSize) (winSize - 262) // максімальная дыстанцыя

#define d\_code(dist) \

((dist) < 256 ? \_dist\_code[dist] : \_dist\_code[256 + ((dist) >> 7)]) \

#define END\_BLOCK 256 // сімвал канца блока

// Adler defines

#define BASE 65521

#define NMAX 5552

// паступовае складанне наступных 16 элементаў радка

#define DO1(buf,i) {adler += (buf)[i]; sum += adler;}

#define DO2(buf,i) DO1(buf,i); DO1(buf,i+1);

#define DO4(buf,i) DO2(buf,i); DO2(buf,i+2);

#define DO8(buf,i) DO4(buf,i); DO4(buf,i+4);

#define DO16(buf) DO8(buf,0); DO8(buf,8);

// вызначаем меншы элемент па колькасць сустрэч у табліцы

#define smaller(Tree, n, m, depth) \

(Tree[n].frequence < Tree[m].frequence || \

(Tree[n].frequence == Tree[m].frequence && depth[n] <= depth[m]))

class ICoder

{

public:

virtual unsigned long Adler32(unsigned char\* str, unsigned long adler, unsigned int len);

virtual unsigned int ReadFromFile(FileContainer& container, unsigned char\* str);

virtual void WriteToFile(FileContainer& container, std::string str);

};

\\ файл “ICoder.cpp”

#include <iostream>

#include "ICoder.h"

#include "Container.h"

#include "Exceptions.h"

// функцыя падлічвання чэк-сумы

unsigned long ICoder::Adler32(unsigned char\* str, unsigned long adler, unsigned int len)

{

unsigned int length = len;

str[len] = 0;

unsigned long sum;

unsigned int n;

sum = (adler >> 16) & 0xffff;

adler &= 0xffff;

if (length == 1)

{

adler += str[0];

if (adler == BASE)

{

adler -= BASE;

}

sum += adler;

if (sum >= BASE)

{

sum -= BASE;

}

return adler | (sum << 16);

}

while (length >= NMAX)

{

length -= NMAX;

n = NMAX / 16;

do

{

DO16(str);

str += 16;

} while (--n);

adler %= BASE;

sum %= BASE;

}

if (length != 0)

{

while (length >= 16)

{

length -= 16;

DO16(str);

str += 16;

}

while (length--)

{

adler += \*str++;

sum += adler;

}

adler %= BASE;

sum %= BASE;

}

return adler | (sum << 16);

}

// функцыя счытвання з файла

unsigned int ICoder::ReadFromFile(FileContainer& container, unsigned char\* str)

{

FileContainer::Iterator iter;

// пошук патрэбнага файла

for (iter = container.Begin(); iter != container.End(); iter++)

{

if (iter.GetInNode() == container.GetTop())

{

break;

}

}

FileNode\* node = iter.GetInNode();

File readFile = node->data;

readFile.file.open(readFile.fileName, std::ios::binary | std::ios::in);

readFile.file.seekg(0, std::ios::end);

unsigned int fileSize = readFile.file.tellg();

if (fileSize <= 1 || fileSize > 16384)

{

throw FileSizeOutOfRangeException(readFile.fileName);

}

readFile.file.clear();

readFile.file.seekg(0, readFile.file.beg);

readFile.file.read((char\*)str, fileSize);

readFile.file.close();

rewind(stdin);

return fileSize;

}

// функцыя запісу ў файл

void ICoder::WriteToFile(FileContainer& container, std::string str)

{

FileContainer::Iterator iter;

// пошук патрэбнага файла

for (iter = container.Begin(); iter != container.End(); iter++)

{

if (iter.GetInNode() == container.GetTop()->left)

{

break;

}

}

FileNode\* node = iter.GetInNode();

File writeFile = node->data;

writeFile.file.open(writeFile.fileName, std::ios::binary | std::ios::out);

writeFile.file << str;

writeFile.file.close();

rewind(stdin);

}

\\ файл “Encoder.h”

#pragma once

#include "ICoder.h"

struct huffmanTable

{

unsigned short frequence; // колькасць паўтораў пэўнага сімвала

unsigned short code; // код элемента

unsigned short dad; // бацькоўскі вузел

unsigned short len; // дліна кода

};

struct StaticTreeDesc

{

const huffmanTable\* staticTree; // паказальнік на статычную табліцу (дрэва)

const int\* extraBits; // дадатковая біты

int extraBase; // дадатковы пачатак для табліцы длін

int elems; // колькасць элементаў у табліцы (дрэве)

int maxBitLen; // максімальная дліна кода

};

struct TreeDesc

{

huffmanTable\* dynamicTree; // паказальнік дынамічнага дрэва

int maxCode; // максімальнае значэнне кода

const StaticTreeDesc\* statDesc; // паказальнік на апісанне для стат дрэва

};

// табліца кадоў длін

const unsigned char \_length\_code[MAX\_MATCH - MIN\_MATCH + 1] = {

0, 1, 2, 3, 4, 5, 6, 7, 8, 8, 9, 9, 10, 10, 11, 11, 12, 12, 12, 12,

13, 13, 13, 13, 14, 14, 14, 14, 15, 15, 15, 15, 16, 16, 16, 16, 16, 16, 16, 16,

17, 17, 17, 17, 17, 17, 17, 17, 18, 18, 18, 18, 18, 18, 18, 18, 19, 19, 19, 19,

19, 19, 19, 19, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20, 20,

21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 21, 22, 22, 22, 22,

22, 22, 22, 22, 22, 22, 22, 22, 22, 22, 22, 22, 23, 23, 23, 23, 23, 23, 23, 23,

23, 23, 23, 23, 23, 23, 23, 23, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24,

24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24,

25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25,

25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 26, 26, 26, 26, 26, 26, 26, 26,

26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26,

26, 26, 26, 26, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27,

27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 28

};

// табліца кадоў дыстанцый

const unsigned char \_dist\_code[512] = {

0, 1, 2, 3, 4, 4, 5, 5, 6, 6, 6, 6, 7, 7, 7, 7, 8, 8, 8, 8,

8, 8, 8, 8, 9, 9, 9, 9, 9, 9, 9, 9, 10, 10, 10, 10, 10, 10, 10, 10,

10, 10, 10, 10, 10, 10, 10, 10, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11, 11,

11, 11, 11, 11, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12,

12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 12, 13, 13, 13, 13,

13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13, 13,

13, 13, 13, 13, 13, 13, 13, 13, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14,

14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14,

14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14,

14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 14, 15, 15, 15, 15, 15, 15, 15, 15,

15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15,

15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15,

15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 15, 0, 0, 16, 17,

18, 18, 19, 19, 20, 20, 20, 20, 21, 21, 21, 21, 22, 22, 22, 22, 22, 22, 22, 22,

23, 23, 23, 23, 23, 23, 23, 23, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24, 24,

24, 24, 24, 24, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25, 25,

26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26,

26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 26, 27, 27, 27, 27, 27, 27, 27, 27,

27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27, 27,

27, 27, 27, 27, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28,

28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28,

28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28, 28,

28, 28, 28, 28, 28, 28, 28, 28, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29,

29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29,

29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29,

29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29, 29

};

// стандартныя (без дад. бітоў) значэнні длін

const int base\_length[LENGTH\_CODES] =

{

0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 12, 14, 16, 20, 24, 28, 32, 40, 48, 56,

64, 80, 96, 112, 128, 160, 192, 224, 0

};

// стандартныя (без дад. бітоў) значэнні дыстанцый

const int base\_dist[D\_CODES] =

{

0, 1, 2, 3, 4, 6, 8, 12, 16, 24,

32, 48, 64, 96, 128, 192, 256, 384, 512, 768,

1024, 1536, 2048, 3072, 4096, 6144, 8192, 12288, 16384, 24576

};

// статычныя табліцы для дыстанцый і сімвалаў/длін

const huffmanTable static\_dtree[D\_CODES] = {

{{ 0}, { 0}, { 5}, { 5}}, {{16}, {16}, { 5}, { 5}}, {{ 8}, { 8}, { 5}, { 5}}, {{24}, {24}, { 5}, { 5}}, {{ 4}, { 4}, { 5}, { 5}},

{{20}, {20}, { 5}, { 5}}, {{12}, {12}, { 5}, { 5}}, {{28}, {28}, { 5}, { 5}}, {{ 2}, { 2}, { 5}, { 5}}, {{18}, {18}, { 5}, { 5}},

{{10}, {10}, { 5}, { 5}}, {{26}, {26}, { 5}, { 5}}, {{ 6}, { 6}, { 5}, { 5}}, {{22}, {22}, { 5}, { 5}}, {{14}, {14}, { 5}, { 5}},

{{30}, {30}, { 5}, { 5}}, {{ 1}, { 1}, { 5}, { 5}}, {{17}, {17}, { 5}, { 5}}, {{ 9}, { 9}, { 5}, { 5}}, {{25}, {25}, { 5}, { 5}},

{{ 5}, { 5}, { 5}, { 5}}, {{21}, {21}, { 5}, { 5}}, {{13}, {13}, { 5}, { 5}}, {{29}, {29}, { 5}, { 5}}, {{ 3}, { 3}, { 5}, { 5}},

{{19}, {19}, { 5}, { 5}}, {{11}, {11}, { 5}, { 5}}, {{27}, {27}, { 5}, { 5}}, {{ 7}, { 7}, { 5}, { 5}}, {{23}, {23}, { 5}, { 5}}

};

const huffmanTable static\_ltree[L\_CODES + 2] = {

{{ 12}, { 12}, { 8}, { 8}}, {{140}, {140}, { 8}, { 8}}, {{ 76}, { 76}, { 8}, { 8}}, {{204}, {204}, { 8}, { 8}}, {{ 44}, { 44}, { 8}, { 8}},

{{172}, {172}, { 8}, { 8}}, {{108}, {108}, { 8}, { 8}}, {{236}, {236}, { 8}, { 8}}, {{ 28}, { 28}, { 8}, { 8}}, {{156}, {156}, { 8}, { 8}},

{{ 92}, { 92}, { 8}, { 8}}, {{220}, {220}, { 8}, { 8}}, {{ 60}, { 60}, { 8}, { 8}}, {{188}, {188}, { 8}, { 8}}, {{124}, {124}, { 8}, { 8}},

{{252}, {252}, { 8}, { 8}}, {{ 2}, { 2}, { 8}, { 8}}, {{130}, {130}, { 8}, { 8}}, {{ 66}, { 66}, { 8}, { 8}}, {{194}, {194}, { 8}, { 8}},

{{ 34}, { 34}, { 8}, { 8}}, {{162}, {162}, { 8}, { 8}}, {{ 98}, { 98}, { 8}, { 8}}, {{226}, {226}, { 8}, { 8}}, {{ 18}, { 18}, { 8}, { 8}},

{{146}, {146}, { 8}, { 8}}, {{ 82}, { 82}, { 8}, { 8}}, {{210}, {210}, { 8}, { 8}}, {{ 50}, { 50}, { 8}, { 8}}, {{178}, {178}, { 8}, { 8}},

{{114}, {114}, { 8}, { 8}}, {{242}, {242}, { 8}, { 8}}, {{ 10}, { 10}, { 8}, { 8}}, {{138}, {138}, { 8}, { 8}}, {{ 74}, { 74}, { 8}, { 8}},

{{202}, {202}, { 8}, { 8}}, {{ 42}, { 42}, { 8}, { 8}}, {{170}, {170}, { 8}, { 8}}, {{106}, {106}, { 8}, { 8}}, {{234}, {234}, { 8}, { 8}},

{{ 26}, { 26}, { 8}, { 8}}, {{154}, {154}, { 8}, { 8}}, {{ 90}, { 90}, { 8}, { 8}}, {{218}, {218}, { 8}, { 8}}, {{ 58}, { 58}, { 8}, { 8}},

{{186}, {186}, { 8}, { 8}}, {{122}, {122}, { 8}, { 8}}, {{250}, {250}, { 8}, { 8}}, {{ 6}, { 6}, { 8}, { 8}}, {{134}, {134}, { 8}, { 8}},

{{ 70}, {70}, { 8}, { 8}}, {{198}, {198}, { 8}, { 8}}, {{ 38}, { 38}, { 8}, { 8}}, {{166}, {166}, { 8}, { 8}}, {{102}, {102}, { 8}, { 8}},

{{230}, {230}, { 8}, { 8}}, {{ 22}, { 22}, { 8}, { 8}}, {{150}, {150}, { 8}, { 8}}, {{ 86}, { 86}, { 8}, { 8}}, {{214}, {214}, { 8}, { 8}},

{{ 54}, { 54}, { 8}, { 8}}, {{182}, {182}, { 8}, { 8}}, {{118}, {118}, { 8}, { 8}}, {{246}, {246}, { 8}, { 8}}, {{ 14}, { 14}, { 8}, { 8}},

{{142}, {142}, { 8}, { 8}}, {{ 78}, { 78}, { 8}, { 8}}, {{206}, {206}, { 8}, { 8}}, {{ 46}, { 46}, { 8}, { 8}}, {{174}, {174}, { 8}, { 8}},

{{110}, {110}, { 8}, { 8}}, {{238}, {238}, { 8}, { 8}}, {{ 30}, { 30}, { 8}, { 8}}, {{158}, {158}, { 8}, { 8}}, {{ 94}, { 94}, { 8}, { 8}},

{{222}, {222}, { 8}, { 8}}, {{ 62}, { 62}, { 8}, { 8}}, {{190}, {190}, { 8}, { 8}}, {{126}, {126}, { 8}, { 8}}, {{254}, {254}, { 8}, { 8}},

{{ 1}, { 1}, { 8}, { 8}}, {{129}, {129}, { 8}, { 8}}, {{ 65}, { 65}, { 8}, { 8}}, {{193}, {193}, { 8}, { 8}}, {{ 33}, { 33}, { 8}, { 8}},

{{161}, {161}, { 8}, { 8}}, {{ 97}, { 97}, { 8}, { 8}}, {{225}, {225}, { 8}, { 8}}, {{ 17}, { 17}, { 8}, { 8}}, {{145}, {145}, { 8}, { 8}},

{{ 81}, {81 }, { 8}, { 8}}, {{209}, {209}, { 8}, { 8}}, {{ 49}, { 49}, { 8}, { 8}}, {{177}, {177}, { 8}, { 8}}, {{113}, {113}, { 8}, { 8}},

{{241}, {241}, { 8}, { 8}}, {{ 9}, { 9}, { 8}, { 8}}, {{137}, {137}, { 8}, { 8}}, {{ 73}, { 73}, { 8}, { 8}}, {{201}, {201}, { 8}, { 8}},

{{ 41}, { 41}, { 8} ,{ 8}}, {{169}, {169}, { 8}, { 8}}, {{105}, {105}, { 8}, { 8}}, {{233}, {233}, { 8}, { 8}}, {{ 25}, { 25}, { 8}, { 8}},

{{153}, {153}, { 8}, { 8}}, {{ 89}, { 89}, { 8}, { 8}}, {{217}, {217}, { 8}, { 8}}, {{ 57}, { 57}, { 8}, { 8}}, {{185}, {185}, { 8}, { 8}},

{{121}, {121}, { 8}, { 8}}, {{249}, {249}, { 8}, { 8}}, {{ 5}, { 5}, { 8}, { 8}}, {{133}, {133}, { 8}, { 8}}, {{ 69}, { 69}, { 8}, { 8}},

{{197}, {197}, { 8}, { 8}}, {{ 37}, { 37}, { 8}, { 8}}, {{165}, {165}, { 8}, { 8}}, {{101}, {101}, { 8}, { 8}}, {{229}, {229}, { 8}, { 8}},

{{ 21}, { 21}, { 8}, { 8}}, {{149}, {149}, { 8}, { 8}}, {{ 85}, { 85}, { 8}, { 8}}, {{213}, {213}, { 8}, { 8}}, {{ 53}, { 53}, { 8}, { 8}},

{{181}, {181}, { 8}, { 8}}, {{117}, {117}, { 8}, { 8}}, {{245}, {245}, { 8}, { 8}}, {{ 13}, { 13}, { 8}, { 8}}, {{141}, {141}, { 8}, { 8}},

{{ 77}, { 77}, { 8}, { 8}}, {{205}, {205}, { 8}, { 8}}, {{ 45}, { 45}, { 8}, { 8}}, {{173}, {173}, { 8}, { 8}}, {{109}, {109}, { 8}, { 8}},

{{237}, {237}, { 8}, { 8}}, {{ 29}, { 29}, { 8}, { 8}}, {{157}, {157}, { 8}, { 8}}, {{ 93}, { 93}, { 8}, { 8}}, {{221}, {221}, { 8}, { 8}},

{{ 61}, { 61}, { 8}, { 8}}, {{189}, {189}, { 8}, { 8}}, {{125}, {125}, { 8}, { 8}}, {{253}, {253}, { 8}, { 8}}, {{ 19}, { 19}, { 9}, { 9}},

{{275}, {275}, { 9}, { 9}}, {{147}, {147}, { 9}, { 9}}, {{403}, {403}, { 9}, { 9}}, {{ 83}, { 83}, { 9}, { 9}}, {{339}, {339}, { 9}, { 9}},

{{211}, {211}, { 9}, { 9}}, {{467}, {467}, { 9}, { 9}}, {{ 51}, { 51}, { 9}, { 9}}, {{307}, {307}, { 9}, { 9}}, {{179}, {179}, { 9}, { 9}},

{{435}, {435}, { 9}, { 9}}, {{115}, {115}, { 9}, { 9}}, {{371}, {371}, { 9}, { 9}}, {{243}, {243}, { 9}, { 9}}, {{499}, {499}, { 9}, { 9}},

{{ 11}, { 11}, { 9}, { 9}}, {{267}, {267}, { 9}, { 9}}, {{139}, {139}, { 9}, { 9}}, {{395}, {395}, { 9}, { 9}}, {{ 75}, { 75}, { 9}, { 9}},

{{331}, {331}, { 9}, { 9}}, {{203}, {203}, { 9}, { 9}}, {{459}, {459}, { 9}, { 9}}, {{ 43}, { 43}, { 9}, { 9}}, {{299}, {299}, { 9}, { 9}},

{{171}, {171}, { 9}, { 9}}, {{427}, {427}, { 9}, { 9}}, {{107}, {107}, { 9}, { 9}}, {{363}, {363}, { 9}, { 9}}, {{235}, {235}, { 9}, { 9}},

{{491}, {491}, { 9}, { 9}}, {{ 27}, { 27}, { 9}, { 9}}, {{283}, {283}, { 9}, { 9}}, {{155}, {155}, { 9}, { 9}}, {{411}, {411}, { 9}, { 9}},

{{ 91}, { 91}, { 9}, { 9}}, {{347}, {347}, { 9}, { 9}}, {{219}, {219}, { 9}, { 9}}, {{475}, {475}, { 9}, { 9}}, {{ 59}, { 59}, { 9}, { 9}},

{{315}, {315}, { 9}, { 9}}, {{187}, {187}, { 9}, { 9}}, {{443}, {443}, { 9}, { 9}}, {{123}, {123}, { 9}, { 9}}, {{379}, {379}, { 9}, { 9}},

{{251}, {251}, { 9}, { 9}}, {{507}, {507}, { 9}, { 9}}, {{ 7}, { 7}, { 9}, { 9}}, {{263}, {263}, { 9}, { 9}}, {{135}, {135}, { 9}, { 9}},

{{391}, {391}, { 9}, { 9}}, {{ 71}, { 71}, { 9}, { 9}}, {{327}, {327}, { 9}, { 9}}, {{199}, {199}, { 9}, { 9}}, {{455}, {455}, { 9}, { 9}},

{{ 39}, { 39}, { 9}, { 9}}, {{295}, {295}, { 9}, { 9}}, {{167}, {167}, { 9}, { 9}}, {{423}, {423}, { 9}, { 9}}, {{103}, {103}, { 9}, { 9}},

{{359}, {359}, { 9}, { 9}}, {{231}, {231}, { 9}, { 9}}, {{487}, {487}, { 9}, { 9}}, {{ 23}, { 23}, { 9}, { 9}}, {{279}, {279}, { 9}, { 9}},

{{151}, {151}, { 9}, { 9}}, {{407}, {407}, { 9}, { 9}}, {{ 87}, { 87}, { 9}, { 9}}, {{343}, {343}, { 9}, { 9}}, {{215}, {215}, { 9}, { 9}},

{{471}, {471}, { 9}, { 9}}, {{ 55}, { 55}, { 9}, { 9}}, {{311}, {311}, { 9}, { 9}}, {{183}, {183}, { 9}, { 9}}, {{439}, {439}, { 9}, { 9}},

{{119}, {119}, { 9}, { 9}}, {{375}, {375}, { 9}, { 9}}, {{247}, {247}, { 9}, { 9}}, {{503}, {503}, { 9}, { 9}}, {{ 15}, { 15}, { 9}, { 9}},

{{271}, {271}, { 9}, { 9}}, {{143}, {143}, { 9}, { 9}}, {{399}, {399}, { 9}, { 9}}, {{ 79}, { 79}, { 9}, { 9}}, {{335}, {335}, { 9}, { 9}},

{{207}, {207}, { 9}, { 9}}, {{463}, {463}, { 9}, { 9}}, {{ 47}, { 47}, { 9}, { 9}}, {{303}, {303}, { 9}, { 9}}, {{175}, {175}, { 9}, { 9}},

{{431}, {431}, { 9}, { 9}}, {{111}, {111}, { 9}, { 9}}, {{367}, {367}, { 9}, { 9}}, {{239}, {239}, { 9}, { 9}}, {{495}, {495}, { 9}, { 9}},

{{ 31}, { 31}, { 9}, { 9}}, {{287}, {287}, { 9}, { 9}}, {{159}, {159}, { 9}, { 9}}, {{415}, {415}, { 9}, { 9}}, {{ 95}, { 95}, { 9}, { 9}},

{{351}, {351}, { 9}, { 9}}, {{223}, {223}, { 9}, { 9}}, {{479}, {479}, { 9}, { 9}}, {{ 63}, { 63}, { 9}, { 9}}, {{319}, {319}, { 9}, { 9}},

{{191}, {191}, { 9}, { 9}}, {{447}, {447}, { 9}, { 9}}, {{127}, {127}, { 9}, { 9}}, {{383}, {383}, { 9}, { 9}}, {{255}, {255}, { 9}, { 9}},

{{511}, {511}, { 9}, { 9}}, {{ 0}, { 0}, { 7}, { 7}}, {{ 64}, { 64}, { 7}, { 7}}, {{ 32}, { 32}, { 7}, { 7}}, {{ 96}, { 96}, { 7}, { 7}},

{{ 16}, { 16}, { 7}, { 7}}, {{ 80}, { 80}, { 7}, { 7}}, {{ 48}, { 48}, { 7}, { 7}}, {{112}, {112}, { 7}, { 7}}, {{ 8}, { 8}, { 7}, { 7}},

{{ 72}, { 72}, { 7}, { 7}}, {{ 40}, { 40}, { 7}, { 7}}, {{104}, {104}, { 7}, { 7}}, {{ 24}, { 24}, { 7}, { 7}}, {{ 88}, { 88}, { 7}, { 7}},

{{ 56}, { 56}, { 7}, { 7}}, {{120}, {120}, { 7}, { 7}}, {{ 4}, { 4}, { 7}, { 7}}, {{ 68}, { 68}, { 7}, { 7}}, {{ 36}, { 36}, { 7}, { 7}},

{{100}, {100}, { 7}, { 7}}, {{ 20}, { 20}, { 7}, { 7}}, {{ 84}, { 84}, { 7}, { 7}}, {{ 52}, { 52}, { 7}, { 7}}, {{116}, {116}, { 7}, { 7}},

{{ 3}, { 3}, { 8}, { 8}}, {{131}, {131}, { 8}, { 8}}, {{ 67}, { 67}, { 8}, { 8}}, {{195}, {195}, { 8}, { 8}}, {{ 35}, { 35}, { 8}, { 8}},

{{163}, {163} ,{ 8}, { 8}}, {{ 99}, { 99}, { 8}, { 8}}, {{227}, {227}, { 8}, { 8}}

};

// дадатковая колькасць бітоў для сівалаў/длін, дыстанцый і длін кадоў

const int extra\_lbits[LENGTH\_CODES]

= { 0,0,0,0,0,0,0,0,1,1,1,1,2,2,2,2,3,3,3,3,4,4,4,4,5,5,5,5,0 };

const int extra\_dbits[D\_CODES]

= { 0,0,0,0,1,1,2,2,3,3,4,4,5,5,6,6,7,7,8,8,9,9,10,10,11,11,12,12,13,13 };

const int extra\_blbits[BL\_CODES]

= { 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,3,7 };

const unsigned short bl\_order[BL\_CODES]

= { 16,17,18,0,8,7,9,6,10,5,11,4,12,3,13,2,14,1,15 };

// апісанне для статычных табліц сімвалаў/длін, дыстанцый і длін кадоў

const StaticTreeDesc static\_l\_desc =

{ static\_ltree, extra\_lbits, LITERALS + 1, L\_CODES, MAX\_BITS };

const StaticTreeDesc static\_d\_desc =

{ static\_dtree, extra\_dbits, 0, D\_CODES, MAX\_BITS };

const StaticTreeDesc static\_bl\_desc =

{ (const huffmanTable\*)0, extra\_blbits, 0, BL\_CODES, MAX\_BL\_BITS };

class Encoder : public ICoder

{

private:

unsigned char\* \_uStr = new unsigned char[16384];// радок, у каторы запісваецца інфармацыя з файла

unsigned int \_len; // дліна \_uStr

std::string \_strout;

std::string \_encodeStr; // радок з сціснутай інфармацыя

unsigned short\* \_head = new unsigned short[52685] { 0 }; // хэш-табліца

unsigned short\* \_prev = new unsigned short[52685] { 52685 }; // хэш-табліца

int \_index = 0; // бягучы індэкс радка \_uStr

huffmanTable \_dynamicLiteralTree[573]; // табліца для сімвалаў/длін

huffmanTable \_dynamicDistTree[61]; // табліца для дыстанцый

huffmanTable \_bitLenTree[39]; // табліца для длін кадоў

TreeDesc \_lDesc;

TreeDesc \_distDesc;

TreeDesc \_bitLDesc;

unsigned short \_bitLenCount[16]; // масіў паўтораў длін кадоў

int \_heap[573]; // куча для будавання табліцы хафмана

int \_heapLen; // памер кучы

int \_heapMaxLen; // максімальны памер кучы

unsigned char \_depth[573] = { 'H' }; // глыбіня вузлоў табліцы

unsigned int \_hashMask = 32767; // маска для хэшырвання

unsigned int \_hashShift = 5; // зрух для хэша

unsigned int \_insertHash; // хэш

unsigned int \_winMask = 32767; // маска для акна

unsigned int \_hashHead = 0; // індэкс хэша ў табліцы

unsigned char\* \_symbolBuf = new unsigned char[3 \* 16384]; // сімвальны буфер

unsigned int \_symbolNext; // колькасць элементаў у буферы

unsigned int \_matchLen = 0; // дліна супадзення

unsigned int \_prevLen = 0; // мінулая дліна супадзення

unsigned int \_prevMatchStart = 0; // старт мінулага супадзення

unsigned int \_matchStart = 0; // старт супадзення

unsigned long \_optLen; // памер файла з дынамічнымі табліцамі

unsigned long \_staticLen; // памер файла з статычнымі табліцамі

unsigned short \_bitBuf; // бітавы буфер

int \_bitValid; // колькасць даступных бітоў

unsigned long \_adler32; // значэнне чэк-сумы

Logger \_logger;

FileContainer \_container;

File \_fileData;

public:

// канструктар

Encoder(Logger& logger, FileContainer& container)

{

\_logger = logger;

\_container = container;

}

void Compression();

// хэш-функцыя

void InsertStringToHash();

// пошук большага супадзення

unsigned int LongestMatch();

// увод блока

void InputBlock();

// выбар лепшага спосаба сціску

void DefineBestSolution();

void BuildTree(TreeDesc& desc);

int BuildBitLenTree();

// функцыя падлічэння колькасці пазтарэння длін кодаў

void ScanTree(huffmanTable\* Tree, int maxCode);

// сартыроўка кучы

void DownHeap(huffmanTable\* dynTree, int maxCode);

// ствараэнне кодаў

void GenerateCodes(huffmanTable\* dynTree, int maxCode);

// рэверсны запіс кодаў

unsigned int BitReverse(unsigned int code, int len);

// стварэнне длін кодаў

int GenerateBitLen(TreeDesc desc);

// запіс магічнай лічбы ў сціснуты радок

void SetHeader();

// запіс бітоў у сціснуты радок

void SendBits(int value, int length);

// запіс кода у сціснуты радок

void SendCode(int c, const huffmanTable\* Tree);

// запіс рэверснага байта

void PutShort(unsigned short byte);

// запіс байта

void PutByte(unsigned short byte);

// запіс значэнне чэк-сумы

void SetAdler(unsigned long bytes);

// функцыя запісу сціснутага блока

void CompressBlock(const huffmanTable\* ltree, const huffmanTable\* dtree);

// функцыя запісу дрэваў

void SendTrees(int lcodes, int dcodes, int blcodes);

// функцыя запісу дрэва

void SendTree(huffmanTable\* Tree, int maxCode);

};

\\ файл “Encoder.cpp”

#include <iostream>

#include <string>

#include "Exceptions.h"

#include "Encoder.h"

void Encoder::Compression()

{

bool matchAvailable = false;

\_len = ReadFromFile(\_container, \_uStr);

\_fileData = \_container.GetTop()->data;

\_insertHash = \_uStr[0];

\_adler32 = Adler32(\_uStr, 1, \_len); // вызначаем чэк-суму

\_insertHash = (((\_insertHash << \_hashShift) ^ (\_uStr[1])) & \_hashMask); // фармуем хэш

while (1)

{

\_hashHead = 0;

if (\_index + 2 < \_len)

{

InsertStringToHash();

}

// запіс новых дліну і індэкс супадзення

\_prevLen = \_matchLen;

\_prevMatchStart = \_matchStart;

\_matchLen = 2;

if (\_hashHead != 0 && \_index - \_hashHead <= MAX\_DIST(\_len) && \_prevLen < 16)

{

\_matchLen = LongestMatch();

if (\_matchLen == MIN\_MATCH && (\_index - \_matchStart) > 4096)

{

\_matchLen = MIN\_MATCH - 1;

}

}

if (\_prevLen >= 3 && \_matchLen <= \_prevLen)

{

unsigned int distance = \_index - \_prevMatchStart - 1; // дыстанцыя да пачатку супайшага радка

unsigned int length = \_prevLen - 3; // дліна счытвання

// запіс у сімвальны буфер

\_symbolBuf[\_symbolNext++] = (unsigned char)(distance);

\_symbolBuf[\_symbolNext++] = (unsigned char)(distance >> 8);

\_symbolBuf[\_symbolNext++] = (unsigned char)length;

\_strout += "(";

\_strout += std::to\_string(distance);

\_strout += ", ";

\_strout += std::to\_string(distance >> 8);

\_strout += ", ";

\_strout += std::to\_string(length);

\_strout += ")";

distance--;

// запіс у дынамічныя дрэвы

\_dynamicLiteralTree[\_length\_code[length] + 256 + 1].frequence++;

\_dynamicDistTree[d\_code(distance)].frequence++;

\_prevLen -= 2;

do

{

++\_index;

if (\_index + 2 < \_len)

{

InsertStringToHash();

}

} while (--\_prevLen != 0);

matchAvailable = false;

\_matchLen = 2;

\_index++;

}

else if (matchAvailable != false)

{

// запіс у буфер

\_symbolBuf[\_symbolNext++] = 0;

\_symbolBuf[\_symbolNext++] = 0;

\_symbolBuf[\_symbolNext++] = \_uStr[\_index - 1];

\_strout += "(0, 0, ";

\_strout += \_uStr[\_index - 1];

\_strout += ")";

\_dynamicLiteralTree[\_uStr[\_index - 1]].frequence++;

\_index++;

}

else

{

matchAvailable = true;

\_index++;

}

if (\_index == \_len)

{

break;

}

}

// канчатковы запіс у буфер

if (matchAvailable)

{

// запіс у буфер

\_symbolBuf[\_symbolNext++] = 0;

\_symbolBuf[\_symbolNext++] = 0;

\_symbolBuf[\_symbolNext++] = \_uStr[\_index - 1];

\_strout += "(0, 0, ";

\_strout += \_uStr[\_index - 1];

\_strout += ")";

\_dynamicLiteralTree[\_uStr[\_index - 1]].frequence++;

}

InputBlock();

}

void Encoder::InsertStringToHash()

{

\_insertHash = (((\_insertHash << \_hashShift) ^ (\_uStr[\_index + 2])) & \_hashMask);

\_hashHead = \_prev[\_index & \_winMask] = \_head[\_insertHash]; // індэкс мінулага радка з такім хэшам

\_head[\_insertHash] = (unsigned short)\_index; // новы індэкс

}

unsigned int Encoder::LongestMatch()

{

unsigned int limit = \_index > MAX\_DIST(\_len) ? \_index - MAX\_DIST(\_len) : 0; // вызначаем мінімальны індэкс для індэкса супадзення

unsigned char\* currStr = \_uStr + \_index; // бягучы радок

unsigned int currMatchPos = \_hashHead; // індэкс супадзення

int currMatchLen = 0; // дліна супадзення

int bestPrevLen = \_prevLen;

int matchLen = 0; // дліна супадзення

int indexOfprev = 0; // індэкс мінулага супадзення

int niceMatch = 128; // дліна супадзення, пасля каторай спыняюцца пошукі супадзенняў

unsigned char prevMatchLastChar = currStr[bestPrevLen];

unsigned char prevMatchPreLastChar = currStr[bestPrevLen - 1];

unsigned char\* maxMatchStr = \_uStr + \_index + 258; // максімальны радок супадзення

\_matchLen = 0;

do

{

matchLen = 0;

unsigned char\* match = \_uStr + currMatchPos; // супаўшы радок

\_hashHead = currMatchPos;

// праверка ці роўны два першыя і апошнія элементы знойдзеных радкоў

if (match[bestPrevLen] != prevMatchLastChar ||

match[bestPrevLen - 1] != prevMatchPreLastChar ||

match[0] != currStr[0] ||

match[1] != currStr[1])

{

// індэкс пачатка мінулага радка з такім жа хэшам

indexOfprev = \_prev[currMatchPos & \_winMask];

currMatchPos = indexOfprev;

continue;

}

int i = 0;

// падлічваем дліну супадзення

while (currStr != 0)

{

if ((match[i] != currStr[i] && currStr[i] != 0) || (match >= maxMatchStr) || matchLen == 258)

{

break;

}

i++;

matchLen++;

}

if (matchLen > bestPrevLen)

{

bestPrevLen = matchLen;

\_matchStart = \_hashHead;

if (bestPrevLen >= niceMatch)

{

break;

}

prevMatchLastChar = currStr[bestPrevLen];

prevMatchPreLastChar = currStr[bestPrevLen - 1];

}

indexOfprev = \_prev[currMatchPos & \_winMask];

currMatchPos = indexOfprev;

} while (currMatchPos > limit);

return bestPrevLen;

}

void Encoder::InputBlock()

{

// ініцыалізацыя табліц

\_dynamicLiteralTree[256].frequence = 1;

\_lDesc.dynamicTree = \_dynamicLiteralTree;

\_lDesc.statDesc = &static\_l\_desc;

\_distDesc.dynamicTree = \_dynamicDistTree;

\_distDesc.statDesc = &static\_d\_desc;

\_bitLDesc.dynamicTree = \_bitLenTree;

\_bitLDesc.statDesc = &static\_bl\_desc;

DefineBestSolution();

WriteToFile(\_container, \_encodeStr);

}

void Encoder::DefineBestSolution()

{

unsigned long optLen, staticLen;

int maxBitLenInd = 0;

BuildTree(\_lDesc);

BuildTree(\_distDesc);

maxBitLenInd = BuildBitLenTree();

// падлік памераў файла

optLen = (\_optLen + 10) >> 3;

staticLen = (\_staticLen + 10) >> 3;

if (staticLen <= optLen)

{

SetHeader();

SendBits(((STATIC\_TREES << 1) + 1), 3);

CompressBlock(static\_ltree, static\_dtree);

}

else

{

SetHeader();

SendBits((DYN\_TREES << 1) + 1, 3);

SendTrees(\_lDesc.maxCode + 1, \_distDesc.maxCode + 1, maxBitLenInd + 1);

CompressBlock(\_dynamicLiteralTree, \_dynamicDistTree);

}

// дазапіс застаўшыхся бітоў

if (\_bitValid > 8)

{

PutShort(\_bitBuf);

}

else if (\_bitValid > 0)

{

PutByte(\_bitBuf);

}

\_bitBuf = 0;

\_bitValid = 0;

// запіс чэк-сумы

SetAdler(\_adler32 >> 16);

SetAdler(\_adler32 & 0xffff);

}

void Encoder::BuildTree(TreeDesc& desc)

{

huffmanTable\* dynTree = desc.dynamicTree; // дынамічнае дрэва

const huffmanTable\* staticTree = desc.statDesc->staticTree; // статычнае дрэва

int elems = desc.statDesc->elems; // элементы

int maxCode = -1; // апошні сустрэчаны код

int dadNode; // бацькоўскі вузел

\_heapLen = 0;

\_heapMaxLen = 573;

std::fill(\_depth, \_depth + sizeof(\_depth), 'H'); // запоўненне "Н"

// пошук maxCode, падлік дліны кучы і запіс яго элементаў

for (int i = 0; i < elems; i++)

{

if (dynTree[i].frequence != 0)

{

\_heap[++\_heapLen] = maxCode = i;

\_depth[i] = 0;

}

else

{

dynTree[i].len = 0;

}

}

desc.maxCode = maxCode;

int i = 0;

// частковая сартыроўка кучы

for (i = \_heapLen / 2; i >= 1; i--)

{

DownHeap(dynTree, i);

}

int firstNode = 0;

int secondNode = 0;

dadNode = elems;

// поўная сартыроўка кучы з фармаваннем вузлоў

do

{

firstNode = \_heap[1];

\_heap[1] = \_heap[\_heapLen--];

DownHeap(dynTree, 1);

secondNode = \_heap[1];

\_heap[--\_heapMaxLen] = firstNode;

\_heap[--\_heapMaxLen] = secondNode;

dynTree[dadNode].frequence = dynTree[firstNode].frequence + dynTree[secondNode].frequence;

\_depth[dadNode] = (unsigned short)((\_depth[firstNode] >= \_depth[secondNode] ? \_depth[firstNode] : \_depth[secondNode]) + 1);

dynTree[firstNode].dad = dynTree[secondNode].dad = dadNode;

\_heap[1] = dadNode++;

DownHeap(dynTree, 1);

} while (\_heapLen >= 2);

\_heap[--\_heapMaxLen] = \_heap[1];

GenerateBitLen(desc);

GenerateCodes(dynTree, maxCode);

}

void Encoder::DownHeap(huffmanTable\* dynTree, int i)

{

int heapElem = \_heap[i];

int j = i << 1;

while (j <= \_heapLen)

{

if (j < \_heapLen && smaller(dynTree, \_heap[j + 1], \_heap[j], \_depth))// svaller выконваецца, калі дліна вузла j менш за дліну па j + 1

{

j++;

}

if (smaller(dynTree, heapElem, \_heap[j], \_depth)) // выконваецца, калі дліна вузла j менш за дліну па heapElem

{

break;

}

\_heap[i] = \_heap[j];

i = j;

j <<= 1;

}

\_heap[i] = heapElem;

}

int Encoder::GenerateBitLen(TreeDesc desc)

{

huffmanTable\* dynTree = desc.dynamicTree;

int maxCode = desc.maxCode;

const huffmanTable\* staticTree = desc.statDesc->staticTree;

const int\* extraBits = desc.statDesc->extraBits;

int base = desc.statDesc->extraBase;

int maxBitLen = desc.statDesc->maxBitLen;

int heapInd = 0; // індэкс кучы

int n = 0; // індэкс

int bitsAmount = 0; // колькасць бітоў

int xBits = 0; // колькасць дад. бітоў

unsigned short freq = 0; // частата сустракання

for (bitsAmount = 0; bitsAmount <= MAX\_BITS; bitsAmount++)

{

\_bitLenCount[bitsAmount] = 0;

}

dynTree[\_heap[\_heapMaxLen]].len = 0;

// фармаванне длін бітоў

for (heapInd = \_heapMaxLen + 1; heapInd < HEAP\_SIZE; heapInd++)

{

n = \_heap[heapInd];

bitsAmount = dynTree[dynTree[n].dad].len + 1;

dynTree[n].len = bitsAmount;

if (n > maxCode) // пакуль не звычайны вузел

{

continue;

}

\_bitLenCount[bitsAmount]++;

xBits = 0;

if (n >= base)

{

xBits = extraBits[n - base]; // колькасць дад. бітоў

}

freq = dynTree[n].frequence;

\_optLen += freq \* (bitsAmount + xBits); // запіс колькасці выкарыставанага месца для пэўнага сімвала

if (staticTree)

{

\_staticLen += freq \* (staticTree[n].len + xBits);

}

}

return 0;

}

void Encoder::GenerateCodes(huffmanTable\* dynTree, int maxCode)

{

unsigned short nextCode[MAX\_BITS + 1];

unsigned int code = 0;

int bitInd = 0;

int n = 0;

// фармаванне кадоў

for (bitInd = 1; bitInd <= MAX\_BITS; bitInd++)

{

code = (code + \_bitLenCount[bitInd - 1]) << 1;

nextCode[bitInd] = code;

}

// "пераварочванне" кодаў

for (n = 0; n <= maxCode; n++)

{

int len = dynTree[n].len;

if (len == 0)

{

continue;

}

dynTree[n].code = BitReverse(nextCode[len]++, len);

}

}

unsigned int Encoder::BitReverse(unsigned int code, int len)

{

unsigned int res = 0;

// "пераварочванне" кода

do

{

res |= code & 1;

code >>= 1;

res <<= 1;

} while (--len > 0);

return res >> 1;

}

int Encoder::BuildBitLenTree()

{

int maxBitLenInd = 0;

ScanTree(\_dynamicLiteralTree, \_lDesc.maxCode);

ScanTree(\_dynamicDistTree, \_distDesc.maxCode);

BuildTree(\_bitLDesc);

// праверка на колькасць выкарыставаных длін кодаў

for (maxBitLenInd = BL\_CODES - 1; maxBitLenInd >= 3; maxBitLenInd--)

{

if (\_bitLenTree[bl\_order[maxBitLenInd]].len != 0)

{

break;

}

}

\_optLen += 3 \* (maxBitLenInd + 1) + 5 + 5 + 4;

return maxBitLenInd;

}

void Encoder::ScanTree(huffmanTable\* Tree, int maxCode)

{

int n; // індэкс

int prevLen = -1; // мінулая дліна

int currLen; // бягучая дліна

int nextLen = Tree[0].len; // наступная дліна

int count = 0; // колькасць паўтораных длін

int maxCount = 7; // максімальная колькасць паўтораных длін

int minCount = 4; // мінімальная колькасць паўтораных длін

if (nextLen == 0)

{

maxCount = 138;

minCount = 3;

}

Tree[maxCode + 1].len = 0xffff;

for (n = 0; n <= maxCode; n++)

{

currLen = nextLen;

nextLen = Tree[n + 1].len;

if (++count < maxCount && currLen == nextLen)

{

continue;

}

else if (count < minCount)

{

\_bitLenTree[currLen].frequence += count;

\_bitLenTree[currLen].code += count;

}

else if (currLen != 0)

{

// звычайны запіс дліны

if (currLen != prevLen)

{

\_bitLenTree[currLen].frequence++;

\_bitLenTree[currLen].code++;

}

\_bitLenTree[16].frequence++;

\_bitLenTree[16].code++;

}

else if (count <= 10)

{

\_bitLenTree[17].frequence++;

\_bitLenTree[17].code++;

}

else

{

\_bitLenTree[18].frequence++;

\_bitLenTree[18].code++;

}

count = 0;

prevLen = currLen;

if (nextLen == 0)

{

maxCount = 138;

minCount = 3;

}

else if (currLen == nextLen)

{

maxCount = 6;

minCount = 3;

}

else

{

maxCount = 7;

minCount = 4;

}

}

}

void Encoder::SetHeader()

{

unsigned int header = 30876; // магічная лічба

PutByte(header >> 8);

PutByte(header & 0xff);

}

void Encoder::PutByte(unsigned short byte)

{

\_encodeStr += byte;

}

void Encoder::SendBits(int value, int length)

{

if (\_bitValid > 16 - length)

{

\_bitBuf |= value << \_bitValid;

PutShort(\_bitBuf); // запіс бітоў

// абнаўленне буфера і даступных бітоў

\_bitBuf = (unsigned short)value >> (16 - \_bitValid);

\_bitValid += length - 16;

}

else

{

// дабаўленне ў буфер новых бітоў і абноўленне колькасць даступных бітоў

\_bitBuf |= (unsigned short)value << \_bitValid;

\_bitValid += length;

}

}

void Encoder::PutShort(unsigned short byte)

{

PutByte(byte & 0xff);

PutByte(byte >> 8);

}

void Encoder::SendTrees(int lcodes, int dcodes, int blcodes)

{

int rank = 0;

SendBits(lcodes - 257, 5); // запіс колькасці длін

SendBits(dcodes - 1, 5); // запіс колькасці дыстанцый

SendBits(blcodes - 4, 4); // запіс колькасці длін кодаў

for (rank = 0; rank < blcodes; rank++)

{

SendBits(\_bitLenTree[bl\_order[rank]].len, 3);

}

SendTree(\_dynamicLiteralTree, lcodes - 1);

SendTree(\_dynamicDistTree, dcodes - 1);

}

void Encoder::SendTree(huffmanTable\* Tree, int maxCode)

{

int n; // індэкс

int prevLen = -1; // мінулая дліна

int currLen; // бягучая дліна

int nextLen = Tree[0].len; // наступная дліна

int count = 0; // колькасць паўторанай длін

int maxCount = 7; // максімальная колькасць паўтораных длін

int minCount = 4; // мінімальная колькасць паўтораных длін

if (nextLen == 0)

{

maxCount = 138;

minCount = 3;

}

for (n = 0; n <= maxCode; n++)

{

currLen = nextLen;

nextLen = Tree[n + 1].len;

if (++count < maxCount && currLen == nextLen)

{

continue;

}

else if (count < minCount)

{

// запіс дліны

do

{

SendCode(currLen, \_bitLenTree);

} while (--count != 0);

}

else if (currLen != 0)

{

// запіс дліны

if (currLen != prevLen)

{

SendCode(currLen, \_bitLenTree);

count--;

}

SendCode(16, \_bitLenTree);

SendBits(count - 3, 2);

}

else if (count <= 10)

{

SendCode(17, \_bitLenTree);

SendBits(count - 3, 3);

}

else

{

SendCode(18, \_bitLenTree);

SendBits(count - 11, 7);

}

count = 0;

prevLen = currLen;

if (nextLen == 0)

{

maxCount = 138;

minCount = 3;

}

else if (currLen == nextLen)

{

maxCount = 6;

minCount = 3;

}

else

{

maxCount = 7;

minCount = 4;

}

}

}

void Encoder::CompressBlock(const huffmanTable\* ltree, const huffmanTable\* dtree)

{

unsigned int dist = 0; // значэнне дыстанцыі

int lChar = 0; // значэнне сімвала/дліны

unsigned int sbInd = 0; // індэкс буфера сімвалаў

unsigned int code = 0; // код

int extra = 0; // дад. біты

if (\_symbolNext != 0)

{

do

{

dist = \_symbolBuf[sbInd++] & 0xff;

dist += (unsigned int)(\_symbolBuf[sbInd++] & 0xff) << 8; // дабаўленне дад. дыстанцыі

lChar = \_symbolBuf[sbInd++];

if (dist == 0)

{

// запіс літары

SendCode(lChar, ltree);

}

else

{

// запіс дліны

code = \_length\_code[lChar];

SendCode(code + LITERALS + 1, ltree);

extra = extra\_lbits[code];

if (extra != 0)

{

// дазапіс дад. бітоў дліны

lChar -= base\_length[code];

SendBits(lChar, extra);

}

dist--;

// запіс дыстанцыі

code = (dist) < 256 ? \_dist\_code[dist] : \_dist\_code[256 + ((dist) >> 7)];

SendCode(code, dtree);

extra = extra\_dbits[code];

if (extra != 0)

{

// дазапіс дад. бітоў дыстанцыі

dist -= base\_dist[code];

SendBits(dist, extra);

}

}

} while (sbInd < \_symbolNext);

}

// запіс сімвала канца блока

SendCode(256, ltree);

}

void Encoder::SendCode(int c, const huffmanTable\* Tree)

{

SendBits(Tree[c].code, Tree[c].len);

}

void Encoder::SetAdler(unsigned long bytes)

{

PutByte(bytes >> 8);

PutByte(bytes & 0xff);

}

\\ файл “Decoder.h”

#pragma once

#include "ICoder.h"

#include "Container.h"

#include "ILogger.h"

struct code

{

unsigned char indicator; // індыкатар для вызначэння аперацыі

unsigned char bits; // біты

unsigned short value; // значэнне

};

// табліцы для сімвалаў/длін і дыстанцый

static const code lenfix[512] = {

{96,7,0},{0,8,80},{0,8,16},{20,8,115},{18,7,31},{0,8,112},{0,8,48},

{0,9,192},{16,7,10},{0,8,96},{0,8,32},{0,9,160},{0,8,0},{0,8,128},

{0,8,64},{0,9,224},{16,7,6},{0,8,88},{0,8,24},{0,9,144},{19,7,59},

{0,8,120},{0,8,56},{0,9,208},{17,7,17},{0,8,104},{0,8,40},{0,9,176},

{0,8,8},{0,8,136},{0,8,72},{0,9,240},{16,7,4},{0,8,84},{0,8,20},

{21,8,227},{19,7,43},{0,8,116},{0,8,52},{0,9,200},{17,7,13},{0,8,100},

{0,8,36},{0,9,168},{0,8,4},{0,8,132},{0,8,68},{0,9,232},{16,7,8},

{0,8,92},{0,8,28},{0,9,152},{20,7,83},{0,8,124},{0,8,60},{0,9,216},

{18,7,23},{0,8,108},{0,8,44},{0,9,184},{0,8,12},{0,8,140},{0,8,76},

{0,9,248},{16,7,3},{0,8,82},{0,8,18},{21,8,163},{19,7,35},{0,8,114},

{0,8,50},{0,9,196},{17,7,11},{0,8,98},{0,8,34},{0,9,164},{0,8,2},

{0,8,130},{0,8,66},{0,9,228},{16,7,7},{0,8,90},{0,8,26},{0,9,148},

{20,7,67},{0,8,122},{0,8,58},{0,9,212},{18,7,19},{0,8,106},{0,8,42},

{0,9,180},{0,8,10},{0,8,138},{0,8,74},{0,9,244},{16,7,5},{0,8,86},

{0,8,22},{64,8,0},{19,7,51},{0,8,118},{0,8,54},{0,9,204},{17,7,15},

{0,8,102},{0,8,38},{0,9,172},{0,8,6},{0,8,134},{0,8,70},{0,9,236},

{16,7,9},{0,8,94},{0,8,30},{0,9,156},{20,7,99},{0,8,126},{0,8,62},

{0,9,220},{18,7,27},{0,8,110},{0,8,46},{0,9,188},{0,8,14},{0,8,142},

{0,8,78},{0,9,252},{96,7,0},{0,8,81},{0,8,17},{21,8,131},{18,7,31},

{0,8,113},{0,8,49},{0,9,194},{16,7,10},{0,8,97},{0,8,33},{0,9,162},

{0,8,1},{0,8,129},{0,8,65},{0,9,226},{16,7,6},{0,8,89},{0,8,25},

{0,9,146},{19,7,59},{0,8,121},{0,8,57},{0,9,210},{17,7,17},{0,8,105},

{0,8,41},{0,9,178},{0,8,9},{0,8,137},{0,8,73},{0,9,242},{16,7,4},

{0,8,85},{0,8,21},{16,8,258},{19,7,43},{0,8,117},{0,8,53},{0,9,202},

{17,7,13},{0,8,101},{0,8,37},{0,9,170},{0,8,5},{0,8,133},{0,8,69},

{0,9,234},{16,7,8},{0,8,93},{0,8,29},{0,9,154},{20,7,83},{0,8,125},

{0,8,61},{0,9,218},{18,7,23},{0,8,109},{0,8,45},{0,9,186},{0,8,13},

{0,8,141},{0,8,77},{0,9,250},{16,7,3},{0,8,83},{0,8,19},{21,8,195},

{19,7,35},{0,8,115},{0,8,51},{0,9,198},{17,7,11},{0,8,99},{0,8,35},

{0,9,166},{0,8,3},{0,8,131},{0,8,67},{0,9,230},{16,7,7},{0,8,91},

{0,8,27},{0,9,150},{20,7,67},{0,8,123},{0,8,59},{0,9,214},{18,7,19},

{0,8,107},{0,8,43},{0,9,182},{0,8,11},{0,8,139},{0,8,75},{0,9,246},

{16,7,5},{0,8,87},{0,8,23},{64,8,0},{19,7,51},{0,8,119},{0,8,55},

{0,9,206},{17,7,15},{0,8,103},{0,8,39},{0,9,174},{0,8,7},{0,8,135},

{0,8,71},{0,9,238},{16,7,9},{0,8,95},{0,8,31},{0,9,158},{20,7,99},

{0,8,127},{0,8,63},{0,9,222},{18,7,27},{0,8,111},{0,8,47},{0,9,190},

{0,8,15},{0,8,143},{0,8,79},{0,9,254},{96,7,0},{0,8,80},{0,8,16},

{20,8,115},{18,7,31},{0,8,112},{0,8,48},{0,9,193},{16,7,10},{0,8,96},

{0,8,32},{0,9,161},{0,8,0},{0,8,128},{0,8,64},{0,9,225},{16,7,6},

{0,8,88},{0,8,24},{0,9,145},{19,7,59},{0,8,120},{0,8,56},{0,9,209},

{17,7,17},{0,8,104},{0,8,40},{0,9,177},{0,8,8},{0,8,136},{0,8,72},

{0,9,241},{16,7,4},{0,8,84},{0,8,20},{21,8,227},{19,7,43},{0,8,116},

{0,8,52},{0,9,201},{17,7,13},{0,8,100},{0,8,36},{0,9,169},{0,8,4},

{0,8,132},{0,8,68},{0,9,233},{16,7,8},{0,8,92},{0,8,28},{0,9,153},

{20,7,83},{0,8,124},{0,8,60},{0,9,217},{18,7,23},{0,8,108},{0,8,44},

{0,9,185},{0,8,12},{0,8,140},{0,8,76},{0,9,249},{16,7,3},{0,8,82},

{0,8,18},{21,8,163},{19,7,35},{0,8,114},{0,8,50},{0,9,197},{17,7,11},

{0,8,98},{0,8,34},{0,9,165},{0,8,2},{0,8,130},{0,8,66},{0,9,229},

{16,7,7},{0,8,90},{0,8,26},{0,9,149},{20,7,67},{0,8,122},{0,8,58},

{0,9,213},{18,7,19},{0,8,106},{0,8,42},{0,9,181},{0,8,10},{0,8,138},

{0,8,74},{0,9,245},{16,7,5},{0,8,86},{0,8,22},{64,8,0},{19,7,51},

{0,8,118},{0,8,54},{0,9,205},{17,7,15},{0,8,102},{0,8,38},{0,9,173},

{0,8,6},{0,8,134},{0,8,70},{0,9,237},{16,7,9},{0,8,94},{0,8,30},

{0,9,157},{20,7,99},{0,8,126},{0,8,62},{0,9,221},{18,7,27},{0,8,110},

{0,8,46},{0,9,189},{0,8,14},{0,8,142},{0,8,78},{0,9,253},{96,7,0},

{0,8,81},{0,8,17},{21,8,131},{18,7,31},{0,8,113},{0,8,49},{0,9,195},

{16,7,10},{0,8,97},{0,8,33},{0,9,163},{0,8,1},{0,8,129},{0,8,65},

{0,9,227},{16,7,6},{0,8,89},{0,8,25},{0,9,147},{19,7,59},{0,8,121},

{0,8,57},{0,9,211},{17,7,17},{0,8,105},{0,8,41},{0,9,179},{0,8,9},

{0,8,137},{0,8,73},{0,9,243},{16,7,4},{0,8,85},{0,8,21},{16,8,258},

{19,7,43},{0,8,117},{0,8,53},{0,9,203},{17,7,13},{0,8,101},{0,8,37},

{0,9,171},{0,8,5},{0,8,133},{0,8,69},{0,9,235},{16,7,8},{0,8,93},

{0,8,29},{0,9,155},{20,7,83},{0,8,125},{0,8,61},{0,9,219},{18,7,23},

{0,8,109},{0,8,45},{0,9,187},{0,8,13},{0,8,141},{0,8,77},{0,9,251},

{16,7,3},{0,8,83},{0,8,19},{21,8,195},{19,7,35},{0,8,115},{0,8,51},

{0,9,199},{17,7,11},{0,8,99},{0,8,35},{0,9,167},{0,8,3},{0,8,131},

{0,8,67},{0,9,231},{16,7,7},{0,8,91},{0,8,27},{0,9,151},{20,7,67},

{0,8,123},{0,8,59},{0,9,215},{18,7,19},{0,8,107},{0,8,43},{0,9,183},

{0,8,11},{0,8,139},{0,8,75},{0,9,247},{16,7,5},{0,8,87},{0,8,23},

{64,8,0},{19,7,51},{0,8,119},{0,8,55},{0,9,207},{17,7,15},{0,8,103},

{0,8,39},{0,9,175},{0,8,7},{0,8,135},{0,8,71},{0,9,239},{16,7,9},

{0,8,95},{0,8,31},{0,9,159},{20,7,99},{0,8,127},{0,8,63},{0,9,223},

{18,7,27},{0,8,111},{0,8,47},{0,9,191},{0,8,15},{0,8,143},{0,8,79},

{0,9,255}

};

static const code distfix[32] = {

{16,5,1},{23,5,257},{19,5,17},{27,5,4097},{17,5,5},{25,5,1025},

{21,5,65},{29,5,16385},{16,5,3},{24,5,513},{20,5,33},{28,5,8193},

{18,5,9},{26,5,2049},{22,5,129},{64,5,0},{16,5,2},{23,5,385},

{19,5,25},{27,5,6145},{17,5,7},{25,5,1537},{21,5,97},{29,5,24577},

{16,5,4},{24,5,769},{20,5,49},{28,5,12289},{18,5,13},{26,5,3073},

{22,5,193},{64,5,0}

};

// парадак для длін кодаў

const unsigned short codeLengthOrder[19] =

{ 16, 17, 18, 0, 8, 7, 9, 6, 10, 5, 11, 4, 12, 3, 13, 2, 14, 1, 15 };

// табліцы для дадатковых (extra) і стандартных (base) длін і дыстанцый

static const unsigned short lengthBase[31] = { /\* Length codes 257..285 base \*/

3, 4, 5, 6, 7, 8, 9, 10, 11, 13, 15, 17, 19, 23, 27, 31,

35, 43, 51, 59, 67, 83, 99, 115, 131, 163, 195, 227, 258, 0, 0 };

static const unsigned short lengthExtra[31] = { /\* Length codes 257..285 extra \*/

16, 16, 16, 16, 16, 16, 16, 16, 17, 17, 17, 17, 18, 18, 18, 18,

19, 19, 19, 19, 20, 20, 20, 20, 21, 21, 21, 21, 16, 194, 65 };

static const unsigned short distBase[32] = { /\* Distance codes 0..29 base \*/

1, 2, 3, 4, 5, 7, 9, 13, 17, 25, 33, 49, 65, 97, 129, 193,

257, 385, 513, 769, 1025, 1537, 2049, 3073, 4097, 6145,

8193, 12289, 16385, 24577, 0, 0 };

static const unsigned short distExtra[32] = { /\* Distance codes 0..29 extra \*/

16, 16, 16, 16, 17, 17, 18, 18, 19, 19, 20, 20, 21, 21, 22, 22,

23, 23, 24, 24, 25, 25, 26, 26, 27, 27,

28, 28, 29, 29, 64, 64 };

enum TYPE

{

FIXED\_CODE = 1,

DYNAMIC,

ADLER32,

END

};

enum DYNAMIC\_TABLE

{

CODES,

LENS,

DISTS

};

class Decoder : public ICoder

{

private:

unsigned char\* \_encStr = new unsigned char[16384]; // радок, у каторы запісваецца сціснутая інфармацыя з файла

unsigned char\* \_outStr = new unsigned char[16384]; // радок, у каторы запісваецца дэкампрэсаваная інфармацыя

unsigned char\* \_str = new unsigned char[16384]; // радок, каторы паказвае дэкампрэсаваную інфармацыю

unsigned char\* \_end = new unsigned char[16384]; // радок, да каторага счытваць

unsigned int \_lenOut = 0; // дліна дэкампрэсаванага радка

unsigned long \_len;

unsigned int \_availableEnc; // даступная колькасць байтаў для разархівацыі

unsigned int \_availableOut = 16384; // даступная колькасць байтаў для запіса ў файл

unsigned short \_header; // хэдэр

unsigned short \_type; // тып табліцы (1 - статычная, 2 - дынамічная)

bool \_last; // індыкатар апошняга блока

unsigned int \_readBytes; // колькасць прачытаных байтаў

unsigned int \_numOfCodeLen; // нумар дліны кодаў

unsigned long \_bitBuffer; // буфер для бітоў

unsigned int \_bitsToEnc; // колькасць бітоў для дэкампрэсіі

const code\* \_lengthCode = lenfix; // фіксаваная табліца для длін і сімвалаў

const code\* \_distCode = distfix; // фіксаваная табліца для дыстанцый

unsigned int \_lengthBits = 9; // максімальная колькасць бітоў для длін і сімвалаў

unsigned int \_distBits = 5; // колькасць бітоў для дыстанцый

unsigned char\* \_lastToRead; // радок, да якога счытваць

unsigned int \_nLen; // максімальная дліна кода сімвалаў/длін

unsigned int \_nDist; // максімальная дліна кода дыстанцый

unsigned int \_nCode; // максімальная дліна длін кода

unsigned short \_codeLength[320]; // табліца длін кадоў

unsigned short \_codeTable[288]; // табліца кадоў

code \_codes[1444]; // табліца з кадамі і змяшчэннямі

unsigned long \_adler32 = 1;

Logger \_logger;

FileContainer \_container;

File \_fileData;

public:

Decoder(Logger& logger, FileContainer& container)

{

\_logger = logger;

\_container = container;

}

void Decompression();

// праверка файлавых хэдэраў

void CheckFileHeader();

// счытаць біты

void ReadBits(unsigned int amount);

// счытаць байт

void PullByte();

// забраць біты з буфера

unsigned int GetBits(unsigned int amount);

// ачысціць буфер і вольныя біты

void ClearBitsAndBuf();

// "скінуць" прачытаныя біты

void DropBits(unsigned int amount);

// функцыя дэкампрэсіі

void Decode();

// дэкампрэсія длін і сімвалаў

void EncodeLength(const code\* table, unsigned int lenMask, unsigned int distMask);

// дэкампрэсія дыстанцый

void EncodeDist(const code\* table, unsigned int len);

// праверка на сімвал канца блока

unsigned short CheckEOB();

// "дачытванне" застаўшыхся недакампрэсаваных элементаў

void CompleteRead(code& table, code& lastTable, unsigned int length);

// функцыя "пераварочвання" значэнне чэк-сумы

unsigned long SwapAdler();

// счытванне табліцы

void ReadTable();

// стварэнне табліц хафмана

void CreateHuffmanTables();

// ставрэнне табліцы хафмана

void CreateHuffmanTable(int type, unsigned short\* lens, unsigned int codes, code\*\* TablePtr, unsigned int\* bits);

};

\\ файл “Decoder.cpp”

#include <iostream>

#include "Decoder.h"

#include "Exceptions.h"

void Decoder::Decompression()

{

\_len = \_availableEnc = ReadFromFile(\_container, \_encStr);

\_fileData = \_container.GetTop()->data;

CheckFileHeader();

while (1)

{

while (1)

{

if (\_type == FIXED\_CODE)

{

// працэс дэкадавання

if (\_availableEnc >= 6 && \_availableOut >= 258)

{

Decode();

break;

}

\_type = CheckEOB(); // праверка на сівал канца файла і дазапіс

}

// счытванне дадзеных для дынамічных табліц і іх далейшае будаванне

if (\_type == DYNAMIC)

{

ReadTable();

CreateHuffmanTables();

}

if (\_type == ADLER32)

{

ReadBits(32); // счытвенне 4 байтаў, у каторых ляжыць чэк-сума

\_adler32 = Adler32(\_str, \_adler32, \_lenOut);

if (\_adler32 != SwapAdler())

{

throw InvalidAdlerException(\_fileData.fileName);

}

\_type = END;

break;

}

}

if (\_type == END)

{

WriteToFile(\_container, (char\*)\_str);

break;

}

}

}

void Decoder::CheckFileHeader()

{

ReadBits(16); // счытванне магічнай лічбы

if (\_bitBuffer != 0x9c78)

{

throw InvalidMagicException(\_fileData.fileName);

}

ClearBitsAndBuf();

ReadBits(3); // счтыванне хэдэраў блока

\_last = GetBits(1);

DropBits(1);

\_type = GetBits(2); // від блока

DropBits(2);

if (\_type == 3)

{

throw InvalidHeaderException(\_fileData.fileName);

}

}

void Decoder::ReadBits(unsigned int amount)

{

// счытваем пакуль ёсць месца для даступных бітоў

while (\_bitsToEnc < amount)

{

PullByte();

}

}

void Decoder::PullByte()

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

\_readBytes++;

\_availableEnc--;

}

void Decoder::DropBits(unsigned int amount)

{

\_bitBuffer >>= amount;

\_bitsToEnc -= amount;

}

unsigned int Decoder::GetBits(unsigned int amount)

{

return \_bitBuffer & ((1 << amount) - 1);

}

void Decoder::ClearBitsAndBuf()

{

\_bitsToEnc = 0;

\_bitBuffer = 0;

}

void Decoder::Decode()

{

const code\* tablePtr; // табліца

unsigned int lengthMask = (1 << \_lengthBits) - 1; // маска для длін

unsigned int distMask = (1 << \_distBits) - 1; // маска для дыстанцый

\_lastToRead = \_encStr + (\_availableEnc - 5);

\_end = \_outStr + (\_availableOut - 257);

do

{

if (\_bitsToEnc < 15)

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

}

tablePtr = \_lengthCode + (\_bitBuffer & lengthMask);

EncodeLength(tablePtr, lengthMask, distMask);

} while (\_encStr < \_lastToRead && \_outStr < \_end);

unsigned int unusedBytes = \_bitsToEnc >> 3; // невыкарыставаныя байты

\_encStr -= unusedBytes;

\_bitsToEnc -= unusedBytes << 3;

\_bitBuffer &= (1 << \_bitsToEnc) - 1;

// змена колькасці байтаў даступных для дэкадавання

if (\_encStr < \_lastToRead)

{

\_availableEnc = 5 + (\_lastToRead - \_encStr);

}

else

{

\_availableEnc = 5 - (\_encStr - \_lastToRead);

}

// змена колькасці байтаў даступных для запіс у файл

if (\_outStr < \_end)

{

\_availableOut = 257 + (\_end - \_outStr);

}

else

{

\_availableOut += 257 - (\_outStr - \_end);

}

}

void Decoder::EncodeLength(const code\* table, unsigned int lenMask, unsigned int distMask)

{

unsigned int length = 0;

unsigned int bits = table->bits; // біты

unsigned int indicator = (unsigned int)table->indicator;

\_bitBuffer >>= bits;

\_bitsToEnc -= bits;

\_str = \_outStr - \_lenOut;

if (indicator == 0) // калі сімвал

{

\*\_outStr++ = (char)table->value;

\_lenOut++;

\_len--;

\_readBytes++;

}

else if (indicator & 16) // калі сустрэлася дліна

{

length = table->value; // значэнне дліны

indicator &= 15;

if (indicator)

{

if (\_bitsToEnc < indicator)

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

}

length += \_bitBuffer & ((1 << indicator) - 1); // дабаўленне дад. бітоў

\_bitBuffer >>= indicator;

\_bitsToEnc -= indicator;

}

if (\_bitsToEnc < 15)

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

}

table = \_distCode + (\_bitBuffer & distMask); // табліца для дыстанцый

EncodeDist(table, length);

}

else if ((indicator & 64) == 0)

{

table = \_lengthCode + table->value + (\_bitBuffer & ((1 << indicator) - 1)); // табліца для вялікіх длін

EncodeLength(table, lenMask, distMask);

}

}

void Decoder::EncodeDist(const code\* table, unsigned int length)

{

unsigned int bits = table->bits;

unsigned int distance = 0;

unsigned int indicator = 0;

\_bitBuffer >>= bits;

\_bitsToEnc -= bits;

indicator = table->indicator;

if (indicator & 16) // дыстанцыя

{

distance = table->value;

indicator &= 15;

if (\_bitsToEnc < indicator)

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

if (\_bitsToEnc < indicator)

{

\_bitBuffer += \*\_encStr++ << \_bitsToEnc;

\_bitsToEnc += 8;

}

}

distance += \_bitBuffer & ((1 << indicator) - 1); // дабаўленне дад. бітоў

\_bitBuffer >>= indicator;

\_bitsToEnc -= indicator;

unsigned char\* readFrom = \_outStr - distance;

// запіс супадзення

for (int i = 0; i < length; i++)

{

\*\_outStr++ = \*readFrom++;

\_lenOut++;

\_len--;

\_readBytes++;

}

}

else if ((indicator & 64) == 0)

{

table = \_distCode + table->value + (\_bitBuffer & ((1 << indicator) - 1)); // дабаўленне дад.бітоў для вялікіх дыстанцый

EncodeDist(table, length);

}

}

void Decoder::ReadTable()

{

ReadBits(14);

\_nLen = GetBits(5) + 257; // счытванне колькасць длін

DropBits(5);

\_nDist = GetBits(5) + 1; // счытванне колькасці дыстанцый

DropBits(5);

\_nCode = GetBits(4) + 4; // счытванне колькасці длін кодаў

DropBits(4);

}

void Decoder::CreateHuffmanTables()

{

\_readBytes = 0;

// счытванне длін кодаў

while (\_numOfCodeLen < \_nCode)

{

ReadBits(3);

\_codeLength[codeLengthOrder[\_numOfCodeLen++]] = (unsigned short)GetBits(3);

DropBits(3);

}

while (\_numOfCodeLen < 19)

{

\_codeLength[codeLengthOrder[\_numOfCodeLen++]] = 0;

}

unsigned int length = 0;

unsigned int copy = 0;

code table;

code\* next = \_codes;

\_lengthCode = next;

\_lengthBits = 7; // максімальная колькасць бітоў для дліны

CreateHuffmanTable(CODES, \_codeLength, 19, &next, &\_lengthBits);

\_numOfCodeLen = 0;

// счытванне дліны кодаў для дынамічны' табліц сімвалаў/длін і дыстанцый

while (\_numOfCodeLen < \_nLen + \_nDist)

{

while (1)

{

table = \_lengthCode[GetBits(\_lengthBits)];

if (table.bits <= \_bitsToEnc)

{

break;

}

PullByte();

}

// счытана звычайная дліна, запіс у табліцу

if (table.value < 16)

{

DropBits(table.bits);

\_codeLength[\_numOfCodeLen++] = table.value;

}

else

{

// счытана дліна з колькасцю паўтораў

if (table.value == 16) // для длін не роўных нулю

{

ReadBits(table.bits + 2);

DropBits(table.bits);

length = \_codeLength[\_numOfCodeLen - 1];

copy = 3 + GetBits(2);

DropBits(2);

}

else if (table.value == 17) // для длін роўных длін

{

ReadBits(table.bits + 3);

DropBits(table.bits);

length = 0;

copy = 3 + GetBits(3);

DropBits(3);

}

else // для длін роўных длін

{

ReadBits(table.bits + 7);

DropBits(table.bits);

length = 0;

copy = 11 + GetBits(7);

DropBits(7);

}

while (copy--) // запіс аднолькавых длін

{

\_codeLength[\_numOfCodeLen++] = (unsigned short)length;

}

}

}

next = \_codes;

\_lengthCode = next;

\_lengthBits = 9;

CreateHuffmanTable(LENS, \_codeLength, \_nLen, &next, &\_lengthBits); // будаванне табліцы для сімвалаў/длін

\_distCode = next;

\_distBits = 6;

CreateHuffmanTable(DISTS, \_codeLength + \_nLen, \_nDist, &next, &\_distBits); // будаванне табліц для дыстанцый

\_type = FIXED\_CODE;

}

void Decoder::CreateHuffmanTable(int type, unsigned short\* lens, unsigned int codes, code\*\* TablePtr, unsigned int\* bits)

{

unsigned short count[16];

unsigned short offset[16];

// абнуленне масіва

for (int i = 0; i <= 15; i++)

{

count[i] = 0;

}

// падлічванне колькасці

unsigned int symbol = 0;

for (; symbol < codes; symbol++)

{

count[lens[symbol]]++;

}

unsigned max = 15;

unsigned root = \*bits;

// пошук максімальнай дліны

for (; max >= 1; max--)

{

if (count[max] != 0)

{

break;

}

}

if (root > max)

{

root = max;

}

unsigned min;

// пошук мінімальнай дліны

for (min = 1; min < max; min++)

{

if (count[min] != 0)

{

break;

}

}

if (root < min)

{

root = min;

}

//фармаванне змяшчэнняў для далейшай сартыроўкі

unsigned int len = 0;

offset[1] = 0;

for (len = 1; len < 15; len++)

{

offset[len + 1] = offset[len] + count[len];

}

// фармаванне кодавай табліцы па ўзрастанню дліны па сімвалу

for (symbol = 0; symbol < codes; symbol++)

{

if (lens[symbol] != 0)

{

\_codeTable[offset[lens[symbol]]++] = (unsigned short)symbol;

}

}

const unsigned short\* base = nullptr, \* extra = nullptr;

unsigned int match = 0;

// ініцыалізацыя супадзенняў, дад. бітоў і базы

if (type == CODES)

{

base = extra = \_codeTable;

match = 20;

}

else if (type == LENS)

{

base = lengthBase;

extra = lengthExtra;

match = 257;

}

else if (type == DISTS)

{

base = distBase;

extra = distExtra;

match = 0;

}

code\* next = \*TablePtr;

code table;

int left = 0;

symbol = 0;

unsigned int huff = 0; // код

unsigned int startLen = min; // пачатак індэкса дліны

unsigned int currentInd = root; // бягучы індэкс

unsigned int drop = 0; // колькасць бітоў, каторыя трэба "апусціць"

unsigned int low = (unsigned)(-1); // трыгар для суб-табліцы

unsigned int usedEntry = 1 << root;

unsigned int mask = usedEntry - 1; // макса для параўнання з трыгерам

unsigned int inc = 0;

unsigned int fill = 0;

while (1)

{

table.bits = (unsigned char)(startLen - drop); // колькасць бітоў

if (\_codeTable[symbol] + 1 < match) // для сімвалаў і длін кодаў

{

table.indicator = (unsigned char)0;

table.value = \_codeTable[symbol];

}

else if (\_codeTable[symbol] >= match) // для длін і дыстанцый

{

table.indicator = (unsigned char)(extra[\_codeTable[symbol] - match]);

table.value = base[\_codeTable[symbol] - match];

}

else

{

table.indicator = (unsigned char)(32 + 64); // сімвал канец блока

table.value = 0;

}

// фармаванне і запіс кодаў ў табліцу

inc = 1 << (startLen - drop);

fill = 1 << currentInd;

min = fill;

do

{

fill -= inc;

next[(huff >> drop) + fill] = table;

} while (fill != 0);

inc = 1 << (startLen - 1);

while (huff & inc)

{

inc >>= 1;

}

if (inc != 0)

{

huff &= inc - 1;

huff += inc;

}

else

{

huff = 0;

}

// пераход да наступнага сімвала

symbol++;

// змена індэкса пачатку дліны і колькасці

if (--(count[startLen]) == 0)

{

if (startLen == max)

{

break;

}

startLen = lens[\_codeTable[symbol]];

}

// будаванне суб-табліцы

if (startLen > root && (huff & mask) != low)

{

if (drop == 0)

{

drop = root;

}

// зрух на мінімальнае змяшчэнне былой табліцы

next += min;

// вызначаем памеры наступнай табліцы

currentInd = startLen - drop;

left = (int)(1 << currentInd);

while (currentInd + drop < max)

{

left -= count[currentInd + drop];

if (left <= 0)

{

break;

}

currentInd++;

left <<= 1;

}

usedEntry += 1 << currentInd;

// пачатак суб-табліцы

low = huff & mask;

(\*TablePtr)[low].indicator = (unsigned char)currentInd;

(\*TablePtr)[low].bits = (unsigned char)root;

(\*TablePtr)[low].value = (unsigned short)(next - \*TablePtr);

}

}

\*TablePtr += usedEntry;

\*bits = root;

}

unsigned short Decoder::CheckEOB()

{

code table;

while (1)

{

table = \_lengthCode[GetBits(\_lengthBits)];

if (table.bits <= \_bitsToEnc)

{

break;

}

PullByte();

}

code lastTable;

// пошук дад. бітоў для длін

if (table.indicator && (table.indicator & 0xf0) == 0)

{

lastTable = table;

while (1)

{

table = \_lengthCode[lastTable.value + (GetBits(lastTable.bits + lastTable.indicator) >> lastTable.bits)];

if ((unsigned)(lastTable.bits + table.bits) <= \_bitsToEnc)

{

break;

}

PullByte();

}

DropBits(lastTable.bits);

}

unsigned int length = (unsigned)table.value;

DropBits(table.bits);

if (table.indicator & 32) // сімвал канца блока

{

\_bitBuffer >>= \_bitsToEnc & 7;

\_bitsToEnc -= \_bitsToEnc & 7;

return ADLER32;

}

if ((int)(table.indicator) == 0) // звычайны сімвал

{

\*\_outStr++ = (unsigned char)length;

\_availableOut--;

\_lenOut++;

return FIXED\_CODE;

}

CompleteRead(table, lastTable, length);

return FIXED\_CODE;

}

void Decoder::CompleteRead(code& table, code& lastTable, unsigned int length)

{

unsigned int extra = (unsigned)(table.indicator) & 15;

unsigned int offset = 0;

// счытванне дад. бітоў

if (extra != 0)

{

ReadBits(extra);

length += GetBits(extra);

DropBits(extra);

}

// атрыманне дыстанцыі

while (1)

{

table = \_distCode[GetBits(\_distBits)];

if ((unsigned)(table.bits) <= \_bitsToEnc)

{

break;

}

PullByte();

}

// пошук дад. бітоў

if ((table.indicator & 0xf0) == 0)

{

lastTable = table;

while (1)

{

table = \_distCode[lastTable.value + (GetBits(lastTable.bits + lastTable.indicator) >> lastTable.bits)];

if ((unsigned)(lastTable.bits + table.bits) <= \_bitsToEnc)

{

break;

}

PullByte();

}

DropBits(lastTable.bits);

}

DropBits(table.bits);

offset = table.value;

extra = (unsigned)table.indicator & 15;

unsigned char\* readFrom = 0;

unsigned int copy = 0, left = \_availableOut;

// атрыманне дад. біт дыстанцыі

if (extra != 0)

{

ReadBits(extra);

offset += GetBits(extra);

DropBits(extra);

}

// супадзенне

readFrom = \_outStr - offset;

copy = length;

if (copy > left)

{

copy = left;

}

// запіс супадзення ў выходны радок

left -= copy;

do

{

\*\_outStr++ = \*readFrom++;

\_availableOut--;

\_lenOut++;

} while (--copy);

}

unsigned long Decoder::SwapAdler()

{

return (((\_bitBuffer >> 24) & 0xff) + ((\_bitBuffer >> 8) & 0xff00) + ((\_bitBuffer & 0xff00) << 8) + ((\_bitBuffer & 0xff) << 24));

}

**ПРЫДАТАК Б***(абавязковы)*

Скрыншоты працы праграмы.

Малюнак Б.1 прадстаўляе вынік праграмы без уваходных аргументаў.
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Малюнак Б.1 – прыклад праграмы пры адсутніцтве аргументаў

Малюнак Б.2 і Б.3 прадстаўляны увод для выканання кампрэсіі і дэкампрэсіі адпаведна.

![](data:image/png;base64,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)

Малюнак Б.2 – прыклад увода для выканання кампрэсіі.
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Малюнак Б.3 – прыклад увода для выканання дэкампрэсіі.

На малюнку Б.4 прадстаўлены файл да кампрэсіі, на малюнку Б.5 – пасля кампрэсіі і на малюнку Б.6 – пасля дэкампрэсіі.

![](data:image/png;base64,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)

Малюнак Б.4 – змест файла да кампрэсіі.
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Малюнак Б.5 – змест файла пасля кампрэсіі.
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Малюнак Б.6 – змест файла пался дэкампрэсіі.

На малюнках Б.7 і Б.8 прадстаўлены дзве памылкі адпаведна: няправільна ўвод назвы файла і некарэктны фармат файла для дэкампрэсіі.
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Малюнак Б.7 – вывад памылкі няправільна ўведзенага ім файла.
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Малюнак Б.8 – вывад памылкі няправільнага фармата файла (некарэктны хэдэр) для сціснутага файла.

**ПРЫДАТАК В***(абавязковы)*

UML-дыяграма класаў

**ПРЫДАТАК Г**

*(абавязковы)*

Блок-схема алгарытмаў функцый Adler32() і ReadTable()

**ПРЫДАТАК Д**

(абавязковы)

Ведамасць дакументаў.