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## Постановка задачи

Реализовать шаблонный ассоциативный массив (map) на основе красно-черного дерева.

## Описание и оценка временной сложности методов

|  |  |  |
| --- | --- | --- |
| Название метода | Описание | Временная сложность |
| void left\_rotate(Node<Key, Value>\* curret) | Левый поворот | O(lg(n)) |
| void right\_rotate(Node<Key, Value>\* curret); | Правый поворот | O(lg(n)) |
| void insert(Key key, Value value); | Вставка элемента | O(lg(n)) |
| void Insert\_fixup(Node<Key, Value>\* newNode); | Восстановление свойств после вставки | O(lg(n)) |
| void remove(Key key); | Удаление элемента | O(h) |
| void Remove\_fixup(Node<Key, Value>\* x); | Восстановление свойств после удаления | O(h) |
| Node<Key, Value>\* find(Key key) | Поиск элемента по ключу | O(lg(n)) |

## Описание реализованный unit-тестов

|  |  |
| --- | --- |
| Название теста |  |
| RBTree\_Test1 | Проверяет вставку элементов в дерево |
| RBTree\_Test2 | Проверяет удаление элемента в дереве |
| RBTree\_Test3 | Проверяет поиск элемента (элемент есть в дереве) |
| RBTree\_Test4 | Проверяет поиск элемента (элемента нет в дереве) |
| RBTree\_Test5 | Проверяет на вызов исключение, при попытке вывести список ключей пустого дерева |
| RBTree\_Test6 | Проверяет на вызов исключение, при попытке вывести список значений пустого дерева |
| RBTree\_Test7 | Проверка метода очистки дерева |
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![](data:image/png;base64,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)

![](data:image/png;base64,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)

## Листинг

**BRTree.h**

#ifndef BRTree\_H

#define BRTree\_H

#include"NodeBRTree.h"

#include"stack.h"

#include"List.h"

template <typename Key, typename Value>

class RBTree

{

private:

Node<Key, Value>\* nil = new Node<Key, Value>();

void Insert\_fixup(Node<Key, Value>\* newNode);

void Remove\_fixup(Node<Key, Value>\* x);

void left\_rotate(Node<Key, Value>\* curret);

void right\_rotate(Node<Key, Value>\* curret);

public:

RBTree();

~RBTree();

Node<Key, Value>\* Root;

void insert(Key key, Value value); // добавление элемента с ключом и значением

void remove(Key key); // удаление элемента дерева по ключу

Node<Key, Value>\* find(Key key)// поиск элемента по ключу

{

if (Root == nullptr) {

throw "No such element exists";

}

else {

Node<Key, Value>\* iter;

iter = Root;

for (;;) {

if (key <= iter->key) {

if (iter->key == key) {

return iter;

}

if (iter->Lnext == nil) {

throw "No such element exists";

}

iter = iter->Lnext;

}

else {

if (iter->key == key) {

return iter;

}

if (iter->Rnext == nil) {

throw "No such element exists";

}

iter = iter->Rnext;

}

}

}

}

void transplant(Node<Key, Value>\* U, Node<Key, Value>\* V);

void clear(); // очищение ассоциативного массива

void preorder(Node<Key, Value>\* node);

List<Key>\* get\_keys(); // возвращает список ключей

List<Value>\* get\_values(); // возвращает список значений

Node<Key, Value>\* get\_nil();

void print(); // вывод в консоль

};

#endif

**functionList.h**

#include"List.h"

#include"NodeBRTree.h"

template <typename Data>

List<Data>::List()

{

head = nullptr;

tail = nullptr;

size = 0;

}

template <typename Data>

List<Data>::~List()

{

clear();

}

template <typename Data>

void List<Data>::reset\_list()

{

tail = nullptr;

head = nullptr;

}

template <typename Data>

unsigned int List<Data>::get\_size()

{

return size;

}

template <typename Data>

void List<Data>::push\_back(Data date)

{

if (size == 0) {

head = new ListNode(date);

tail = head;

}

else {

tail->next = new ListNode(date);

tail = tail->next;

}

size++;

}

template <typename Data>

void List<Data>::push\_front(Data date)

{

if (size == 0) {

head = new ListNode(date);

tail = head;

}

else {

head = new ListNode(date, head);

}

size++;

}

template <typename Data>

void List<Data>::pop\_back() {

if (size == 0) return;

if (size == 1) {

delete head;

reset\_list();

}

else {

Node\* current = head;

while (current->next != tail) {

current = current->next;

}

current->next = nullptr;

delete tail;

tail = current;

}

size--;

}

template <typename Data>

void List<Data>::pop\_front() {

if (size == 0) {

return;

}

if (size == 1) {

delete head;

reset\_list();

}

else {

ListNode\* current = head;

head = head->next;

delete current;

}

size--;

}

template <typename Data>

void List<Data>::print\_to\_console() {

if (size == 0) {

return;

}

else {

unsigned int index = get\_size();

ListNode\* current = head;

while (index != 0) {

std::cout << current->value << " ";

current = current->next;

index--;

}

std::cout << std::endl;

}

}

template <typename Data>

void List<Data>::clear()

{

while (size != 0)

{

pop\_front();

}

}

template <typename Data>

bool List<Data>::isEmpty() {

if (size != 0) {

return 0;

}

return 1;

}

template <typename Data>

Data List<Data>::at(unsigned int index)

{

if (index >= size) {

throw std::out\_of\_range("Index is greater than list size");

}

else {

ListNode\* current = head;

unsigned int counter = 0;

while (counter != index) {

current = current->next;

counter++;

}

return current->data;

}

}

**functionBRTree.h**

#include"List.h"

#include"NodeBRTree.h"

#include"stack.h"

#include <stdexcept>

#include<iostream>

template <typename Key, typename Value>

RBTree<Key, Value>::RBTree()

{

Root = nil;

}

template <typename Key, typename Value>

RBTree<Key, Value>::~RBTree()

{

clear(Root);

nil= nullptr;

Root = nullptr;

}

template <typename Key, typename Value>

Node<Key,Value>\* RBTree<Key, Value>::get\_nil()

{

return nil;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::preorder(Node<Key, Value>\* node) {

if (node == nullptr || node == nil) return;

preorder(node->Lnext);

preorder(node->Rnext);

delete node;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::clear() {

preorder(Root);

delete nil;

nil = nullptr;

Root = nullptr;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::left\_rotate(Node<Key, Value>\* x) {

Node<Key, Value>\* y;

y = x->Rnext;

x->Rnext = y->Lnext;

if (y->Lnext != nil) {

y->Lnext->parent = x;

}

y->parent = x->parent;

if (x->parent == nil) {

Root = y;

}

else if (x == x->parent->Lnext)

{

x->parent->Lnext = y;

}

else

{

x->parent->Rnext = y;

}

y->Lnext = x;

x->parent = y;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::right\_rotate(Node<Key, Value>\* x) {

Node<Key, Value>\* y = new Node<Key, Value>;

y = x->Lnext;

x->Lnext = y->Rnext;

if (y->Rnext != nil) {

y->Rnext->parent = x;

}

y->parent = x->parent;

if (x->parent == nil) {

Root = y;

}

else if (x == x->parent->Rnext)

{

x->parent->Rnext = y;

}

else

{

x->parent->Lnext = y;

}

y->Rnext = x;

x->parent = y;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::insert(Key key, Value value)

{

if (Root == nil) {

Node<Key, Value>\* kkk = new Node<Key, Value>(key, value, 'b', nil, nil, nil);

Root = kkk;

}

else {

Node<Key, Value>\* iter;

iter = Root;

for (;;) {

if (key <= iter->key) {

if (iter->Lnext == nil) {

iter->Lnext = new Node<Key, Value>(key, value, 'r', iter, nil, nil);

Insert\_fixup(iter->Lnext);

break;

}

iter = iter->Lnext;

}

else {

if (iter->Rnext == nil) {

iter->Rnext = new Node<Key, Value>(key, value, 'r', iter, nil, nil);

Insert\_fixup(iter->Rnext);

break;

}

iter = iter->Rnext;

}

}

}

}

template <typename Key, typename Value>

void RBTree<Key, Value>::Insert\_fixup(Node<Key, Value>\* newNode) {

while (newNode != Root && newNode->parent->colour == 'r')

{

if (newNode->parent == newNode->parent->parent->Lnext) {

Node<Key, Value>\* y;

y = newNode->parent->parent->Rnext;

if (y->colour == 'r') {

newNode->parent->colour = 'b';

y->colour = 'b';

newNode->parent->parent->colour = 'r';

newNode = newNode->parent->parent;

}

else {

if (newNode == newNode->parent->Rnext) {

newNode = newNode->parent;

left\_rotate(newNode);

}

newNode->parent->colour = 'b';

newNode->parent->parent->colour = 'r';

right\_rotate(newNode->parent->parent);

}

}

else {

Node<Key, Value>\* y;

y = newNode->parent->parent->Lnext;

if (y->colour == 'r') {

newNode->parent->colour = 'b';

y->colour = 'b';

newNode->parent->parent->colour = 'r';

newNode = newNode->parent->parent;

}

else {

if (newNode == newNode->parent->Lnext) {

newNode = newNode->parent;

right\_rotate(newNode);

}

newNode->parent->colour = 'b';

newNode->parent->parent->colour = 'r';

left\_rotate(newNode->parent->parent);

}

}

}

Root->colour = 'b';

}

template <typename Key, typename Value>

void RBTree<Key, Value>::Remove\_fixup(Node<Key, Value>\* x) {

while (x != Root && x->colour == 'b')

{

if (x == x->parent->Lnext) {

Node<Key, Value>\* w;

w = x->parent->Rnext;

if (w->colour == 'r') {

w->colour = 'b';

x->parent->colour = 'r';

left\_rotate(x->parent);

w = x->parent->Rnext;

}

if (w->Lnext->colour == 'b' && w->Rnext->colour == 'b') {

w->colour = 'r';

x = x->parent;

}

else

{

if (w->Rnext->colour == 'b') {

w->Lnext->colour = 'b';

w->colour = 'r';

right\_rotate(w);

w = x->parent->Rnext;

}

w->colour = x->parent->colour;

x->parent->colour = 'b';

w->Rnext->colour = 'b';

left\_rotate(x->parent);

x = Root;

}

}

else

{

Node<Key, Value>\* w;

w = x->parent->Lnext;

if (w->colour == 'r') {

w->colour = 'b';

x->parent->colour = 'r';

right\_rotate(x->parent);

w = x->parent->Lnext;

}

if (w->Rnext->colour == 'b' && w->Lnext->colour == 'b') {

w->colour = 'r';

x = x->parent;

}

else

{

if (w->Lnext->colour == 'b') {

w->Rnext->colour = 'b';

w->colour = 'r';

left\_rotate(w);

w = x->parent->Lnext;

}

w->colour = x->parent->colour;

x->parent->colour = 'b';

w->Lnext->colour = 'b';

right\_rotate(x->parent);

x = Root;

}

}

}

x->colour = 'b';

}

template <typename Key, typename Value>

void RBTree<Key, Value>::remove(Key key) {

Node<Key, Value>\* y;

Node<Key, Value>\* Z;

Node<Key, Value>\* X;

Z = find(key);

y = Z;

char y\_o\_colour = y->colour;

if (Z->Lnext == nil) {

X = Z->Rnext;

transplant(Z, Z->Rnext);

}

else if (Z->Rnext == nil)

{

X = Z->Lnext;

transplant(Z, Z->Lnext);

}

else

{

y = y->Rnext;

while (y->Lnext != nil)

{

y = y->Lnext;

}

y\_o\_colour = y->colour;

X = y->Rnext;

if (y->parent == Z) {

X->parent = y;

}

else

{

transplant(y, y->Rnext);

y->Rnext = Z->Rnext;

y->Rnext->parent = y;

}

transplant(Z, y);

y->Lnext = Z->Lnext;

y->Lnext->parent = y;

y->colour = Z->colour;

}

if (y\_o\_colour == 'b') {

Remove\_fixup(X);

}

}

template <typename Key, typename Value>

void RBTree<Key, Value>::transplant(Node<Key, Value>\* U, Node<Key, Value>\* V)

{

if (U->parent == nil) {

Root = V;

}

else if (U == U->parent->Lnext) {

U->parent->Lnext = V;

}

else

{

U->parent->Rnext = V;

}

V->parent = U->parent;

}

template <typename Key, typename Value>

List<Key>\* RBTree<Key, Value>::get\_keys()

{

if (Root == nil) {

throw("There is no element");

}

stack<Key, Value> stackKey;

List<Key>\* listKey = new List<Key>;

stackKey.push(Root);

bool flag = true;

Node<Key, Value>\* temp = stackKey.head->date;

while (!stackKey.isEmpty()) {

listKey->push\_back(temp->key);

if (temp->Rnext != nil) {

if (flag) {

stackKey.pop\_front();

flag = false;

}

stackKey.push(temp->Rnext);

}

if (temp->Lnext != nil) {

temp = temp->Lnext;

}

else

{

if (flag) {

stackKey.pop\_front();

}

if (!stackKey.isEmpty()) {

temp = stackKey.head->date;

}

flag = true;

}

}

return listKey;

}

template <typename Key, typename Value>

List<Value>\* RBTree<Key, Value>::get\_values()

{

if (Root == nil) {

throw("There is no element");

}

stack<Key, Value> stackValue;

List<Key>\* listValue = new List<Key>;

stackValue.push(Root);

bool flag = true;

Node<Key, Value>\* temp = stackValue.head->date;

while (!stackValue.isEmpty()) {

listValue->push\_back(temp->value);

if (temp->Rnext != nil) {

if (flag) {

stackValue.pop\_front();

flag = false;

}

stackValue.push(temp->Rnext);

}

if (temp->Lnext != nil) {

temp = temp->Lnext;

}

else

{

if (flag) {

stackValue.pop\_front();

}

if (!stackValue.isEmpty()) {

temp = stackValue.head->date;

}

flag = true;

}

}

return listValue;

}

template <typename Key, typename Value>

void RBTree<Key, Value>::print() {

List<Key>\* ListKey = get\_keys();

List<Value>\* ListValue = get\_values();

for (int i = 0; i < ListKey->get\_size(); i++) {

std::cout << ListKey->at(i) << "-" << ListValue->at(i) << std::endl;

}

}

**functionStack.h**

#include"BRTree.h"

#include"stack.h"

#include"NodeBRTree.h"

template <typename Key, typename Value>

stack<Key, Value>::stack() {

head = nullptr;

tail = nullptr;

size = 0;

}

template <typename Key, typename Value>

stack<Key, Value>::~stack() {

clear();

}

template <typename Key, typename Value>

void stack<Key, Value>::clear() {

while (size != 0)

{

pop\_front();

}

}

template <typename Key, typename Value>

bool stack<Key, Value>::isEmpty() {

if (size != 0) {

return 0;

}

return 1;

}

template <typename Key, typename Value>

void stack<Key, Value>::push(Node<Key, Value>\* date) {

if (size == 0) {

head = new stackNode(date);

tail = head;

}

else {

head = new stackNode(date, head);

}

size++;

}

template <typename Key, typename Value>

void stack<Key, Value>::pop\_front() {

if (size == 0) {

return;

}

if (size == 1) {

delete head;

reset\_list();

}

else {

stackNode\* current = head;

head = head->next;

delete current;

}

size--;

}

template <typename Key, typename Value>

void stack<Key, Value>::pop\_back() {

if (size == 0) return;

if (size == 1) {

delete head;

reset\_list();

}

else {

stackNode\* current = head;

while (current->next != tail) {

current = current->next;

}

current->next = nullptr;

delete tail;

tail = current;

}

size--;

}

template <typename Key, typename Value>

void stack<Key, Value>::reset\_list()

{

head = nullptr;

tail = nullptr;

}

**List.h**

#ifndef List\_H

#define List\_H

template <typename Data>

class List

{

public:

List();

~List();

void reset\_list();

void push\_back(Data); // adding to the end of the list

void push\_front(Data); // adding to the top of the list

void pop\_back(); // deleting the last element

void pop\_front(); // deleting the first element

unsigned int get\_size(); // getting the list size

void print\_to\_console(); // output list items to the console using a separator

void clear(); // deleting all list items

bool isEmpty(); // checking if the list is empty

Data at(unsigned int index);

private:

class ListNode {

public:

Data data;

ListNode\* next;

ListNode(Data data, ListNode\* next = nullptr)

{

this->data = data;

this->next = next;

};

~ListNode()

{

}

};

ListNode\* tail;

ListNode\* head;

unsigned int size;

};

#endif

**NodeBRTree.h**

#ifndef NodeBRTree\_H

#define NodeBRTree\_H

#include<iostream>

template <typename Key,typename Value>

class Node {

public:

Key key;

Value value;

char colour;

Node\* Lnext;

Node\* Rnext;

Node\* parent;

Node(Key key, Value value, char colour = 'b', Node\* parent = nullptr, Node\* Lnext = nullptr, Node\* Rnext = nullptr)

{

this->parent = parent;

this->key = key;

this->value = value;

this->colour = colour;

this->Lnext = Lnext;

this->Rnext = Rnext;

};

Node(char colour = 'b', Node\* parent = nullptr, Node\* Lnext = nullptr, Node\* Rnext = nullptr)

{

this->parent = parent;

this->colour = colour;

this->Lnext = Lnext;

this->Rnext = Rnext;

};

~Node()

{

value = NULL;

key = NULL;

colour = NULL;

Lnext = nullptr;

Rnext = nullptr;

parent = nullptr;

}

};

#endif

**stack.h**

#ifndef stack\_H

#define stack\_H

#include"BRTree.h"

#include"NodeBRTree.h"

template <typename Key, typename Value>

class stack

{

private:

class stackNode {

public:

Node<Key, Value>\* date;

stackNode\* next;

stackNode(Node<Key, Value>\* date = nullptr, stackNode\* next = nullptr)

{

this->date = date;

this->next = next;

};

~stackNode()

{

}

};

public:

stackNode\* head;

stackNode\* tail;

unsigned int size;

stack();

~stack();

void clear();

bool isEmpty();

void push(Node<Key, Value>\* date);

void pop\_front();

void pop\_back();

void reset\_list();

};

#endif