WEEK 1

Design principles & Patterns

*Exercise 1: Singleton Pattern*

**Code for exercise 1:**

public class Logger {

private static Logger instance;

private Logger() {

System.out.println("Logger initialized!");

}

public static Logger getInstance() {

if (instance == null) {

instance = new Logger();

}

return instance;

}

public void log(String message) {

System.out.println("Log: " + message);

}

public static void main(String[] args) {

Logger logger1 = Logger.getInstance();

logger1.log("First log message");

Logger logger2 = Logger.getInstance();

logger2.log("Second log message");

if (logger1 == logger2) {

System.out.println("Both are same instance (Singleton confirmed)");

} else {

System.out.println("Different instances – Singleton failed");

}

}

}

**Output for exercise 1:**
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***Exercise 2: Factory Method Pattern***

**Code for exercise 2:**

interface FileType {

void display();

}

class WordFile implements FileType {

public void display() {

System.out.println("Word file is now open.");

}

}

class PdfFile implements FileType {

public void display() {

System.out.println("PDF file is now open.");

}

}

class ExcelFile implements FileType {

public void display() {

System.out.println("Excel file is now open.");

}

}

abstract class FileFactory {

abstract FileType createFile();

}

class WordFileFactory extends FileFactory {

public FileType createFile() {

return new WordFile();

}

}

class PdfFileFactory extends FileFactory {

public FileType createFile() {

return new PdfFile();

}

}

class ExcelFileFactory extends FileFactory {

public FileType createFile() {

return new ExcelFile();

}

}

public class DocumentFactoryExample {

public static void main(String[] args) {

FileFactory word = new WordFileFactory();

word.createFile().display();

FileFactory pdf = new PdfFileFactory();

pdf.createFile().display();

FileFactory excel = new ExcelFileFactory();

excel.createFile().display();

}

}

**Output for exercise 2:**

**![](data:image/png;base64,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)**

Data structures and Algorithms

*Exercise 2: E-commerce Platform Search Function*

**Asymptotic Notation:**

Big O notation is used to describe the efficiency of an algorithm in terms of input size. It helps analyze how an algorithm performs as the dataset grows.

* **Best Case**: The fastest possible performance (e.g., item found at the first index).
* **Average Case**: Typical expected performance with randomly distributed data.
* **Worst Case**: The slowest performance (e.g., item is not found).

Time Complexities:

**Linear Search**:

- Best Case: O(1)

- Average Case: O(n/2)

- Worst Case: O(n)

**Binary Search**:

- Best Case: O(1)

- Average/Worst Case: O(log n)

**Code for exercise 2:**

class Product {

    int productId;

    String productName;

    String category;

    public Product(int productId, String productName, String category) {

        this.productId = productId;

        this.productName = productName;

        this.category = category;

    }

}

public class SearchFunction {

    public static int linearSearch(Product[] products, String target) {

        for (int i = 0; i < products.length; i++) {

            if (products[i].productName.equalsIgnoreCase(target)) {

                return i;

            }

        }

        return -1;

    }

    public static int binarySearch(Product[] products, String target) {

        int low = 0, high = products.length - 1;

        while (low <= high) {

            int mid = (low + high) / 2;

            int result = products[mid].productName.compareTo(target);

            if (result == 0) return mid;

            else if (result < 0) low = mid + 1;

            else high = mid - 1;

        }

        return -1;

}

    public static void main(String[] args) {

        Product[] products = new Product[] {

            new Product(105, "Book", "Education"),

            new Product(101, "Laptop", "Electronics"),

            new Product(102, "Mobile", "Electronics"),

            new Product(103, "Shampoo", "Personal Care"),

            new Product(104, "T-Shirt", "Clothing")

        };

        String searchTerm = "Shampoo";

        int linearResult = linearSearch(products, searchTerm);

        int binaryResult = binarySearch(products, searchTerm);

        System.out.println("Linear Search Result: " + linearResult);

        System.out.println("Binary Search Result: " + binaryResult);

    }

}

**Output for exercise 2:**

![](data:image/png;base64,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)

**Time Complexity Analysis:**

Linear search takes O(n) time in the worst case, while binary search takes only O(log n).

Binary search is more efficient for large, sorted datasets.

Therefore, for an e-commerce platform where speed matters, binary search is more suitable.

*Exercise 7: Financial Forecasting*

Recursion is a programming technique where a method calls itself to solve a smaller part of the problem.

It helps simplify complex tasks like mathematical sequences, tree traversals, or predictions by breaking them into smaller, manageable problems.

**Code for exercise 7:**

public class FinancialForecast {

    public static double forecastValue(double value, double rate, int years) {

        if (years == 0) return value;

        return forecastValue(value \* (1 + rate), rate, years - 1);

    }

    public static void main(String[] args) {

        double value = 10000;

        double rate = 0.10;

        int years = 5;

        double result = forecastValue(value, rate, years);

        System.out.println("Forecasted Value after " + years + " years: " + result);

    }

}

**Output for exercise 7:**

![](data:image/png;base64,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)

**Time Complexity Analysis:**

The time complexity of this recursive solution is O(n), where n is the number of years. Each recursive call performs one multiplication and reduces the year count by 1.

**Optimization Approach:**

The recursion is efficient for small values of n.

However, for large values, it may cause a stack overflow.

To optimize, we can convert the recursive logic into an iterative loop that calculates the final value using a simple for loop.