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1. **Цель работы**

Изучить принципы работы с вещественной арифметикой, форматы хранения разреженных матриц.

1. **Задание**
2. Разработать подпрограмму чтения бинарных файлов матрицы в следующем разреженном строчно-столбцовом формате (CSlR)

//size.bin: размер матрицы (тип int)

N

//iptr.bin: индексный массив начала строк/столбцов (тип int)

I1 I2 … IN+1

//jptr.bin: индексный массив столбцов/строк (тип int)

I1 I2 … IM

//altr.bin: нижний треугольник (тип double)

A1 A2 … AM

//autr.bin: верхний треугольник (тип double)

A1 A2 … AM

//di.bin: диагональ (тип double)

A1 A2 … AN

Матрицы для лабораторной работы выдаются преподавателем. В массивах altr и autr могут присутствовать нулевые элементы.

1. Разработать подпрограмму перевода разреженной матрицы из формата CSlR в плотный формат.
2. Разработать подпрограммы умножения матриц, хранящихся в плотном и разреженном форматах, на произвольный вектор длины N.
3. Выполните замер времени умножения матрицы с учётом формата её хранения (плотный или разреженный) на произвольный вектор длины N.
4. Задайте вектор
   1. Реализуйте следующую итерационную процедуру с учётом хранения матрицы Aв формате CSlR

*Выполнять пока не произойдёт особая ситуация*

* 1. Реализуйте следующую итерационную процедуру с учётом хранения матрицы Aв формате CSlR

*Выполнять пока не произойдёт особая ситуация*

Евклидова норма имеет вид

В отчёте привести результаты итераций, на которых возникли особые ситуации. Дать объяснение, предложить модификацию итерационной процедуры для обработки особых ситуаций.

1. **Программа**

Ссылка на репозиторий: <https://github.com/SoBark/Machine_Arithmetic>

1. **Ход работы**
2. Подпрограмма чтения бинарных файлов матрицы в разреженном строчно-столбцовом формате (CSlR):

Sparse\_Matrix\_CSLR::Sparse\_Matrix\_CSLR(const std::string PATH)

{

//размер матрицы

std::ifstream Reader(PATH + "size.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File size.bin was not found...");

Reader.read((char\*)&N, sizeof(N));

Reader.close();

//di

Reader.open(PATH + "di.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File di.bin was not found...");

di.resize(N);

for (int i = 0; i < N; i++)

Reader.read((char\*)&di[i], sizeof(double));

Reader.close();

//iptr

Reader.open(PATH + "iptr.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File iptr.bin was not found...");

iptr.resize(N + 1);

for (int i = 0; i < N + 1; i++)

Reader.read((char\*)&iptr[i], sizeof(int));

Reader.close();

//jptr

Reader.open(PATH + "jptr.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File jptr.bin was not found...");

int JPTR\_SIZE = iptr[N] - 1;

jptr.resize(JPTR\_SIZE);

for (int i = 0; i < JPTR\_SIZE; i++)

Reader.read((char\*)&jptr[i], sizeof(int));

Reader.close();

//altr

Reader.open(PATH + "altr.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File altr.bin was not found...");

altr.resize(JPTR\_SIZE);

for (int i = 0; i < JPTR\_SIZE; i++)

Reader.read((char\*)&altr[i], sizeof(double));

Reader.close();

//autr

Reader.open(PATH + "autr.bin", std::ios::binary);

if (!Reader.is\_open())

throw std::exception("File autr.bin was not found...");

autr.resize(JPTR\_SIZE);

for (int i = 0; i < JPTR\_SIZE; i++)

Reader.read((char\*)&autr[i], sizeof(double));

Reader.close();

}

1. Подпрограмма перевода разреженной матрицы из формата CSlR в плотный формат

void Sparse\_Matrix\_CSLR::transfer\_to\_dense(std::vector<std::vector<double>>& Matrix)

{

Matrix.resize(N);

for (int i = 0; i < N; i++)

Matrix[i].resize(N, 0.0);

//di

for (int i = 0; i < N; i++)

Matrix[i][i] = di[i];

//Заполнение верхнего и нижнего треугольников

for (int i = 0; i < N; i++)

for (int j = iptr[i] - 1; j < iptr[i + 1] - 1; j++)

{

Matrix[i][jptr[j] - 1] = altr[j];

Matrix[jptr[j] - 1][i] = autr[j];

}

}

1. Подпрограмма умножения матрицы, хранящихся в **плотном** формате, на произвольный вектор длины N:

void Dense\_Matrix::matrix\_mult\_vector(std::vector<double>& X, std::vector<double>& Res)

{

for (int i = 0; i < Res.size(); i++) Res[i] = 0;

for (int i = 0; i < Matrix.size(); i++)

for (int j = 0; j < Matrix.size(); j++)

Res[i] += Matrix[i][j] \* X[j];

}

Подпрограмма умножения матрицы, хранящихся в **разреженном** формате, на произвольный вектор длины N:

void Sparse\_Matrix\_CSLR::matrix\_mult\_vector(std::vector<double> & X, std::vector<double>& Res)

{

//инициализация результата через умножения вектора на диагональ

for (int i = 0; i < N; i++) Res[i] = X[i] \* di[i];

//проход по всем строкам и столбцам с учётом формата

for (int i = 0; i < N; i++)

for (int j = iptr[i] - 1; j < iptr[i + 1] - 1; j++)

{

Res[i] += X[jptr[j] - 1] \* altr[j];

Res[jptr[j] - 1] += X[i] \* autr[j];

}

}

1. Замеры времени работы написанных подпрограмм произведения матрицы на вектор, на примере матриц вида:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| N | Время для матрицы в формате CSLR | | Время для матрицы в плотном формате | |
| Замеры | Среднее | Замеры | Среднее |
| 7 | 8e-07 | 9e-07 | 1.9e-06 | 12.7e-07 |
| 1.1e-06 | 1e-06 |
| 8e-07 | 9e-07 |
| 8 | 6e-07 | 8.3e-07 | 9e-07 | 11.7e-07 |
| 7e-07 | 1.2e-06 |
| 1.2e-06 | 1.4e-06 |
| 9 | 9e-07 | 8e-07 | 1e-06 | 9.3e-07 |
| 7e-07 | 8e-07 |
| 8e-07 | 1e-06 |

1. Были реализованы следующие процедуры

double EuclidianNorm(std::vector<double>& Y)

{

double Norm = 0.0;

for (int i = 0; i < Y.size(); i++)

Norm += Y[i] \* Y[i];

return sqrt(Norm);

}

void Special\_case\_mult(Sparse\_Matrix\_CSLR& Matrix)

{

int steps = STEPS;

std::vector<double> X(Matrix.N, 0.0), Y(Matrix.N);

X[0] = 1.0;

std::cout << "multiplication\n||Y||\tx1" << std::endl;

for (int i = 0; i < steps; i++)

{

Matrix.matrix\_mult\_vector(X, Y);

std::cout << EuclidianNorm(Y) << "\t" << X[0] << std::endl;

X[0] \*= 10;

}

std::cout << std::endl;

}

void Special\_case\_div(Sparse\_Matrix\_CSLR& Matrix)

{

int steps = STEPS;

std::vector<double> X(Matrix.N, 0.0), Y(Matrix.N);

X[0] = 1.0;

std::cout << "division\n||Y||\tx1" << std::endl;

for (int i = 0; i < steps; i++)

{

Matrix.matrix\_mult\_vector(X, Y);

std::cout << EuclidianNorm(Y) << "\t" << X[0] << std::endl;

X[0] /= 10;

}

std::cout << std::endl;

}

В случае когда x1 растет, особая ситуация появляется после 153 итерации:

![](data:image/png;base64,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)

В случае когда x1 уменьшается, особая ситуация появляется после 162 итерации:
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Данные результаты объясняются особенностями представления вещественных чисел в оперативной памяти компьютера. В современных системах чаще всего используется стандарт **IEEE 754**, описывающий формат представления чисел с плавающей точкой. В нем описано 4 формата представления чисел с плавающей точкой, в том числе и используемый в данной программе формат двойной точностью (вещественный тип double). В этом формате **максимальное** положительное допустимое значение равно +1,797693134862315708e+308, а **минимальное** положительное допустимое значение равно +4,940656458412465441e-324. В процессе вычисления евклидовой нормы, получаемое значение начинает в первом случае превышать (а во втором принижать) допустимые значения, так как при возведении в квадрат одно из значений становиться слишком большим (все значения становиться слишком маленькими) и не помешаются в данный формат. Данную проблему можно попытаться решить вынося общий множитель при вычислении евклидовой нормы, тем самым уменьшая показатель степени.

Улучшенные подпрограммы:

void Special\_case\_mult\_improved(Sparse\_Matrix\_CSLR& Matrix)

{

int steps = STEPS; //количество итераций

std::vector<double> X(Matrix.N, 0.0), Y(Matrix.N);

X[0] = 1.0;

std::cout << "multiplication\n||Y||\tx1" << std::endl;

for (int i = 0; i < steps; i++)

{

Matrix.matrix\_mult\_vector(X, Y);

double Norm = 0.0, nextNorm = 0.0, factor = 1.0;

for (int j = 0; j < Y.size(); j++) {

nextNorm = Norm + std::pow(Y[j]\*factor, 2.0);

if (nextNorm >= std::numeric\_limits<double>::max())

{

//подбор множителя

while (nextNorm >= std::numeric\_limits<double>::max() && factor >= std::numeric\_limits<double>::min()) {

factor /= 10;

Norm /= 100; //вынесение множителя

nextNorm = Norm + std::pow(factor \* Y[j], 2.0);

}

}

Norm = nextNorm;

}

std::cout << sqrt(Norm)/factor << "\t" << X[0] << std::endl;

X[0] \*= 10;

}

std::cout << std::endl;

}

void Special\_case\_div\_improved(Sparse\_Matrix\_CSLR& Matrix)

{

int steps = STEPS; //количество итераций

std::vector<double> X(Matrix.N, 0.0), Y(Matrix.N);

X[0] = 1.0;

std::cout << "multiplication\n||Y||\tx1" << std::endl;

for (int i = 0; i < steps; i++)

{

Matrix.matrix\_mult\_vector(X, Y);

double Norm = 0.0, nextNorm = 0.0, factor = 1.0;

for (int j = 0; j < Y.size(); j++) {

nextNorm = Norm + std::pow(Y[j] \* factor, 2.0);

if (nextNorm <= std::numeric\_limits<double>::min())

{

//подбор множителя

while (nextNorm <= std::numeric\_limits<double>::min() && factor <= std::numeric\_limits<double>::max()) {

factor \*= 10;

Norm \*= 100; //вынесение множителя

nextNorm = Norm + std::pow(factor \* Y[j], 2.0);

}

}

Norm = nextNorm;

}

std::cout << sqrt(Norm) / factor << "\t" << X[0] << std::endl;

X[0] /= 10;

}

std::cout << std::endl;

}
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