План введения:   
1.Описание ДМСД подхода и модели \\ стоит вынести в конец введения

2.Описание применения нейронной сети

Введение:

Математическое моделирование - удобный подход для описания комплексных экосистем. Описаный далее подход был разработан для исследования зоопланктона на определенном участке времени на озере Севан. Полное имя метода звучит следующим образом - дискретное моделирования динамического изменения системы. Моделирования с помощью данного метода позволяют определить влияние компонент системы друга на друга.

Данный метода описывает все возможные состояние межкомпонентного взаимодействия, а именно “плюс-плюс”, “минус - минус”, “плюс -минус”,  “плюс - ноль”, “минус - ноль”, “ноль - ноль”.

Основная суть метода состоит в том, что мы строим матрицу зависимости, которая отображает отношения каждой компоненты системы к каждой и на основе этой зависимости можем предсказывать следующее состояние системы, на основе наблюдения в текущий момент времени.

Для большего понимания рассмотрим пример исследования болезни у разных особей одного вида. Пускай имеются n особей, которые болеют одинаковой болезнью. Наблюдение за процессом болезни происходит через измерение нескольких характеристик организма особи, к примеру, пульс, температура, количество лейкоцитов в крови и т.п. - это и будет компонентами нашей системы. У разных особей болезнь может проходить по разному, в том плане, что один индивид прошел основную фазу за 2 дня и восстановительную фазу за 4, а другой за 3 и за 2 дня соответственно. При измерении показателей болезни мы знаем только “человеческое время”, но не биологическое, а для исследования необходимо много результатов, выстроенных в правильном порядке, а не просто много, не связанных друг с другом наблюдений. В данном случае метод помогает объединить  данные от многих особей в одну последовательность с корректной принадлежностью к временным промежуткам.

Идея заключается в выявлении матрицы зависимости компонент друг от друга .

В данной работе, для анализа данных и построение нужной нам матрицы было использовано программное воплощение математической модели -  
Искусственная нейронная сеть. Причины, которые побудили использовать соответствующую математическую модель описаны ниже.

В последние несколько лет мы наблюдаем взрыв интереса к нейронным сетям, которые успешно применяются в самых различных областях - бизнесе, медицине, технике, геологии , физике.

Нейронные сети возникли из исследований в области искусственного интеллекта, а именно, из попыток воспроизвести способность биологических нервных систем обучаться и исправлять ошибки, моделируя низкоуровневую структуру мозга (Patterson, 1996). Основной областью исследований по искусственному интеллекту в 60-е - 80-е годы были экспертные системы. Такие системы основывались на высокоуровневом моделировании процесса мышления (в частности, на представлении, что процесс нашего мышления построен на манипуляциях с символами). Скоро стало ясно, что подобные системы, хотя и могут принести пользу в некоторых областях, не ухватывают некоторые ключевые аспекты человеческого интеллекта. Согласно одной из точек зрения, причина этого состоит в том, что они не в состоянии воспроизвести структуру мозга. Чтобы создать искусственных интеллект, необходимо построить систему с похожей архитектурой.

Но, не смотря, на невозможность повторить полную структуру человеческого мозга, искусственные нейронные сети способны достичь замечательных результатов

Нейронные сети вошли в практику везде, где нужно решать задачи прогнозирования, классификации или управления. Такой впечатляющий успех определяется несколькими причинами:

Богатые возможности.  Нейронные сети - исключительно мощный метод моделирования, позволяющий воспроизводить чрезвычайно сложные зависимости. В частности, нейронные сети *нелинейны* по свой природе. На протяжение многих лет линейное моделирование было основным методом моделирования в большинстве областей, поскольку для него хорошо разработаны процедуры оптимизации. В задачах, где линейная аппроксимация неудовлетворительна (а таких достаточно много), линейные модели работают плохо. Кроме того, нейронные сети справляются с "*проклятием размерности*", которое не позволяет моделировать линейные зависимости в случае большого числа переменных

Простота в использовании.  Нейронные сети *учатся на примерах*. Пользователь нейронной сети подбирает представительные данные, а затем запускает *алгоритм обучения*, который автоматически воспринимает структуру данных. При этом от пользователя, конечно, требуется какой-то набор эвристических знаний о том, как следует отбирать и подготавливать данные, выбирать нужную архитектуру сети и интерпретировать результаты, однако уровень знаний, необходимый для успешного применения нейронных сетей, гораздо скромнее, чем, например, при использовании традиционных методов статистики.

Нейронные сети привлекательны с интуитивной точки зрения, ибо они основаны на примитивной биологической модели нервных систем. В будущем развитие таких нейро-биологических моделей может привести к созданию действительно мыслящих компьютеров.

Актуальность применения Искусственных нейронных сетей в контексте данной задачи обусловлена  тем, что решение задачи, базирующееся на применении генетического алгоритма (ссылка на работу Г.Н. Жолткевича), требует много времени и не может использовать потенциал много-поточных вычислений. А так же рассмотрения другого типа эмпирических алгоритмов, которые потенциально могут увеличить точность результатов. Соответственно применение нейронной сети призвано решить проблему невозможности расспаралеливания программной реализации и по возможности, исследуя различные архитектуры и алгоритмы обучения искусственной нейронной сети повысить точность результатов.
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**1.Описание модели**

Метод DMSD – описан в статье (ссылка на работу Г.Н. Жолткевича).  
У нас имеется некоторая биологическая система, которая описывается N компонентами … . Это может быть количество животных, в примере болезни – пульс, температура и т.д. Каждая компонента может принимать значение из конечного промежутка – 1,2...K. Система измеряется в определенные моменты времени, то есть измеряется значение каждой компоненты. Поэтому мы можем определить матрицу наблюдения за нашей системой, как бесконечную вправо матрицу.

Данная матрица описывет все возможные состояние системы на на временном промежутке t = 0,1 …   
Следовательно мы можем определить всю систему на момент времени t,

Как - , которая может единолично определится из состояния системы на момент (*t-*1).

Поскольку кажданя компонента может принимать строго определннае количество состояний, следовательно существует некоторое – , называемоем периодом системы, такое, что ***A*() –** примет все возможные состояние системы.

Так же справедливо утверждение:

, где – некое целое число > 0.

Соответственно мы можем выделить минор матрицы :

Который полностью описывает поведение системы.

Теперь рассмотрим матрицу отношения компонент, на основе которой мы можем определять поведения системы, используя лишь одно состояние.  
Пусть имеется множество – Ω = . Подробности взаимоотношений можно найти в статье (ссылка на статью Г.Н. Жолткевича).  
Соответственно мы можем определить матрицу взаимоотношений между компонентами –

D =

Где Ω и описывает влияние *i* компоненты на *j* –ю. Состояние компоненты в момент времени t+1 определяется из состояния компоненты t c учетом всех компонент, которые на нее влияют, используя матрицу D. Состояние компоненты может изменится только на целую величину из интервала - .

(t+1) = F((t+1))

В работе (ссылка на статью Г.Н. Жолткевича) рассматривается два подхода к функции F, в данной работе будет рассмотрен только один – «Weight Functions’ Approach» (стоит ли его описывать явно ?), соответственно моделирование будет использовать только данный подход. Моделирование идеальной системы(описано ниже), показало, что система может иметь полный цикл, в тех случаях, когда диагональные элементы равны нулю, что означает, что компонента не оказывает влияние на саму себя.

**2. Нейронная сеть**

Нейронная сеть ­- это громадный распределенный параллельный процессор, состоящий из элементарных единиц обработки информации, накапливающих эксперимен­тальные знания и предоставляющих их для последующей обработки. (Определение взято из книги С.Хайкина) **в ведение**

**Нейронная сеть** - это направленный граф, состоящий из узлов(нейронов), соединенных си­наптическими и активационными связями, который характеризуется следующими четырьмя свойствами.

1. Каждый нейрон представляется множеством линейных синаптических связей, внешним порогами , возможно, нелинейной связью активации. порог, представляемый входной синаптической связью, считается равным + 1.

2. Синаптические связи нейрона используются для взвешивания соответствующих входных сигналов.

3. Взвешенная сумма входных сигналов определяет индуцированное локальное поле каждого конкретного нейрона.

4. Активационные связи модифицируют индуцированное локальное поле нейрона, создавая выходной сигнал. (С.Хайкин)

На рисунке приведена схема простой нейронной сети.

![220px-Neural_network](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAACKCAYAAADBjSRrAAAABmJLR0QA/wD/AP+gvaeTAAAAB3RJTUUH2wQEEisp5a9lwAAAIABJREFUeJztnXl8U1XagJ+szdqVlgIFC4KKArIMLrghis6oOAoIVBT3UXFUlBnH5ZsZV9zRWRCZBTcQXABh3BBEccaNpQIioCIICshe2qZp0yXfH28iLW2Sm+QmTcl5/OUnbe499zS57z3veVcDirZCgdFoHOvMzBrZUFffGcBoNm6pKCt7HZgJ7Gnd6Sm0YGjtCSgiY87IuN3Q4H9o4Gln+c8ZPtpeVHwkAD9s3sh7817xLv/v+wYD3FlbW/uXVp6qQtG2sTkcz7bv1LlqxpKV/hV7/C2+Xly0zF/QoVOV3eH6e2vPVxEetcKlMCaLZVx++w5TX/7gC0dmTm7YYw/s28ulg/tW7dmz6/p6n29GkqaoiBIlcKmLw+Fy//j8u5/mdDvmOE0nfLd+LVefN2iPp6KiC+BN7PQUsWBs7QkoQlLS94RBFq3CBnBkz1706n+iDShJ3LQU8aAELkVxZ2aNHHz+xa5ozzvzguEud2b28ETMSRE/SuBSlIb6hqM7dC6O+ryOXbri9zccpf+MFHqgBC41ub6qqrJztbcq+jP9fmqqvfnAEN1npYgbJXCpRSYwHRiZYbMt37vrp6gH+PH777Danf8FrgUG6Dw/RZwogUsdfgG8DHwClFZ7vc8umv9aZbSDLF7wWoWnvOw1RODuBbrrOktFXCiBa30MwO3AdcD1wK+BPwGvbli1wrthTanmgdatWsHXX35RBbwKVAGXA08BRXpPWqFoi+QDs4CxgZ//DfQOvmkymS5pV9ihcuG6HSGjTIKvd7/a7s8rKPSYTKaLDrlGEbAACO85VygOcwYD84EegZ9HAxMPPcjudD6W0y6/atr8D0IK27NvLPHn5LWrstudj4S4VnfgP4AjEX+IQjsq0iT5mIA/Am7gbqAG6AT8FbgEaGh2gsl0nclsmdzz+F8Yzh0xxtnpiK4AbNuymYVzZnvWr17eUF9Xd0t9ff3zYa7bH7gDGAf49PyDFIpUpQiYC1zY6HcG4DWgS4Rzs4Br3ZlZb7szs9YHXm8D1wTe08IQRG1VD1rFYc8wYB7NDRi3cnAPlwwuBP6WxOspFEklA3gCuA9RJxtzLPB8sieErIr/1wrXVSgSSg/EMHJmC+9ZgTdpPevhncCNrXRthUJ3xiIm//wQ708Czk7edELOQWUWKNo0TmAa4swOZZw4FXgyaTMKjQH4B60v+ApFTPQB3kLCtELhDhxjS8qMImNCVuITW3siCkU0jAeeQwKQwzEN6Jf46USFA3gF6NXaE1EoIpENvIQEC0diOGKsSEWygLdRcZeKFOZkxNJ4rIZjC4E3aO4aSCXyEaELZehRKFoFI7JSTQHsGo43ICpbcQLnpBfdgTloj15RKBJKISI8l0RxznjgyoTMJjH0RkLQrK09EUV6cw6iFnaN4pyjgbZYJ3IQsjdNZRVYcZhiRpzEjwCWKM6zILloeYmYVBK4EHgaFeysSCJHIEJzbgzn3gv8StfZJJ+xyMNGoUg4w4HXkX1btJyE5LjpTUdE3RsEdEjA+C1xKzAhSddSpCE2RFjuIba6Ly4kmkSvDGur0Wj8rdOduclsNte271hUUdChU4XZbK51uTM3Go3GmxC1N5FMIrlpRIo04RikHMGpcYwxBRioz3Qocjhd67oefaxn8swF/k+31/xcWuGT7dX+yTPm+4t79PQ4nK61yOqXSP5C0+RZhSIurkIsivGkzAxDqm7pQZbD6doydvztvmU760LWNFm2s84/+rqbfQ6nezOJ9Z+ZgBeAUxJ4DUUakImUHvgt8Vnk2qNjNIkrO3vGry+7xhupYlfwNezSq7zuzOzn9Lh2GKyIj653pAMVzVHmXons/zNS2GdVnGPNDIy1Md5JAUdl5eSufGvNDy6bXdtWsNpbxXm9izzlZfv7Ad/qMIdQZCKZ6negz9+aNqRzIVgDYnn7DZKEGa+wXQcsRacb0Gq1XnHOxSVWrcIGYLM7GHrRaIvZbL5cjzmEoRwpWvsXoCDB1zqsSFeBy0NWo72IwEVdUvwQuiNlFP4R5zg/Y7M7z+p38mlRh1YNOOUMq8PpHqrXPMKwGxG651Fxl5pJtCk5FTkdUYVuB77RYTwT8Dhwgw5j5SH1I/tVVlb0yc6NPkAlOy8fX011d+QhkGh170fg98C/gCuQ8uqKMKSTwJmQwqu5wAikAKse3I0knu6M8rwuSCJqf0Q4jMiKuwroZ7FY9lRWlHeOdjKVB8owW6w7qPZOBGqBB4Fd0Y4TBV8hVcn+DVwG1CfwWm2edBG4Tsh+YwZiRdSLgUi0xwNhjjEBRwF9EeEqQvaPW4AvENV2I1Jx2Y6opTMNRkPZhjWl1w25YHhUFs91q1bU19b5lgI3I3l6TwMbgMnErzqH4nNklXsWUdH9CbpOmydVrZR9kd5m7YB9yI25kti+yPOROowTgK16TRCJInkVGMPBG9mGlCnoh/wNucgT/xtk5SpF1LCWyEV6wz2M3MAnFXTotOjN1VtdRqO2rXZDfT3nH9+lcvdP288OjBHkdOTvX4wIdJ3GvzFaxgDHA3claPw2j14rnB24FFEr4qHE7rQ/YTQZc/uc1KeuXad2lr3b99Z+tfwrk6/Gd8Dr8d6NbNK1CJ4VCUeqAkah/032JPAOUlqhNyKA1cBaRLjmIA8LLRQDf0eEIrjv+szrrVr58rNPn3rZ+Ns1rXIv/f3Jel919ec0FTaAj4D/AhcjK/xziC9N75VoNpCDJOeGaiyiiBM78C7y5T0W4xgmm9M2I68wr+qRVx/xL6tf5l/R6L/lDcv9T77xpL995/Yeu8v+BpETI49EIvz1artbiET934PkiC1FVtzrkWpX8cRM9kOKxbZv4b1udoej7P5nXmyI5PS+9+/PN2TYHWVIdkM4zEgB2LnAGXHMOxz3oK3GiyIGLkT2H/7AK+onm91l/+uxA46tXLJ3SRNBO/S/D8s+9Pc7rZ/Hmel8PsxwJUhGdix1OQyIsI4EHkLKx81CmhqOQ9TF9oiARJMXF4qhyKrgCnPMCVa7ff+vRl5WvaB0czNBW7Byk3/or0dVW232fUTXYtiFOPtnoa0mS7SouMsW0GsPdzPyAQfHexTt1an65xbkLn1l7SuunPyciAdXHqhkVK9Rlbt+3HUeoiYFcSBq3ibEahZJXbIgN1rfwKswcM4mDu63NrVw3kuIMG6IONnwjEOKEN1MZHW30Ga3P1ZXWzemqOuR1Uf0OMYEsOWb9fU/fr/JZrZaZlZXVd0FRN8UXB5Mf0Q+j4cIvceMFgOyxZgBLNFpzDaPnkaTW2iaHfwwYjIPizvHvXTiUxNPu+CKCzTP5YN5H/DA1Q+sKi8rD9Z37IUI+X3AshZOcXBQsI5HQpNqgXWIcK1C2816JVJZeYrWuYbgLkQtvp/o9lFOxAByZODn7xD1Vg//V3dEFdyBbA3KdBjTigQ7P4Go4GmPgeiK4UTiPMQBqlXosi1Wy85FuxZZXVnhtKqm+Gp8DM4a7PPV+Loi0fmnICvFAcTa1z/wOg750j3AakSwViOhSdFSjKjLJcRubDAh5vkvETN6KjIQCQz4DGlrFW/zxmCR2dtQcZcYSLzP5CFCt0YaVNCpYOHbP76tXdoCjDhmRMWWr7dsBn4AViCdaoyIZbAUcSWsRZ9unyYk83s8sgLEgh34J7Jne1OHOSWaXyLZE7OBl2mhM2sU5AAvIsYavVTWNkkyYil/j1Suaoksd7Y7JoHf8f0OF7KCbUBM8Jcjq89NyN6hFP1a6/4e2YvEKmy5iHHir7QNYQOxPF+IWDXnIgIYK/sRYXuG1mvPlRIkWuB8SBjV1yHe37V/9/6Y5pBXmOdBVrMTELV1KuIG0LusW1+kLN6cGM8vRp7uv6Pl/WUq04D4PUuQffLriKoeCz8i8asvoF/piTaHAeim01gmxHx+fuDnWsS8viDMOVZrhrVs3rfz7O07t+SGapnyfeWcU3iOr662biwSNPwRElZ0CTAY+XJn09wBHC02RNBKiG3f1w8x5FxLYuMZk0U28nDLQ4IKvothjP6IxnAF+mkgbQYTstzH+ypHIiUuDozrQ27+cMIGUG9z2rpn2DOOG3DGAM0r0+vTXq//8pMv3/JV+/6MOJ6rEUF/ANmgbwAuACYiUSA7kXSSaHkUMW7Eksw5FDHkjEMfi18qUA0sQoxPdwFnIdbHaKykO5B75i6kdkxaoYdbwITsb8YEfvYhoVTzNZ7fwea0fTv94+nOo44/KuLBW77ewuUDL/dUVVT1Ar5HTOWvIAaJEiRu0tPolGMDvz8WMa7MCpwXibOQRoWxxAWOQ8rY/ZbExS2mAr0RV8KXiEvIE/7wJlyIfL63JGBehzWjOBhlUgNcFO0AJpOpxJ3jrpr+yfSwkSYzS2f6c/JzqkwW028OGeJExITdHxH0UFEmJyBm+deQ1SeUHpuDGDdiqa1/F1JmIZ0YjMRo/obo4nOvIbQFWxGG+xFhuzjSgaEwmUzjzBZzzYjrR/heXftqE0Gbs2GOf8wtY3wWq6XGaDGGagR/L6JWdkVqQh4Z4jgQY9GZyL5vFlKtq3HW8vOIBTSqPwGxQqZrDKEBefguILr74E7EgqmIEj3i8Y5wOB0vWDOsFTaHrTq/Y36l3WWvtmRYPHaXfTYSDREKMwdXt7zAv7XUhrQizvPnkLCtvyEWxWiwI2r1+ZEOTAOsiL9yHqJWa2ESovYrWolg0ubJSGFWrWrKUYjQgAjBTCT6RStHI5bNlxFf3vlEDlLOQ9SpE6K4TjrgQiy0LxL5YWxA9uBnJ3pSCv25Abg68G8TsmJdHfrwnzEiLoBgy91cRD18DYmdPIPmfstiZK8XbuVNdzogge3PEL4XgglR709MxqQU+mFAfHCN/Yt3E7ka8u3A6BDvdUAaWryOBOIOQHxsC1Bl4rQS1D4eIHSVr2AWfa9kTUqhD4XIHqKxb+8K5CnbknraGylvoIVuyH7vByRONFTYmqJlTkI0iVtp2QqchfQZL2rhPUUKczHNMxXORdQWZ6PfZSBqYbbGccchYWRmoA+y4Z+LGFqirrIVBe2Am1xZWe87M7O+d2Zmfe/KynofMVC0xYaPwxDHdwnN/cH5iNBpTSLOA8ZZLKa/uVy2V8xm49OBcVujXmZY33aqFhHSi6lIpEjjXKz+iJ/sWiT65FEkUPcDDeMF89juO+T3BsTAMwqpELYE2fvtiWPuP2OxWG4xGIwP9z35dIZedImjS7ceAGzd9C0L58yuWr3sY+r9Db9rqK2dqsf1kogJ0TwuQlwqixu91x35bq4idFid3W63PFJX13DjwIHF1UOGHO3Oznawd28lixZtqFiz5kcLMNnnq7sXCTVMNFZEJX4DcS2lHW7kKWo/5PddkVVtLFLENRJBH9s1Go89B5iGrKaXB+YRE3aH66/5hR2rnnv305D1TKa/84k/r6Cwyu50T471Oq2MHfHHzUb2xkF6I9pDS6pntsuVse6MM46q2rDhfr/fP63Zq7T0//z9+3fxuFy2T0l8wLQJecj6kaDv6xN8vZTlVCSo+lC6IVnekVovxeNjy0BU2xcCr4sDv9OEyWq9rKBDJ8+ir3dF7Jzz3vqf/AUdOnlMJtOYyCOnLO2QbPPpHCyGNAhxLTTejxvcbtvHV101qKaubmqLwhZ81dRM8Q8f3s+bmWmPFNcbLwYknjgYddVAC11jD3eVMsiDSEbBe41+90+kRuMExO/2Vgvn5SH+uEnEn1rjRlSn8xAVaQ7wPqErFdudbvfW6W9/0u7IntqMdt+sXcV1w87Y45GKzdVxzrc16YKo/fsQtXIQknp1G+A3mUxj+vXr/I/PPvuD22SKnN1VXV1L7973VW7cuPtimqqtemNANKaJjX53J/I3APrnjqUq/0M+iPcAL5LJUI+oAPORpNWOSJZ4kGJEKG9HgnPjxQesQQTtM2Tl/T2ywpbTPBN63IBBZwy77KaJmuM58woK+Xzp4obtWzf/QPzdgFqTA4jLZQ9iCW5AAs5HAu9nZtrefu65K/K7dm2naTCz2USXLrnWhQvXHV9dXftsguYc5D1Eizkt8PPZyIq3FNKn1LkPMXg8hVguS5AvD0TwbuGgr+5+DhpWriYxeWx7EIPOVMSyORqxcm5A9jFr3JlZIwaff3HUpSfOvnCka/3qFSM85eXP6zjf1uIL5Ls6C/mOugLGhgZ//mmn9YhqoHPPPQ6v13cs4jdt6Tsdgr4Vo7/jYDzvfUhu5d3pInAgFbpKkU34KJrX6JiEWMzeREqXX0p06Sax8gPiTAfx6ZUA91Z7vSd1OiL63OCOnYtpqGvog77FoVKBmYhq+Qej0VhrNEa3G7LbLbRvn1mzdeu+o2lZ4ApJbGjZXUBGuvaHawuky/46GroAZGTEthNyOq1+mlusk0o6rXDHIqricCS+ciRNV7m7kc/jgsBxLyNdTRNdGiGoUg7ioEp5r81uf2vblk3RBF4DsG3rZowm4xpkf3q4EFQpPcDfbTbLlcRQ+Xr79gNmYHuIt39CX4NKV5qmiD1MGqmUVqSm5JWI5WsWYkl6nIO1WFZzsBlJKRJ6NJ2mDTb0oh2i8g0BtiHO0idpVLKwovzA6x+8Off0kVfdGNU+bvGC1ys9FeWHi7D1Q2pkrkacyT2A+3766cB127eX0bGj1uAg+Oqr7dTV1dcgW4uWWIJ+FaIn0VQ9/TNiG0iblsN/QnwkwW42ryHBtAMRH89Cmnf++R7Z0z2BPqk3bsQJPguxvH2HlKWYAHxC8/qgs9eu/Lx64zrtBtINa0rZsGqFFxHgtkwX5Pu4FMnMX4dUzL4HqLHbM16cMmVpVA01n356sddgMD5DfPU1I2FA7pfGxpc7CQhb8IDDnVORUn23HfL7bsiNPgL4OMz5wQKus2jZVxeODMTvFiw78QYSI6jpZjFZrZfl5eVPm7FkpSM3P3xVs327dzJ2SH/Pvl07r66vr2+rAtcOWdHaIZa9LYiqfQMS4hX0WeY7ndbv3nnnFrcWa+V//rOGkpJ/7fF4aopJnCHMgGxVbgr87EdcSk8n6HopSdsP7XK6nmrXvkPV9Hc+CRll8u+3/ufPy29fZXe6n4z1Oq1MLKFdv7TbLdXz5t0YNtLkueeuaMjIMHuRWNdEokK7ED/XoS2cDi009ChS30QLoQoEGZAn8dPIh34j8pTWBaPFMt5izfAMPO0sz92Tp/mnznvfP3Xe+/67J0/zDzjlTI/FavWYTM0KK7UFTIivcwHNTfLdkSCBzDDnD83IMB8YMuRo7xtvjPfv2PG4v65uqn/btkf9r776G/9JJ3X1OByWXSRe2IJYES3myiRdL6U43NJz8oAbXVlZi5yZWZudmVmbXVnZixDhTuf0nEyz2XhXVpZ9vdFoqAP8JpOxNjvbsdpoNN5G8t0A6bBNa4ZKQE1dEpmAakBKHCqSiCqxkJqoEguHKaqIUGqhigi1Acw0LZOnNapAlclLHVSZvASjx+b0SLvb/pI1w1ppd9qr8zvmVzpcDq8lw1LldDlfIfx+SY9CsDNQhWDjRRWCTQLDESNCzNWXTSbTVRarpXrkjSN9r617rUmp87nfzPWXTCipNVvMNUaL8bchhrgXVeq8NVGlzpPEUCRywo+0hYpa6Ewm01h3jrvqhc9fCNvM4+VVL/tzC3KrjBbjDYcMoZp5tC6DUc08NKGHzyAXibIORgjsRIJyQwWJHkoHm9P27fOfPu/s3juy7WHrN1sZO2BslbfS2xvYxMF2VdORJ6xqV5U8VLuqKNGjxIIXMZefg/i/XEjqy1toKBPnznY/c/nvLj9+6KihmuaSlZeFzWkzrv18bTdftW828kUfQFTIa5HV9gjEWjkxMKfZSPDy/9DeHHEzYnDxAls1nhNkdWAeDwLvkJwSbcmkC1LspxfyQFpIdH/jECRbYrz+U0tt9PSK5yErXd/Azz8hH+z6MOdkWDOs+9/Y+Ia9oEi7O6tRy+HLEKvkJFTL4WSgWg7HiYHYPrRQmBBfS3Dv8xNinNgQ4vgBuQW5S9/b+Z4zxPshGdZtWOWOzTtciIHDhgjEK0ixllCVsGKhL7KpjzUYtRhZXRORV5cs7EgU/EmIoJXGOE53JPdwNNG1KT5sMNM0IkNvCpGKxoMQFe1QCnLyc6LOT9q9fTc7t+4MCqkNyaZdS2JynVYhcx+BrHbR8j2yp5uOPuX2kokRmftFiAbxRPjDw1KEGKyuIE2FDZKTgFqKZDW3xIGKsoqo1dr8jvl07t65Eslj24e4JV5CDCJTEMNJf2KzMrbE48BlhI+UCMc+RC29BSnh0Bb4JWLir0M+33fjGCsHCfgez8Ek4LTEgJQe0IsuiMEkGJ3xDvJ0DKWrZ5kt5t2Ldy+2uLK0VxLw1fgYnDXY56vxdUWc1qcgZv4DiNW0f+B1HCJ0HsSQsSrw/1j2Y8VIKs8Ymmdna8WEPOW/RHoepCIDkSTQzxBXS7z7LAei6t9G21WpdUNPo8lgxDIZrOEeSdgAcOe4P5w4eeLpF1x5gea5LJmzhAeve/CL8v3l/QO/6oUIw320rLI5kRT9voH/ZyJWtXWIEK5C9puRuDIw1hStcw1BsCnI/UQnvC7kcy4O/LwZ+BB9spi7Iyb+HYgFUqs1NxxWpMT7EzRtqJK26CVwZyApFUFhexcRNi2lBPrlFuR+9MraV1w5+ZEzKyoPVDKq16jKXT/u+iVNSyM4kEI8m5AvONKNbEF8c30Dr6ATfBMigKWBfx/KS0haTihDkFbGIbGiNxPZV1dkszsfrqv1je7crXt1cY9jTADff7O+/ofN39nMFvPsaq/3DrQ9NA4lH/gj8nk8RPMK0LFiQOJRZ6BfcR4FUjPEw8EmBu8ghgzNOF3Op3oO6OlZvHtx2EiTD/Z/4O97Sl+P0+0Ml7tWgqgwWnuLNcaA+PNGIjffrMDrKURAeiGCOZ8YyrS1wFDEfRFOnz7ZmmEvO3/U5TVvrd7arLzCgtLN/vMuubzammEvI7oAahciaLOIIyQvDH9BnNsKnSlCdHM/srJFJWwBTDan7cW89nmeSbMm+ZfVLWsiaMvql/kfn/u4v6BTQZXdYX+dyMaQI5EN/5AY5tIShcCvEJXrJcT1sBJxFZxIfK2Q+iEC3FKYWTebw3ngwWdnNETqnnP/My82ZDgcZUgsaTjMiJtjLqKZJIJ7SN+Y0rDopVIWIU/LCUhkRqyMsTvtjxlNxvzeJ/auyy/Kt+zZtqd27fK1pjpf3QGvx/sH5IbXsu+xImb4KmSvpHeI1VTEFWFBQpwcSMeatYhK+gXaLXLFtOCry8zO+eia3/1p0NgbJmiKwnlpypP105966KOKsv0tPWgMSFDx1UhmxFxiN/6E40YkEFxPY9xhQ6rWXzgeyarOB/Yi+6lYna3nI26CCUQfohWOYHbyGKQXAcjq3gtZtfoiFtN64BsO7gtD7ZFyEV/dw0iEzKCCjkUL31y1xWU0avPeNNTXc0HfIyp37dh2Nk2jbE5H/v7FSIuuRMV3jkG+Oz2bYhxWpGq7qp3ICvExcpPuiGOsb5EYyqcRi2m8xo4gtYGx7+Bgvco6pJR2KWJEmoOoizsRl0lwhbkEMb+3C8xpP7ISz0dKENTaHI6RI6684cQTTj9Ls6/UYDRStn+vaf3qFbX1dXVvI3uzvyD7tTuQzzNRhVDPQvZszZoQKg6SLqXOtyHhRHcj+5Y70ViMNQLLEQfxhciesSXqkXjS9YiBIkgXZCUci5jkjchqvhQY62/wn3JMn/5RPxB79ulvspitp9fgnYo8FCaQ+DjOE5E922UkRk09bEgXgQO58R9A1Ks5SNGgb3QYdxKSLfE5spJpZWvgNb/R7/IQh/0XdbW+X7vc4UoytowrK5u6Wl8HxEWSDEfzcUiG/BXoG8N6WJIuvQUa8xFyc9yLVEWOl3ok+r2lPuLRshdYBDzmdGWuKdu3N+oB9u/ZhSXDtpHkCFsREvZ2LWkcHxkN6ShwIDf2WGRF+Qfh/WBa2IgEaetW/bjK61n8xaf/jTqsqvTjpT6v17NIr3mEIR8p534lElKn0ECqWimTyS+Qkgh/JP6+2DMDY+mxuhyVmZ1T+vaXPzptdm1uPm+Vh/P6dPZUlO3vq9McQpGJpEXdkeDrHHak6wrXmBXIanczUhIhnofQ7UhYmR7W32/8Df65j915c7XWEx6546Zq/P5XSawQWBFh0+vBokhjrkJi/3LjGGMYkas8ayXL4XR/X3L9rb5lO+tCRpks21nnH3XNTT6H072J8M0v4sWEBCOfksBrKNKMY5AmE6fGMcYUtNXE1EInh9P1VXGPnp7JM+b7P9le/bOgfbLN63/8hbn+4h7HVDqcrjVAR52uGQoVH6lICDakxuQ9xKZ2u2iaqhQvZqPReJPLnbnRbDbXFnToVFHQoVOFyWyudbkzvzUajeNJvItnEqJ6KxQJYzjiYyuM4dyTEKHVm0KkZMUgktdI5FZUBIkiSRyBRJGcG8O59yJZBm2ZscjqplAkDTNy0z1CdHlwFkRY22LDRJD92tMo95GilTgHKekdKeesMUcjls+2xiAkFSpVA9wVaUIhklF+SRTnjKdt9X0O18xeoUg6RiTjYAra2nQZECEtTuCc9CLYzD5Ul1KFotU4Gemyo6UmSCGijqayihZNM3uFolXIRvY6Wmp4DEdWxlQknmb2CkXSGY/UCokUWjWNg629UoVgsVbVzF7RpuiDRJj8Iswx7sAxsVQ3SwSqmb2iTeNEVrHbCe2/OhXJyG5tDEg+oGpmr2jzjEVWjlAGiEm0/o2umtkrDit6IDVLzmzhPSti4YwnFSgeVDN7xWFJBpKUeh/NXQLHIsmcySbtmtkr0o9hwDyam91vJblpLxcibagUisOeIiRkqnESpwF4DalTGY4s4DeuzKx33ZlZG9yZWRucmVnvANehPSpkCNLRRgUjtxLqg08+JqRgkRspTFsDdEJy5y6hhcrIRqPxepPZMvm4/id/q+ubAAACYUlEQVT4fzmixNmxczEA27ZuZuGc2Z51q5b76+tqb6uvrw/X5LE/UvRnHGnYzF6hGIwYVHoEfh4NTDz0ILvT+VhufkHVv978b8iaJtPmf+DPycv32p3OR0NcqztSNkKvDHSFok2Sj7gOgnu4fyOR+gCYrNYx+R06Vi5ctyNsq6oVe/z+het2+Nu17+AxmUzDD7lGEZKT11rWUEUjlErZ+hiQ/tdHI221nkUaQhqcLvcP//jP0nZH99YWCbZ+9Upu+PWZuz2VFZ0RVTUY53kj+nU2VcSBqkvZ+viBycA/kQiV+Yjgje7Zb6BNq7AB9Dx+AD37DrAh6qkDEbbbUMKWMiiBSx1WAJciNR/72+z268++cGTUJdiHDBvpdmZmjgT+hdRUUcVaUwglcKlFOVKM9vWa6uqBeQXRFwsrOqIbPq/3NETgVuo8P0WcKIFLTabZna6tWnsKNMFgIMNm3w0s0X1WirhRApeimIzGr7dv3Rz1edu3bsZgMOrR906RAJTApSgV5QfmfPjWvMrIRzZlyX/mVFaUl81JxJwU8aMELnWZtWb5pzWbNnyl+YSN677kq9Jl1cDsxE1LEQ9K4FKXqmpfzYSbR/+qqnz/vogHl+3dwy2jf1VV7auZAHgTPz1FLCiBS2Hqfb4Z5fv3vzDm9D7edatWhDxuzfJPKTnjeG/FgQPT632+mUmcoiJKVKRJG8BisUzww8MDTz3LP/TiUfYu3Xrgx88P333Le/NfrVr5vw8N+BvurK2tTUTzEIWOKIFrO+QDl7ozs0c04C8GMBoMmyoOlM0FXgb2tObkFNr4fwCsofJMq57gAAAAAElFTkSuQmCC)

Под архитектурой нейронной сети в работе имеется ввиду следующее понятие – структура графа, который представляет сеть.

Исскуственный нейрон (математический нейрон Маккалока — Питтса) — узел искусственной нейронной сети, являющийся упрощённой моделью естественного нейрона. Математически, искусственный нейрон обычно представляют как некоторую нелинейную функцию от единственного аргумента — линейной комбинации всех входных сигналов. Данную функцию называют функцией активации. Полученный результат посылается на единственный выход. Такие искусственные нейроны объединяют в сети — соединяют выходы одних нейронов с входами других. Искусственные нейроны и сети являются основными элементами идеального нейрокомпьютера.
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**Обучение** ­- это процесс, в котором свободные параметры нейронной сети настраиваются посредством моделирования среды, в которую эта сеть встроена. Тип обу­чения определяется способом подстройки этих параметров.

В контексте задачи нейронная сеть используется для определение одного элемента матрицы *D.* Соответственно, для определения всей матрицы необходимо построить и запустить N^2 различных сетей. Данный подход был применен, что бы позволить алгоритм нахождения матрицы разбить на параллельные потоки.

В работе рассматривается три алгоритма обучения, а именно – BackProp, QuickProp, RPropMinus. Ниже будет приведена сравнительная характеристика алгоритмов, а так же характеристика применения каждого из алгоритмов. Все эксперименты проводились с использование языка программирования – Python, с применение библиотеки – PyBrain.

**3. Моделирование идеальной системы**

Идеальная система – система, в которой присутствуют все состояния системы, образующие цикл.

Поскольку для работы нейронной сети необходимо данные, на которых сеть может обучаться – следовательно, необходимо смоделировать идеальную систему, в которой мы можем гарантировать наличие всех состояний из полного цикла системы. Зная характеристики системы можно построить алгоритм, по которому мы сможем построить данные о системе. Алгоритм подходит для любого количества компоненты системы, поскольку никак не зависит от этого параметра. Так же при построении следующего состояния требуется выбрать параметр - , который определяет изменения компоненты. Выбирать его следует исходя из количества компонент в системе, а так же стоит учесть количество значений, которые может принимать одна компоненты. Используя ниже описанный алгоритм, проведем моделирование системы для количества компонент:

* Четыре компоненты, количество значений, принимаемое одной компоненты принадлежит множеству целых чисел из промежутка  
  [1,5], .
* Четыре компоненты, количество значений, принимаемое одной компоненты принадлежит множеству целых чисел из промежутка  
  [1,6], .

**Алгоритм моделирования идеальной системы:**

**Шаг 0:** Инициализировать матрицу D случайными значениями из множества – . Инициализировать количество итераций - IC , нулем.   
Перейти к шагу 2.

**Шаг 1:** Если IC < 10000, то перейти к шагу 2, иначе конец выполнения.

**Шаг 2:**Инциализивароть вектор – *A*(0) случайным образом. Присвоить t значение – нуль. Присвоить IC =IC+1.  
Перейти к шагу 3.

**Шаг 3:**Построить состояние (*t* +1).   
Перейти к шагу 4.

**Шаг 4:** Найти k , такое, что A(t) = A(k), где k = 1..t-1.  
Перейти к шагу 5.

**Шаг 5:** Если k то перейти к шагу 6,иначе перейти к шагу 3.

**Шаг 6:** Если k == t-1 , то перейти к шагу 1, иначе конец выполнения всего алгоритма.

Циклом системы будет все состояния системы от (A(k),A(k+1),…A(t-1))

**Доказательство конечности алгоритма:**

Алгоритм будет завершен за конечное количество шагов, поскольку, количество состояний системы конечно, значит мы на определенном t получим состояние, которое уже было.

**Результаты моделирования**

При моделировании системы, состоящих из 4-х компонент было получено 101 различных циклов системы. При моделировании системы, состоящей из 5-ти компонет было получено 153 различных циклов системы. В обоих случаях количество состояний в одном цикле системе равно 18.

**4.Применение ИНС**

Работа с нейронной сетью в работе делится на два этапа. Этап обучения нейронной сети и этап тестирования. Этап обучения предполагает прогонку сети на различных данных, полученных путем моделирования идеальной системы и корректировка весов, для уменьшения ошибки. Этап обучения будет более подробно раскрыт ниже, при описании применения каждого из алгоритмов.  
Этап тестирования представляет собой получения ответа на данных, не рассмотренных на этапе обучения, но так же полученных путем моделирования идеальной системы, для того, что бы была возможность определить процент правильных ответов, полученных их обученной нейронной сети.

В качестве данных, используемых на этапе обучения, мы будем использовать одинаковые наборы данных для всех трёх алгоритмов, для того, что бы наиболее точно сравнить данные алгоритмы.

Виды архитектуры, рассмотренные в работе различаются лишь в количестве внутренних слоёв и различие в количестве нейронов, входящих в скрытый слой. Архитектура входного и выходного слоя всегда будет одинаковой. Входной слой состоит из *T*^2 нейронов, выходной слой состоит из 3-х нейронов. Количество нейронов выходного слоя обусловлено тем, что множество значений, которые может принимать каждый элемента матрицы *D* , состоит из множества мощности – 3. Количество нейронов входного слоя, зависит от выбора данных, на которых будет обучаться сеть. Данные следует выбрать такими, которые оказывают непосредственное влияние на результат. В большинстве случаев выбор входных данных производится интуитивно, на основе неких предположений.  
В данном случае мы хотим получить результат, который характеризует влияние одной компоненты системы на другую компоненту системы. В работе в качестве обучающих данных будет использоваться матрица, элементы которой являются коэффициентами корреляции Пирсона, для всех состояний системы из цикла. Это обусловлено тем, что согласно условию задачи информация о правильном временном порядке состояний системы отсутствует, а с помощью матрицы корреляции мы можем определить связь между отдельными состояниями системы , без учета исходного порядка.

R = ,

где -Коэффициент корреляции Пирсона, между *A(i), A(j)*.

,

где – выборочная дисперсия вектора , – соответственно для вектора .

Использование скрытых слоёв будет рассмотрено ниже в описании применения каждого из алгоритмов, поскольку определенная структура обусловлена текущим алгоритмом обучения.

В работе рассматривается процесс обучения с учителем, где в качестве «учителя» будут использоваться данные, полученные при моделировании идеальной модели. В процессе обучения нейронной сети с учителем, необходимо минимизировать ошибку между полученными выходными данными и правильными данными. Под ошибкой в большинстве случаев, как и в данной работе, понимается сумма квадратов ошибок для всех элементов обучающегося множества. Каждый из ниже приведённых алгоритмов по-своему старается минимизировать ошибку. Преимущества и недостатки, а так же данные точности предсказания на тестируемых данных, длительности обучения будут предоставлены ниже.

**Структура сети**:

Как было сказано ранее структура различных вариантов нейронной сети различается лишь в количество внутренних слоев и в количество нейронов, их которых состоит внутренний слой. Рассмотри 7 типов архитектуры:

* Два скрытых слоя.
  + Количество нейронов в первом слое – 200, во втором – 20.
  + Количество нейронов в первом слое – 200, во втором – 40.
  + Количество нейронов в первом слое – 100, во втором – 20.
  + Количество нейронов в первом слое – 100, во втором – 40
* Один скрытый слой.
  + Количество нейронов в скрытом слое – 200.
  + Количество нейронов в скрытом слое – 250.
  + Количество нейронов в скрытом слое – 300.

**Данные, на которых будет проводить эксперимент:**

Рассмотри работу алгоритма на данных, которые были получены путём моделирования идеальной системы для системы, состоящих из четырёх компонент. Множество данных состоит из сто одного различного цикла. Для каждого цикла существует матрица D, которая описывает поведение системы. Как было сказано ранее, для определения полной матрицы не обходимо построить N^2 искусственных нейронах сетей. Отличия при построении заключаются лишь в множестве обучающих данный. Так для определения элемента матрицы D с индексом (*i,j*) в качестве примеров выходных сигналов при обучении необходимо использовать только элементы матрицы D для обучающих циклов под индексом(*i,j*) . Разобьем это множество случайным образом на 90 циклов и на 11. Первая часть будет использована для обучения. Вторая часть для тестирования.

Для работы с системой, состоящих из пяти компонент множество данных, полученных путем моделирования идеальной системы имеет 153 различных циклов. Для обучения возьмем случайным образом 130 циклов из множества, для тестирования – все оставшиеся.

Алгоритм обучения для нейронной сети для получения элемента матрицы D c индексом *i,j*.

**Шаг 1**: Посчитать корреляционные матрицы для всех циклов из обучающей выборки

**Шаг 2**: Обучать нейронную сеть на множестве обучающих примеров с помощью одного из ниже приведенных алгоритмов обучения. Каждый из алгоритмов имеет свою специфику, поэтому количество итераций будет определятся непосредственно при описании конкретного алгоритма.

После обучения нейронной сети, происходит тестирование на данных из множества для тестирования. В процессе тестирования происходит сравнения полученных данных с данными, которые являются правильными.

Процент правильных ответов вычисляется следующим образом.

Для того , что бы построить полную матрицу D, необходимо проделать выше описанные действия для всех индексов (*i,j*). Общий процент ошибки вычисляется, как среднее арифметическое всех .

**4.1 Алгоритм BackProp**

Описание алгоритма

Основная идея этого метода состоит в распространении сигналов ошибки от выходов сети к её входам, в направлении, обратном прямому распространению сигналов в обычном режиме работы.

Метод вычисляет вектор градиента поверхности ошибок и продвигается в этом направлении на заданный шаг. Последовательность таких шагов, постепенно приводит к минимуму. Алгоритм действует итеративно, на каждом шаге продвигаясь в направлении вектора градиента.

Проблемы с которыми можно столкнутся, используя данных метод следующие:

* При выборе большой длине шага, можно «перескочить» через минимум.
* При выборе маленького шага, время затрачиваемое на обучения может быть очень большим, что делает неактуальным применение данного метода в контексте данной задачи.

Достоинства метода:

* Просто в реализации
* При выборе маленького шага, с большой вероятностью будет достигнут нужный минимум

В качестве функции активации нейрона была выбрана традиционная сигмоидальная функция:

Условие окончания: Количество итераций больше 2000, или значение ошибки меньше, чем 0.002.

**4.2 Алгоритм QuickProp**

Рассматриваемый алгоритм является улучшенной версией алгоритма обучения рассмотренного раннее, призванный решить проблему, связанную с большим временем обучения.

Алгоритм Qiuck Propagation содержит элементы, предотвращающие зацикливание в точке неглубокого локального минимума, где из-за близости к нулю производной функции активации процесс в алгоритме Back Propagation прекращается, такая ситуация может возникнуть из-за больших значений весовых коэффициентов, в сравнении со значениями других весовых коэффициентов. Данный алгоритм использует модифицируемую формулу для изменения весовых коэффициентов. Формула для каждой связи строится индивидуально на основе дополнительных параметров, за счет чего достигается увеличении скорости сходимости.

Минусы алгоритма заключаются в том, что при определённых условиях возможна значительная потеря точности, но зависит от структуры нейронной сети.

В качестве плюсов алгоритма следует учесть значительно возрастающую скорость обучения, что делает его применения актуальным в контексте задачи, рассматриваемой в данной работе.

В качестве активационной функции используется сигмоидальная функция, которая была рассмотрена выше, при описании алгоритма Back Propagation.

* **4.3 Алгоритм RProp(**M. Riedmiller, H.Braun. "A direct adaptive method for faster backpropagation learning: The RPROP algorithm". San Francisco,1993.

**)**

Алгоритм RProp – является модификацией алгоритма обратного распространения ошибки, призванный решить проблему медленной сходимости.

Алгоритм RProp использует только знаки частных производных, для изменения значения весовых коэффициентов нейронной сети. Структура алгоритма следующая: если на текущем шаге производная, соответствующая весу , изменила свой знак, то это говорит о том, что последнее изменение было большим и алгоритм перепрыгнул локальный минимум, из чего следует , что величину изменения нужно уменьшить на величину заданного при инициализации алгоритма – и присвоить весовому коифициенту его же значение на предыдущей операции. Если же знак производной не изменился, тогда следует увеличить значение коррекции весовых коэффициентов на . С помощью данного приема достигается увеличение скорости сходимости. Параметры и выбираются при инициализации алгоритма. При использовании алгоритма для решения задачи, рассматриваемой в данной работе были использованы следующие значения:

Для того, что бы не попасть в ситуацию, когда значения коррекции весов слишком велико, или равняется слишком малому значению, данную величину следует ограничить сверху и снизу. В работе для ограничения были использованы следующие параметры:

Алгоритм Resilient Propagation в среднем сходится в 4-5 раз быстрее и не показывает ощутимых потерь в точности, что делает его применение полностью оправданным.

Минусом данного алгоритма является сложность в реализации в сравнении с алгоритмом Back Propagation.

**5.Анализ полученных результатов:**

При моделировании системы, состоящей из 4-х компонент были использованы данные, полученные путём моделирования идеальной системы. Рассмотренные ранее различные структуры нейронных сетей не показали значимых отличий. Ниже приведены характеристики для структуры состоящей из одного скрытого слоя, состоящего из 250 нейронов.

5.1 Система, состоящая из 4 компонент

Результаты (см. Рис. 3) отображают среднее время, затрачиваемое на обучение нейронной сети и восстановление матрицы . На этапе тестирования было восстановлено 500 матриц, что позволяет полученные результаты, как статистически правильные.

Рис. 3

Рис. 4

Результаты, характеризующие ошибки при тестировании нейронных сетей отображены ниже на рисунке (см. Рис. 4) .

5.2 Система, состоящая из 5 компонент.

При тестировании нейронных сетей на системе, состоящей их пяти компонент процент ошибки не менялся на ощутимые значения, но ожидаемо изменилось время (см. Рис. 5).

Рис. 5

Согласно результатам тестирования, алгоритм Resilient Propagation показал себя лучше остальных. Он ощутимо не проигрывает по времени алгоритму обучения Quick Propagation, но в тоже время наиболее точно восстанавливает матрицу системы.

Эксперименты проводились на компьютере с двухъядерным процессором. Для вычислений программа использовала два потока. Работа с нейронными сетями осуществлялась с помощью языка программирования – Python и использование библиотеки – PyBrain.

Выводы:

В работе было рассмотрено применение нейронных сетей для описания динамической системы на основе данных об этой системе. В реальном мире данные о системе не будут такими точными, как данные полученные при моделировании идеальной системы. Потому для развития идеи анализа динамической системы с помощью искусственных нейронных сетей

Что было сделано :  
1.Смоделирована идеальная система  
2.Определен подход, как испольсовать ИНС, так что бы была решена проблема расспаралеливания   
3.Протестированы различные алгоритмы обучения сети  
4.Протестированы различные архитектуры ИНС

Точноть больше 75 процентов

Решена проблема многопоточности

Литература: