Hands-on Machine Learning with sklearn, numpy, matplotlib, pandas, keras and TensorFlow 2

Table of contents

[1 Prerequisites 8](#_Toc72192938)

[1.1 Python 8](#_Toc72192939)

[1.1.1 Data Structures 8](#_Toc72192940)

[1.1.2 Functions and lambdas 9](#_Toc72192941)

[1.1.3 Error handling 9](#_Toc72192942)

[1.1.4 String operations 10](#_Toc72192943)

[1.1.5 IO 10](#_Toc72192944)

[1.1.6 Classes 11](#_Toc72192945)

[1.1.7 Pickle – serialization framework – 12](#_Toc72192946)

[1.1.8 Generator, yield, async-await and coroutines 12](#_Toc72192947)

[1.1.9 Threading 12](#_Toc72192948)

[1.2 Numpy 12](#_Toc72192949)

[1.2.1 Arrays (vectors and matrices) 12](#_Toc72192950)

[1.2.2 Shaping 13](#_Toc72192951)

[1.2.3 Stacking 13](#_Toc72192952)

[1.2.4 Linalg 13](#_Toc72192953)

[1.2.5 Miscellaneous (random, linspace, math) 13](#_Toc72192954)

[1.3 Pandas 14](#_Toc72192955)

[1.3.1 Series 14](#_Toc72192956)

[1.3.2 DataFrame 14](#_Toc72192957)

[1.4 Matplotlib 16](#_Toc72192958)

[1.4.1 Lines and 2D functions 16](#_Toc72192959)

[1.4.2 Multiple plots on a figure 17](#_Toc72192960)

[1.4.3 Scatter plots, histograms and images 18](#_Toc72192961)

[1.4.4 Texts and Legends 19](#_Toc72192962)

[1.4.5 ... 19](#_Toc72192963)

[1.5 Jupyter notebook 19](#_Toc72192964)

[1.6 R 20](#_Toc72192965)

[1.6.1 Attributes, Basic types, NA and NaN 20](#_Toc72192966)

[1.6.2 Complex types 20](#_Toc72192967)

[1.6.3 Subsetting, indexing 22](#_Toc72192968)

[1.6.4 Date & time 23](#_Toc72192969)

[1.6.5 Reading data, Files 24](#_Toc72192970)

[1.6.6 Control structures 24](#_Toc72192971)

[1.6.7 Functions 25](#_Toc72192972)

[1.6.8 Loop functions (apply-s) 25](#_Toc72192973)

[1.6.9 Statistics 26](#_Toc72192974)

[1.6.10 Misc 26](#_Toc72192975)

[1.7 SQL (Microsoft Server SQL) 27](#_Toc72192976)

[1.7.1 Data types 28](#_Toc72192977)

[1.7.2 Create and alter schemes 28](#_Toc72192978)

[1.7.3 Insert rows into table 28](#_Toc72192979)

[1.7.4 Delete rows from table 29](#_Toc72192980)

[1.7.5 Queries 29](#_Toc72192981)

[1.7.6 Joins 29](#_Toc72192982)

[1.7.7 Data types 29](#_Toc72192983)

[1.7.8 Data types 29](#_Toc72192984)

[1.8 Docker 29](#_Toc72192985)

[1.8.1 Container manipulation 29](#_Toc72192986)

[1.8.2 Creating images (Dockerfile) 30](#_Toc72192987)

[1.8.3 Docker-compose (docker-compose.yml) 30](#_Toc72192988)

[1.8.4 Docker volume 31](#_Toc72192989)

[1.8.5 Docker 31](#_Toc72192990)

[1.9 LaTeX 31](#_Toc72192991)

[1.9.1 Symbols 31](#_Toc72192992)

[1.9.2 Formatting 33](#_Toc72192993)

[2 Scikit-Learn and book abstract 34](#_Toc72192994)

[2.1 Types of Machine Learning systems 34](#_Toc72192995)

[2.1.1 Supervised / Unsupervised / Semisupervised / Reinforcement 34](#_Toc72192996)

[2.1.2 Batch / Online 34](#_Toc72192997)

[2.1.3 Instance-based / Model-based 34](#_Toc72192998)

[2.2 Challenges of Machine Learning 34](#_Toc72192999)

[2.3 Testing and Validating 35](#_Toc72193000)

[2.4 Bias and variance 35](#_Toc72193001)

[2.5 Scaling 36](#_Toc72193002)

[2.6 Encoding 36](#_Toc72193003)

[2.6.1 Label encoding 36](#_Toc72193004)

[2.6.2 One hot encoding 36](#_Toc72193005)

[2.6.3 Ordinal encoding 36](#_Toc72193006)

[2.7 Transformation pipelines 37](#_Toc72193007)

[2.8 Hyperparameter tuning 37](#_Toc72193008)

[2.8.1 Grid search 37](#_Toc72193009)

[2.8.2 Randomized search 38](#_Toc72193010)

[2.9 Datasets 38](#_Toc72193011)

[2.10 Test-train split and cross validation 38](#_Toc72193012)

[2.11 Clustering 38](#_Toc72193013)

[2.11.1 Agglomerative Clustering 38](#_Toc72193014)

[2.11.2 K-Means Clustering 39](#_Toc72193015)

[2.11.3 DBSCAN (Density-Based) Clustering 41](#_Toc72193016)

[3 Classification 43](#_Toc72193017)

[3.1 Logistic Regression 43](#_Toc72193018)

[3.1.1 Softmax / Multinomial logistic regression 44](#_Toc72193019)

[3.2 Naive Bayes 45](#_Toc72193020)

[3.2.1 Laplace smoothing 46](#_Toc72193021)

[3.3 Support Vector Machine 47](#_Toc72193022)

[3.4 Decision Tree 47](#_Toc72193023)

[3.5 Random Forest 47](#_Toc72193024)

[3.6 Confusion Matrix and ROC Curve 47](#_Toc72193025)

[3.6.1 Rand index 48](#_Toc72193026)

[3.6.2 Jaccard index 48](#_Toc72193027)

[3.6.3 Precision 48](#_Toc72193028)

[3.6.4 Recall 48](#_Toc72193029)

[3.6.5 F1 Score and Precision-Recall tradeoff 49](#_Toc72193030)

[3.7 Multiclass Classification 51](#_Toc72193031)

[3.7.1 One versus All (One versus Rest) 51](#_Toc72193032)

[3.7.2 One versus One 51](#_Toc72193033)

[3.8 Egyéb 51](#_Toc72193034)

[4 Regression 52](#_Toc72193035)

[4.1 Linear Regression 52](#_Toc72193036)

[4.1.1 Ridge regression (L2 regularization) 53](#_Toc72193037)

[4.1.2 Lasso regression (L1 regularization) 53](#_Toc72193038)

[4.1.3 Elasticnet 54](#_Toc72193039)

[4.2 Locally Weighted Linear Regression 54](#_Toc72193040)

[4.3 Polynomial Regression 55](#_Toc72193041)

[4.4 Support Vector Machine 56](#_Toc72193042)

[4.5 Support Vector Machine 56](#_Toc72193043)

[4.6 Support Vector Machine 56](#_Toc72193044)

[4.7 Support Vector Machine 56](#_Toc72193045)

[5 Statistics 57](#_Toc72193046)

[5.1 Permutation, Variation, Combination 57](#_Toc72193047)

[5.2 Probability theory 57](#_Toc72193048)

[5.3 CDF, PDF, PMF 58](#_Toc72193049)

[5.4 Expected value, Variance, Standard deviation 58](#_Toc72193050)

[5.5 E(X) and V(X) of random length sum of iid variables 60](#_Toc72193051)

[5.6 Moments, Skewness, Kurtosis 60](#_Toc72193052)

[5.7 Median, Mode, Quantile (percentile) 61](#_Toc72193053)

[5.8 Multidimension distributions, Covariance, Correlation 61](#_Toc72193054)

[5.9 Popular discrete distributions 63](#_Toc72193055)

[5.9.1 Indicator function (aka characteristic function, Bernoulli distr.) 63](#_Toc72193056)

[5.9.2 Binomial distribution 63](#_Toc72193057)

[5.9.3 Poisson distribution 64](#_Toc72193058)

[5.9.4 Geometric distribution 64](#_Toc72193059)

[5.9.5 Hypergeometric distribution 65](#_Toc72193060)

[5.10 Popular continous distributions 65](#_Toc72193061)

[5.10.1 Uniform distribution 65](#_Toc72193062)

[5.10.2 Exponential distribution 65](#_Toc72193063)

[5.10.3 Normal distribution 66](#_Toc72193064)

[5.10.4 distribution (Chi-square distribution) 66](#_Toc72193065)

[5.10.5 Student distribution (t distribution) 67](#_Toc72193066)

[5.10.6 Fisher distribution (F distribution) 67](#_Toc72193067)

[5.11 Limit theorems 67](#_Toc72193068)

[5.11.1 Law of large numbers 67](#_Toc72193069)

[5.11.2 de Moivre-Laplace 68](#_Toc72193070)

[5.11.3 Central limit (CLT) 68](#_Toc72193071)

[5.11.4 Hoeffding’s inequality 68](#_Toc72193072)

[5.12 Fundamental concepts of statistics 68](#_Toc72193073)

[5.13 Parameter estimation 70](#_Toc72193074)

[5.13.1 Point estimation 71](#_Toc72193075)

[5.13.2 Interval estimation 72](#_Toc72193076)

[5.14 Hypothesis testing 73](#_Toc72193077)

[5.14.1 Z-test (z-próba, u-próba) 75](#_Toc72193078)

[5.14.2 Student’s t-test 76](#_Toc72193079)

[5.14.3 F-test (Fisher-test) 77](#_Toc72193080)

[5.14.4 Welch’s t-test 78](#_Toc72193081)

[5.14.5 Non-parametric tests introduction, common problems 78](#_Toc72193082)

[5.14.6 Kolmogorov-Smirnov test 79](#_Toc72193083)

[5.14.7 Wilcoxon signed-rank test 79](#_Toc72193084)

[5.14.8 Mann-Whitney U test 81](#_Toc72193085)

[5.14.9 Chi-square test 81](#_Toc72193086)

[5.14.10 ANOVA (Analysis of variance) 84](#_Toc72193087)

[5.14.11 Bartlett-test 85](#_Toc72193088)

[5.14.12 Friedman-test 86](#_Toc72193089)

[5.14.13 Kruskal-Wallis test 87](#_Toc72193090)

[5.14.14 Exact tests introduction 87](#_Toc72193091)

[5.14.15 Fisher’s exact test 88](#_Toc72193092)

[5.14.16 Binomial test 88](#_Toc72193093)

[5.15 Regression Analysis 88](#_Toc72193094)

[5.15.1 Multivariable linear regression 93](#_Toc72193095)

[5.15.2 Model building 95](#_Toc72193096)

[5.15.3 Outlier detection 97](#_Toc72193097)

[5.15.4 Binary logistic regression 97](#_Toc72193098)

[5.16 Data reduction 97](#_Toc72193099)

[5.16.1 Factor analysis 97](#_Toc72193100)

[5.16.2 PCA (principal component analysis) 98](#_Toc72193101)

[5.16.3 MDS (multi dimensional scaling) 99](#_Toc72193102)

[5.16.4 Discrimininant analysis 100](#_Toc72193103)

[5.17 Time series data 100](#_Toc72193104)

[5.17.1 Models for time series 101](#_Toc72193105)

[6 Neural Networks 105](#_Toc72193106)

[6.1 Forward and Backpropagation 105](#_Toc72193107)

[6.1.1 Math 105](#_Toc72193108)

[6.1.2 Forward propagation on XOR N.N. 105](#_Toc72193109)

[6.1.3 Backpropagation on XOR N.N. 106](#_Toc72193110)

[6.2 Egyéb 107](#_Toc72193111)

[7 Web scraping 108](#_Toc72193112)

[7.1 BeautifulSoup 108](#_Toc72193113)

[8 Math auxiliary 109](#_Toc72193114)

[8.1 Eigenvalues and eigenvectors 109](#_Toc72193115)

[8.2 Rank of matrix 109](#_Toc72193116)

[8.3 Kernel and image 109](#_Toc72193117)

[9 Standard normal CDF () chart. 111](#_Toc72193118)

[10 Student-t CDF chart 112](#_Toc72193119)

[11 CDF charts in R 113](#_Toc72193120)

[12 114](#_Toc72193121)

# Prerequisites

The book assumes basic programming knowledge as well familiarity with the most often used scientific libraries such as numpy, pandas and matplotlib.

## Python

Modern programming language, where classes passed as *reference copy* and primitives passed by value.

*Reference copy:* Assigning new objects to this won’t affect the original object’s state. Moreover, modifying the object is only feasible by calling operations (add,pop etc.) on this copy.

### Data Structures

#### List

lst = [1, 2, 3]

lst.append(4) #4 to the end

lst.insert(0, 0) #0 to the beginning

lst.remove(obj)

lst.pop(index) #remove element

lst.copy()

lst.extend(lst\_other)

primes = list(filter(lambda num: num.is\_prime, numbers))

#method called list comprehension:

primes = [num.value **for** num **in** numbers **if** num.is\_prime]

lst[-1] gives you the last element

[\*range(a,b+1,s)] every s-th number starting from a ending with b

#### Tuple

Similar to list but unchangeable during runtime.

tpl = (1, 2, 3)

zip() function for pairing lists/tuples into a single tuple

#### Set (unordered)

st = {1, 2, 3}

st.add(4)

st.update(list)

st.remove(obj) #will raise Error if not found

st.discard(obj) #no Error thrown

st3 = st.union(st2)

#### Dictionary

dct = { ”a” : 1, ”b”: 2, ”c” : 3 }

dct[”d”] = 4

dct.pop(”c”)

#no error thrown when key doesnt exists, instead it gets #initialized with 0

**from** collections **import** defaultdict  
dct = defaultdict(int)

**for** key **in** dct:  
 **pass  
  
for** value **in** dct.values():  
 **pass  
  
for** (key, value) **in** dct.items():  
 **pass**

### Functions and lambdas

**def** func(p1, p2, \*args, \*\*kwargs):  
 print(args[0], args[1], kwargs[**"kwparam"**])

#will print 3 4 cc  
  
**def** main():  
 func(1, 2, 3, 4, kwparam=**"cc"**)

lbd = **lambda** x : np.exp(x)

### Error handling

**try**:  
 **raise** NotImplementedError(**"test"**)  
**except** NotImplementedError **as** err:  
 print(err)  
**except**:  
 print(**"wont be printed"**)

### String operations

#### String interpolation

n = **"john"**a = 30  
str1 = **"name: {} age: {:0.2f}"**.format(n, a)  
str2 = **"name: {name} age: {age}"**.format(name=n, age=a)

#### ...

### IO

IO modes:

|  |  |
| --- | --- |
| r | reading  raises error if file’s missing |
| a | append  creates the missing file or writes to the end |
| w | writing  create the missing file or overwrites |
| x | create  error if file exists |

|  |  |
| --- | --- |
| t | text |
| b | binary |

file = open(path, mode) #”rt” ”xb” etc.

for line in file:

**pass**

file.close()

file.write(...)

RAII for IO (will automatically close, even on raised errors):

**with** open(**"path"**, **"mode"**) **as** f:  
 **pass**

### Classes

#### Defining a class and achieve inheritance

**class** BASE:  
 **def** \_\_init\_\_(self, x):  
 self.x = x  
 **def** GetX(self):  
 **return** self.x  
  
**class** DERIVED(BASE):  
 **def** \_\_init\_\_(self, x, y):  
 super().\_\_init\_\_(x) #BASE.\_\_initself.y = y  
 **def** GetY(self):  
 **return** self.y  
  
**def** main():  
 d = DERIVED(10, 20)  
 print(d.GetX())  
 print(d.GetY())  
  
main()

#### Static variables

**class** C:  
 static = **"ABC"  
  
 def** \_\_init\_\_(self):  
 **pass**

#### Class and Static methods

**class** C:  
 static = **"ABC"  
  
 def** \_\_init\_\_(self, name, age):  
 self.name = name  
 self.age = age  
  
 @classmethod  
 **def** John(cls):  
 **return** cls(**"John"**, 32)  
  
 @classmethod  
 **def** Eva(cls):  
 **return** cls(**"Eva"**, 22)  
  
 @staticmethod  
 **def** set\_static(val):  
 C.static = val  
  
**def** main():  
 c\_john = C.John()

**@classmethod** decorator is used for returning objects constructed by a set of predefined parameters. Also, it is the most pythonic way to achive multiple constructors as you can create only one \_\_init\_\_ definition.

**@staticmethod** decorator marks the function as a static one.

#### ...

### Pickle – serialization framework –

**if** os.path.exists(**"ser.data"**):  
 obj = pickle.load(open(**"ser.data"**, **"rb"**))  
**else**:  
 obj = **None** *# some long processing task..* pickle.dump(obj, open(**"ser.data"**, **"wb"**))

### Generator, yield, async-await and coroutines

### Threading

## Numpy

Math library with operations faster than standard library.

**import** numpy **as** np

### Arrays (vectors and matrices)

np.empty(5)

np.zeros((4,4))

np.full((4,4), np.pi)

np.empty((0, 2), int) #ideal for loops

np.array([[...], [...], ..., [...]])

np.arange(lower\_bound\_inc, upper\_bound\_exc, step=1) #iota

np.random.rand(4) #4 long vector with rands between 0,1

np.random.randn(4) #4 long vector with N(0,1) distribution

np.fromfunction(**lambda** i, j: i\*j, (4, 4)) #ij can be 0

### Shaping

arr.shape = (4,4)

arr = np.reshape(arr, (16, 1)) #-1 calculates the other dim

x = np.atleast\_2d(x) #converts lower dimensions to 2D, useful for reshaping vector type np.arrays to matrix type (for dotprod)

arr.ravel() #to vector

arr.flatten() #copies, and converts copy to vector

### Stacking

qv1, qv2: [[1 1 1]], [[2 2 2] [2 2 2]]

qv3 = np.vstack((qv1, qv2))

qv3 = [[1 1 1] [2 2 2] [2 2 2]]

qh1, qh2: [[1 1 1] [1 1 1]], [[2 2] [2 2]]

qh3 = np.hstack((qh1, qh2))

qh3 = [[1 1 1 2 2] [1 1 1 2 2]]

### Linalg

**import** numpy.linalg **as** linalg

mtx.transpose()

mtx.T

mtx\_mult = mtx1.dot(mtx2)

inverse = linalg.inv(mtx)

pinverse = linalg.pinv(mtx)

identity\_mtx = np.eye(n)

det = linalg.det(mtx)

eigenvalues, eigenvectors = linalg.eig(mtx)

### Miscellaneous (random, linspace, math)

axis=0 refers to row

axis=1 refers to column

np.linspace(min, max, num): splits the interval (min, max) into num equal parts

r1, r2, r3 = np.random.rand(3, 100): creates a 3x100 random matrix, ri are the ith row

np.random.normal(0, 1, 100): creates a 100 long vector with normally distributed vals

a[i, j] indexing a multidiminensional array

np.sum(), np.max(), np.argmax() and other unary operators

np.squeeze(X, axis=1): removes the axis if it is single dimensioned

np.append(X, y): append element y to array X, returns a new object

## Pandas

Library for messing around with data.

**import** pandas **as** pd

### Series

Equivalent of Excel’s column.

|  |  |
| --- | --- |
| s\_indexed | |
| „a” | 30 |
| „b” | 27 |
| „c” | 22 |
| „d” | 41 |

#### Creating Series

|  |  |
| --- | --- |
| s\_base | |
| 0 | 2 |
| 1 | 3 |
| 2 | 4 |
| 3 | 5 |

predefined\_dic = {**"c"** : 22, **"d"** : 40}  
  
s\_base = pd.Series([2, 3, 4, 5])

s = np.exp(s\_base)  
s = s\_base + pd.Series([4, 3, 2, 1])  
s = s\_base + 1  
s = s\_base <= 3

s = pd.Series([30, 27, 22, 41], index=[**"a"**, **"b"**, **"c"**, **"d"**])  
s = pd.Series(predefined\_dic, index=[**"c"**]) #filtering by indices

s = pd.Series([22, 23], index=[**"alice"**, **"bob"**], name=**"ages"**)

s = pd.Series(np.nan, index=[**"def1"**, **"def2"**]) #def1: Nan, def2: NaN

#### Plotting Series

plt.scatter(s.index, s.values)   
#plt.plot would connect the points with linesplt.show()

### DataFrame

Equivalent of Excel’s spreadsheet.

#### Creating DataFrames

predefined\_dic = {  
 **"in letters"** : pd.Series([1, 2, 3]),  
 **"w numbers"** : pd.Series([**"ein"**, **"zwei"**, **"drei"**]),  
 **"rand"**: pd.Series(np.full(3, np.nan))  
 }  
df = pd.DataFrame(predefined\_dic) #if some columns couldn't be matched, those will become NaNsprint(df[[**"in letters"**, **"w numbers"**]])

#filtering  
df = pd.DataFrame(predefined\_dic, columns=[**"w numbers"**], index=[1, 2]) np\_datamatrix = np.array([  
 [**"alice"**, 33, **"mercedes"**],  
 [**"bob"**, 40, **"cadillac"**],  
 [**"chad"**, 25, **"bmw"**],  
])  
df = pd.DataFrame(np\_datamatrix, columns=[**"name"**, **"age"**, **"car"**], index=[**"a"**, **"b"**, **"c"**])

#### Accessing rows

|  |  |  |  |
| --- | --- | --- | --- |
|  | name | age | car |
| a (iloc 0) | alice | 33 | mercedes |
| b (iloc 1) | bob | 40 | cadillac |
| c (iloc 2) | chad | 25 | bmw |

#row of chaddf.loc[**"c"**]  
df.iloc[2]  
#row of alice and chaddf[np.array([**True**, **False**, **True**])]  
#row of alice and chaddf[pd.to\_numeric(df[**"age"**], errors=**"raise"**) <= 35]  
#inserting a new rowdf.loc[**"d"**] = np.array([**"dave"**, 17, np.nan])

df.drop(index=[**"d"**], inplace=**True**) #deleting the new row

#### Accessing columns

df = df.astype({**"age"** : **"int32"**})  
df[**"over 18"**] = [**False**] \* len(df.index)  
df[**"over 18"**] = pd.Series({**"a"** : **True**}) *#other will default to np.nan*df[**"over 18"**] = df[**"age"**] >= 18  
popped\_col = df.pop(**"over 18"**)  
df.drop(columns=[**"over 18"**])  
df.insert(0, **"ID card num"**, pd.Series({**"a"** : **"0x00"**, **"b"** : **"0xcf"**, **"c"** : **"0xfd"**}))  
evdf1 = df.eval(**"age\*\*2 + sin(age)"**)  
age\_limit = 21  
evdf2 = df.eval(**"age > @age\_limit"**)

#### Querying

queried\_df = df.query(**"age > @age\_limit and name.str.contains('a')"**)

#### Sorting

df.sort\_values(**"car"**, ascending=**True**, inplace=**True**)  
df.sort\_values([**"car"**, **"age"**], ascending=[**True**, **True**], inplace=**True**)  
df.sort\_index(ascending=**False**)

#### Handle missing data

df.fillna(**"no data"**, inplace=**True**)  
df.dropna(axis=0, how=**"any"**, inplace=**True**) #drop row if any of its value is np.nan

#### Pandas Utilities for reading structured data and misc

axis 0: rows

axis 1: columns

housing = pd.read\_csv(**"housing.dat"**, sep=**"..."**)  
housing[**"age\_category"**] = pd.cut(  
 housing[**"house age"**],  
 bins = (5, 20, 40, 80, np.inf),  
 labels = (**"new"**, **"renovated"**, **"mid"**, **"old"**, **"for demolition"**)  
)

#for printing a subset of the dataframe

df.head(num)

df.tail(num)

## Matplotlib

Scientific python library for showing graphs.

**import** matplotlib.pyplot **as** plt

### Lines and 2D functions

plt.figure(**"figure\_title"**, figsize=(10, 12))

plt.axis(**"off"**)
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plt.plot([2, 1, 2, 4, 1])  
plt.show()
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plt.plot([-3,-2, 1, -1], [2, 4, 1, 2])  
plt.axis([-3, 1, 1, 5]) *# xe[-3, 1], ye[1, 5]*plt.show()
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x = np.linspace(-1.4, 1.4, 30)  
plt.plot(x, x, **"g--"**, linewidth=3)  
plt.plot(x, x\*\*2, **"r:"**)  
plt.plot(x, x\*\*3, **"b^"**, alpha=0.1)  
plt.show()
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x = np.linspace(-2, 2, 500)  
y = x\*\*2  
plt.plot(x, y)  
plt.title(**"x squared"**)  
plt.xlabel(**"x"**)  
plt.ylabel(**"y"**)  
plt.grid(**True**)  
plt.show()

### Multiple plots on a figure
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x = np.linspace(-1.4, 1.4, 30)  
plt.subplot(2,2,1)  
plt.plot(x,x)  
plt.subplot(2,2,2)  
plt.plot(x, x\*\*2)  
plt.subplot(2,1,2)  
plt.plot(x, x\*\*3)  
plt.show()

*subplot(2,2,2):*

*A table made up by two rows and two columns. We put the figure in the 2nd „cell”.*

### Scatter plots, histograms and images
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mu, sigma = 100, 15  
x = mu + sigma \* np.random.randn(10000)  
plt.grid(**True**)  
plt.hist(x, bins=50, facecolor=**'green'**, edgecolor=**"black"**, alpha=0.75)  
plt.show()

![](data:image/png;base64,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)

x = np.linspace(-1.4, 1.4, 30)  
y = x\*\*2  
plt.scatter(x, y, s=200.0, c=**"red"**, alpha=0.9, edgecolors=**"green"**)  
plt.show()

plt.imshow(pic, cmap=**"binary"**)

plt.axis(**"off"**)  
plt.show() *# pic: NxM bitmap*

### Texts and Legends
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x = np.linspace(-1.4, 1.4, 30)  
y = x\*\*2  
px = 0  
py = px\*\*2  
  
plt.plot(x, y)  
plt.plot(px, py, **"ro"**)  
plt.text(px, py + 0.05, **"minima"**, fontsize=10, color=**"red"**, horizontalalignment=**"center"**)  
plt.show()
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plt.scatter([0.1, 0.15], [0.1, 0.08], color=**"red"**, marker=**"x"**, label=**"safe"**)  
plt.scatter([1, 0.89], [0.95, 0.99], color=**"green"**, marker=**"s"**, label=**"dangerous"**)  
plt.legend(loc=**"upper left"**)  
plt.show()

### ...

## Jupyter notebook

*pip install notebook*

*jupyter notebook (localhost:8888)*
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## R

In R console we can include libraries (e.g.: library(datasets), library(**"BSDA"**)) and can install new ones:

install.packages("BoutrosLab.plotting.general")

### Attributes, Basic types, NA and NaN

atomic types: character, numeric, integer, complex, logical

x <- 1 #numeric

x <- 1L #integer

x <- 1/0 #numeric, Inf

x <- 0/0 #numeric, NaN

types gets printed on using class(object) and can be checked with is.numeric(obj)..

type casts: as.numeric(x), as.character(x)

operations with non-ordinary notations: %% (mod), %/% (integer division), ^

logical operations (and, or) are single digit: & |

check if two objects are identical: identical(x, y)

format string (3 to 003): sprintf("%03d", 3)

get size of an object: object.size(o)

NA: not available, missing value

NaN: not a number, counts as an NA as well

|  |  |  |
| --- | --- | --- |
|  | **NA** | **NaN** |
| is.na(x) | TRUE | TRUE |
| is.nan(x) | FALSE | TRUE |

### Complex types

vector (for storing elements with the same class):

x <- rep(NA, times=5) #NA NA NA NA NA

x <- rep(c(1, 2), each=2) #1 1 2 2

x <- c("numeric", length=5) #0 0 0 0 0

x <- c(1 + 0i, 2 + 3i) #explicitly telling the elements

x <- c(x, 3 + 2i) #appending to vector

x <- c(col1 = 1, col2 = 2) #named vector (names(object))

x <- 1:5 #int sequence: 1 2 3 4 5

x <- seq(0, 2, by=0.5) #0.0 0.5 1.0 1.5 2.0

x <- seq(0, 1, length=5) #0.0 0.25 0.5 0.75 1

x <- seq\_along(x) #1 2 3 ... length(x)

x <- rnorm(1000) #1000 normally distributed value

x <- sample(x, 100) #selects 100 elements randomly

length of vector: length(x)

list (for storing elements even with different types):

x <- list(1, TRUE, 1+2i)

x <- list(c1=1, c2=TRUE, c3=1+2i)

matrix (vector with set dimension attribute):

x <- matrix(nrow=2, ncol=3) # [NA NA NA]

# [NA NA NA]

x <- matrix(1:6, nrow=2, ncol=3) #column major filling

# [1 3 5]

# [2 4 6]

x <- 1:3 #1 2 3

y <- 6:8 #6 7 8 [1 6]

m1 <- cbind(x, y) #column-wise merge [2 7]

[3 8]

m2 <- rbind(x, yÖ #row-wise merge [1 2 3]

[6 7 8]

x <- 1:10 #redefining the dimension of a vector

dim(x) <- c(2, 5) [1 2 3 4 5]

[6 7 8 9 10]

inverse matrix: solve(m)

transpose matrix: t(m)

true matrix multiplication: m1 %\*% m2

factor (for categorizing data):

dirs <- c("left", "up", "up", "down", "up", "right", "left")

fdirs <- factor(dirs) # left up up down up right left

# Levels: down left right up

# levels are automatically ordered

fdirs2 <- factor(dirs, levels=c("up", "down", "left", "right")

# levels are manually ordered

Factor level generation, gl function (num\_leves, replications, seq):

f <- gl(3, 2, c("NY", "BP", "LA"))

# NY NY BP BP LA LA

# Levels: NY BP LA

On loading tabular data, columns of strings will be interpreted as factors.

data frame (handling tabular data with different types):

empty\_df <- data.frame(matrix(nrow=0, col=3))

colnames(empty\_df) <- c("col1", "col2", "col3")

df <- data.frame(col1 = 1:4, col2 = c(T,F,F,F))

add rows by calling: df <- rbind(df, list(col1 = 1, col2 = F))

add columns by calling: df <- cbind(df, col3 = c("a", "b"))

printing dataframe: head(df, n) tail(df, n)

dimensions of dataframe: nrow(df) ncol(df)

### Subsetting, indexing

[] : return an object of the same class, can be used to select multiple elements

[[]] : can only extract a single element from a list or dataframe, might return another type of object than is was called on

$: same as [[]], can helps us extract a single element by name

vector examples:

x <- c("a", "b", "c", "b", "d", "a")

x[1] #a, indexing starts at 1 in R!

x[1:3] #a b c

y[x %in% 1:3] #every element in y in [1, 3]

x[x < "c"] #a b b a

list examples:

x <- list(foo=1:4, bar=0.6)

x[1] #returns 1:4 sequence as LIST!

x[[1]] #returns 1:4 sequence as raw vector

x$foo #returns 1:4 sequence as raw vector

x[c(1,2)] #returns foo and bar as list

x[c("foo", "bar")] #returns foo and bar as list

x$f #partial matching, autocompleted to foo

matrix examples:

x <- matrix(rep(1, 6), 3, 2)

x[1,1] #returns 1 as numeric

x[1, ] #returns the first row as vector of numerics

x[1, , drop=FALSE] #returns the first row as a matrix

x[c(1, 2), ] #returns the 1st and 2nd row as a matrix

data frame examples:

df <- df[!is.na(df), c1] #returns every non-NA elem under c1

df <- df[complete.cases(df),] #returns NA-free rows

### Date & time

time:

t <- Sys.time() #class(t) POSIXct ("2021-03-08 22:43:50 CET") #unclass(t) integer (seconds since 1970)

t <- as.POSIXlt(t) #class(t) POSIXlt ("2021-03-08 22:43:50 CET")

#unclass(t) list with names: sec, min, ...

t <- strptime("October 17, 1999 08:00", "%B %d, %y %H:%M")

#will create a POSIXlt object

date:

d <- Sys.Date() #class(d) Date ("2021-03-08")

#unclass(d) integer (days since 1970)

d <- as.Date("1969-01-01) #unclass(d) integer (-365)

weekdays(d/t): "Monday"

months(d/t) "March"

quarters(d/t) "Q1"

### Reading data, Files

file.path(path1, path2) #will join path1 and path2

paste(str1, str2, ...) #concatenates strings

read.table ( filename, header=FALSE, sep="\tab", colClasses, nrows,

commentChar="#", skipBegin=0, stringAsFactors=TRUE)

read.csv is the same as read.table but sep is ",".

getwd() return the currect working directory.

source – dump:

y <- data.frame(a=1, b="str")

dput(y, "ser.R")

y <- dget("ser.R")

dget – dput:

Can handle multiple data.

x <- "foo"

y <- c(1, 2, 3)

dump(c(x, y), file="ser.R") #serialization

rm(x, y) #clears variable from enviroment

source("ser.R") #deserialization

### Control structures

if() {} else if {} else {}

y <- if (x < 3) { 10 } else { -10 }

for (i in 1:10)

for (elem in x)

for (i in seq\_along(x)) { next }

while(cnt < 10) { cnt <- cnt + 1}

repeat { ... break ... } #creates infinite loop

### Functions

Usually functions are written in a .R file which is then included to the current environment with sourcing (source("XYZ.R")). The last row of function is the return statement.

Complex examples:

f <- function(x=NA, fun, ...) {

args <- list(...)

y <- if (args[[using.fun]] == TRUE) { fun(args[[data]]) }

else { 0 }

x + y

}

f(c(1, 2), mean, using.func=TRUE, data=c(1, 1))

% bin % <- function(lhs, rhs) {

lhs %% rhs

}

x %bin% y

### Loop functions (apply-s)

lapply (x, fun, ...): Evaluates function on a list’s/vector’s each element.

Always returns a list.

sapply (x, fun, ...): Same as lapply but return the simplest possible class. By simplest class we mean either a single number or a vector.

vapply (x, fun, template, ...): Same as sapply, but checks whether the return type matches the template. If not it halts the program with an error. Template can be numeric(5) for example.

apply (x, margin, fun, ...): Allows us to call functions other than on arrays. The margin parameter’s counterpart in pandas is axis.

apply(m, 1, mean): mean of every row in matrix m (use rowMeans!)

mapply (fun, ..., more.args=NULL, simplitfy=TRUE, use.names=TRUE):

With mapply we can use a function with multiple sets of arguments.

mapply(rep, 1:3, 3:1) #list(rep(1, 3), rep(2, 2), rep(3, 1))

tapply (x, index, fun, ..., simplify=TRUE):

Useful when we need to break up the vector to groups defined by some classifying factor.

x <- c(rnorm(10), runif(10), rnorm(10, 1))

f <- gl(3, 10)

tapply(x, f, mean) #mean of rnorm, runif, rnorm1 in a list

split (x, f, drop=FALSE):

Will break up the vector to grups defined by the classifying factor f.

Will return a list of (# of levels in f) vectors. Can be used to simulate the group by statement.

table (x,f):

Maps the factor levels to their number of appearance in a tabular form.

### Statistics

empirical corrected variance: var(x)

### Misc

str: Compatly displays the internal structure of an object, alternative to summary

set.seed: important to set beforehand for reproducibility

sample(1:10, replace=FALSE): will make a permutation of 1:10

Random number generation: (with norm, gamma, poiss, etc. postfixes)

d: density (evaluates f(x), Probability DF)

r: random

p: cumulative distribution (returns F(x), CDF)

q: quantily function (returns F-1(x))

rbinom(100, size=1, prob = 0.7): gives the result of 100 runs of 1 coin toss each.

Profiling: system.type(expr)

elapsed time (”wall clock”): time you experience

user time: time charged to the CPU(s)

often: elapsed time = user time

if (elapsed time > user time): CPU waits for resources without running code

if (elapsed time < user time): In case of multiple processors

Rprof(), summaryRprof(): Prints out function call stack every 0.02s

#Rprof’s output will be just a bunch of function names

#summaryRprof will tabulate this output and will calculate how much

#time is spend in which function

by.total: Divides the spent time in each function by the total runtime.

by.self: Doest the same but subtracts the lower level function calls.

LETTERS: predefined vector of every english letter

plot(x, y, xlab, ylab, xlim, ylim, sub, main, pch ...)

(pch: point shape: triangle, filled circle, etc.)

## SQL (Microsoft Server SQL)

SQL is a Data Query/Definition/Control/Manipulation language which allows us to issue Create, Read, Update, Delete (CRUD) commands to a relational database system.

### Data types

INT(size=255)

DEC(size=10, precision=0)

BOOL

VARCHAR(length)

BLOB # Binary Large OBject

DATA # YYYY-MM-DD

TIMESTAMP # YYYY-MM-DD HH:MM:SS

### Create and alter schemes

CREATE TABLE student (

id INT, -- IDENTITY(1,1) for autoincrement

-- teacher\_id INT,

name VARCHAR(20), -- NOT NULL, UNIQUE

major VARCHAR(20), -- DEFAULT ’unknown’

PRIMARY KEY(student\_id),

-- FOREIGN KEY (teacher\_id) REFERENCES teacher(id)

-- ON DELETE SET NULL

-- ON DELETE CASCADE

);

ALTER TABLE ADD gpa DEC(3,2);

ALTER TABLE DROP COLUMN gpa;

DROP TABLE student;

primary key: A minimal set of attributes that uniquely specifies a row.

foreign key: A primary key of another scheme.

### Insert rows into table

INSERT INTO student VALUES(1, ’Jack’, ’CS’);

INSERT INTO student(id, name) VALUES(2, ’Kate’);

INSERT INTO student(id) VALUES (3), (4), (5), ... ; --multiple rows

### Delete rows from table

DELETE FROM student WHERE major=’Unknown’

### Queries

### Joins

### Data types

### Data types

## Docker

Docker is an ecosystem aroun creating and running containers. In a docker image we can have dependencies and other configs (FileSystem Snapshot) from which we can launch running containers.

Docker is a virtual machine with linux OS and by that it allows us to use Namespacing (define the resources that the container can use: Memory/Networking, ...) and Control Groups which helps limiting the usage of these resources. The docker image can contain a default (startup) command (e.g: run hello-world).

### Container manipulation

docker run <image name> // docker create + docker start

docker run <image name> <overriden default command>

docker create <image name> <odc> // return a unique id

docker start –a <unique\_id> // runs the image, -a: output to console

docker logs <unique\_id> // gets every log that was emitted from the run

docker ps // lists every running container

docker ps –all // every container that used to run (exited can be restarted)

docker system prune // deletes every stopped containers and caches (-f force)

docker stop <unique\_id> // SIGTERM (give time for cleanup and save)

docker kill <unique\_id> // SIGKILL (instantenaous stop of the process)

// gets called automatically after 10s of docker stop

docker exec –it <unique\_id> <command> // input text, additional command

docker exec –it <unique\_id> sh // open shell in the context of container

docker run –it busybox sh // alternative

### Creating images (Dockerfile)

**FROM --- COPY --- RUN --- CMD**

FROM node:alpine (hub.docker.com/explore to see the popular ones)

WORKDIR /usr/app (against overwriting the root directory)

COPY ./ ./ (copy everything in the wd to the container’s filesystem, SPLIT!)

RUN npm install (will look for package.json to install)

CMD [”npm”, ”start”] (will look for package.json to start)

Dockerfile // docker build . in its folder

docker build <unique\_id> // if we changed anything besides Dockerfile!

docker build –f Dockerfile.dev . // allows custom dockerfile name

docker build –t mkis98/test:latest . // this way we don’t need id-s, img tagging

docker run –p 8080:8080 <unique\_id> // every incoming request on localhost 8080 will be forwarded to the container’s 8080 port

### Docker-compose (docker-compose.yml)

version: ’3’

services:

s1:

image: ’redis’

s2:

restart: always # on crash policy

build: . # Built from dockerfile, image defined there

ports:

- ”4001:8080” # array

docker-compose up (= docker run <image>)

docker-compose up –build (= docker build ., docker run <image>)

docker-compose up –d (open service in the background)

docker-compose down (stop services facilitating using ’docker stop’s)

On crash restart policies: **”no”**, **always**, **unless-stopped** (always restart except on forced close, **on-failure** (exit code is not 0)

docker-compose ps (will look for docker-compose.yml and finds the running containters defined there)

### Docker volume

### Docker

## LaTeX

Editor can be found here: <https://www.overleaf.com/>

useful packages to include:

\usepackage{amsmath} % advanced math symbols, spaces

\usepackage{physics} % for prettier vector symbols

### Symbols

Inline and complex formulas: $ e = 2.71... $ $$ complex formula $$

Greek alphabet: \alpha \gamma \Alpha \Gamma \pi

Partial derivative letter: \partial

Basic arithmetic: \cdot (mult dot) \dots (...) ^{x + 1} v\_{index} \vdots colv \cross

Fractions: \frac{a}{b} \xfrac{a}{b} (tilted line)

Sum and product: \sum\_{}^{} \prod\_{}^{} % bounds are omittable

Integral: \int\_{-\infty}^{\infty}{f(x) \text{ } dx}

Root: \sqrt[n]{...}

Limit: \lim\_{n \to \infty}

Autoscaling bracket: \left(1 + \frac{1}{n}\right)^n

Sets: \in \notin \subset \subseteq \cap (intersection) \cup \setminus

Vectors: \vb{A\_{n\cross n}} % physics library for bold vectors

Matrix:

$$

\begin{pmatrix/bmatrix}

1 & 2 & 3 \\

4 & 5 & a+1 \\

\end{pmatrix/bmatrix}^T

$$

\def\A{

\begin{bmatrix}

x\_1 & x\_2 & \cdots & x\_N

\end{bmatrix}}

\def\B{

\begin{bmatrix}

ax\_0 + bx\_1 \\

ax\_1 + bx\_2 \\

\vdots \\

x\_{N-1} + x\_N

\end{bmatrix}}

\def\C{

\begin{bmatrix}

z\_1 \\

z\_2 \\

\vdots \\

z\_N

\end{bmatrix}}

$$ y =\A \left(\B - \C\right) $$
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# Scikit-Learn and book abstract

## Types of Machine Learning systems

### Supervised / Unsupervised / Semisupervised / Reinforcement

Supervised: Training set includes the solutions (aka the labels) – Classification –

Unsupervised: Training set is unlabeled – Clustering & Anomaly Detection –

Semisupervised: Combined version of the previous types

Reinforcement learning: Reward based training of an agent

### Batch / Online

Batch: The system must be retrained from scratch with the full dataset on every new version

Online: The system can be trained incrementally by feeding it data instances either individually or in mini-batches

### Instance-based / Model-based

Instance-based: Similarity to the already learnt examples is measured on new cases

Model-based: Build a model from the learnt examples and make predictions according to the model.

## Challenges of Machine Learning

Insufficient quantity of training data

Nonrepresentative training data: training data must be representative of the new cases

Poor-quality: outliers, noise, errors, n/a-s

Redundant features

Overfitting training data (regularization helps)

Underfitting training data (model with more params helps)

## Testing and Validating

Testing how well the model will generalize to new cases is done by splitting the data set into a *training set* and a *test set*. We then train our model with the training set and test its error rate on never previously seen cases from the testing set. This error rate is called the *generalization error*. If we evaluate our model on the training set and get a much lower training error than the generalization error of the corresponding test set then we have the problem of overfitting, meaning that our model only performs well on the training data and the handling of new instances is quite flawed.

Often we hold out another set called the *validation set* to avoid refining (experimenting with regularization hyperparameters) a model to perform well solely on a particular training set. We train the model with the reduced training set (full traning set minus the validation set) and choose the model that produces the lowest generalization error on the validation set. After this process we retrain this model with the full training set and lastly evaluate the final model on the test set to get an estimate of the generalization error.

Cross-validation: The idea is to use multiple validation sets. Each model candidate (SVM, logistic regression etc) is evaluated once per validation set and trained on the rest of the training set. By averaging the evaulation results we get a realistic picture of the performance of out model at the cost of training time.

## Bias and variance

**bias:** Measures how much the model differs from the true labelling function.

**variance:** Measures how sensitive the model is to small deviations in the training data.

**Underfitting:** The model has high bias and low variance which means that it makes too general predictions (good instead of great, but can be worse) but at least it does it consistently. Solution: make the model more complex.

**Overfitting**: The model has low bias but high variance which means that it makes too specific predictions so it will generalize bad and will make extremely large errors on new instances. Solution: regularization, simplified model.

## Scaling

Machine learning models work better when features are on a similar scale (gradient descent can use larger learning rate, svm can draw a larger margin boundary). The most often used scaling method are MinMax scaling [0, 1] and Standard scaling N(0, 1).

**from** sklearn.preprocessing **import** MinMaxScaler, StandardScaler  
  
X = np.array([[1], [2], [3], [4]])

scaler = MinMaxScaler()  
X = scaler.fit\_transform(X)

## Encoding

### Label encoding

Converts a 1 dimensional vector of strings/numbers into categorical values (ints). Ideal to transform **y**-s that are in string format and **has ranking**. (bad/average/good)

**from** sklearn.preprocessing **import** LabelEncoder

labels = np.array([**"Tokyo"**, **"London"**, **"London"**, **"Frankfurt"**])

label\_encoder = LabelEncoder()

cat\_labels = label\_encoder.fit\_transform(labels)

print(label\_encoder.inverse\_transform(cat\_labels)) #prints labels

### One hot encoding

Converts a 2 dimensional array of strings/numbers into one-hot encoded format. Ideal to transform **y**-s for softmax regression and **y-**s that are unranked (nominal).

**from** sklearn.preprocessing **import** OneHotEncoder

labels = np.array([**"Tokyo"**, **"London"**, **"London"**, **"Frankfurt"**])

labels = np.reshape(labels, (-1, 1))

oh\_encoder = OneHotEncoder(dtype=np.int32)

oh\_labels = oh\_encoder.fit\_transform(labels).toarray()

print(oh\_encoder.inverse\_transform(oh\_labels)) #prints labels

### Ordinal encoding

Converts a 2 dimensional array of strings/number into categorical values (floats). Ideal to transform features that are strings (city/car brand).

**from** sklearn.preprocessing **import** OrdinalEncoder

#two column of cities

features = np.array([**"Tokyo"**, **"London"**, **"London"**, **"Frankfurt"**],

[**"London"**, **"Los Angeles"**, **"Frankfurt"**, **"Frankfurt"**])

features = features.T

ordinal\_encoder = OrdinalEncoder(dtype=np.int32)

cat\_features = ordinal\_encoder.fit\_transform(features)

print(ordinal\_encoder.inverse\_transform(cat\_labels)) #prints features

## Transformation pipelines

With pipelines we can define a series of data transformations to be executed consecutively (in the example: PolynomialFeatures with LinearRegression).

**from** sklearn.pipeline **import** Pipeline

**from** sklearn.preprocessing **import** StandardScaler

**from** sklearn.preprocessing **import** PolynomialFeatures

**from** sklearn.linear\_model **import** LinearRegession

polynomial\_regression = Pipeline([

(**"poly\_features"**, PolynomialFeatures(degree=4, include\_bias=**False**)),

(**"lin\_regression"**,LinearRegression())

])

polynomial\_regression.fit(x, y)

Fit will call each estimator’s (=member) *fit\_transform(...)* function except on the last one where it calls the regular *fit*function.

**from** sklearn.compose **import** ColumnTransformer

**from** sklearn.impute **import** SimpleImputer

missing\_embark = Pipeline([  
 (**"fill\_na"**, SimpleImputer(strategy=**"constant"**, fill\_value=**"other"**)),  
 (**"one\_hot"**, OneHotEncoder(dtype=np.int32))  
])  
  
missing\_agefare = Pipeline([  
 (**"fill\_na"**, SimpleImputer(strategy=**"median"**)),  
 (**"one\_hot"**, StandardScaler())  
])  
  
column\_preprocessing = ColumnTransformer([  
 (**"sex\_encoder"**, OrdinalEncoder(dtype=np.int32), [**"Sex"**]),  
 (**"pclass\_encoder"**, OrdinalEncoder(dtype=np.int32), [**"Pclass"**]),  
 (**"missing\_embark"**, missing\_embark, [**"Embarked"**]),  
 (**"missing\_agefare"**, missing\_agefare, [**"Age"**, **"Fare"**]),  
 (**"min\_max\_scaler"**, MinMaxScaler(), [**"SibSp"**, **"Parch"**])  
])

Column transformers are similar to pipelines. They are responsible for doing the standard column modifications (scaling/handling missings/encoding). The input should be a pandas dataframe. The output will be a numpy matrix.

## Hyperparameter tuning

### Grid search

Grid search helps with finding the best performing hyperparameters. As grid search is slow we should first start with coarse-grained searching and fine-grain it overtime.

**from** sklearn.model\_selection **import** GridSearchCV

param\_grid = [

{**"n\_estimators"**:[3, 10, 30], **"max\_features"**:[3, 4, 5] },

{**"n\_estimators"**:[3, 10], **"max\_features"**:[2, 3], **"bootstrap"**=[**False**] }

]

forest\_reg = RandomForestRegressor()

# cv: cv-fold cross validation

grid\_search = GridSearchCV(forest\_reg, param\_grid, cv=5)

grid\_search.fit(X, y)

grid\_search.best\_params\_ # optimal params in a dict

grid\_search.best\_estimator\_ # matching RandomForestRegressor object

### Randomized search

Random search will not try out every combination of hyperparameters but instead will choose randomly from the intervals we’re trying to pick our hyperparamters from.

**from** sklearn.model\_selection **import** RandomizedSearchCV

**import** scipy.stats **as** stats

# np.linspace, np.arange should work too

param\_dist = [{  
 **"n\_estimators"**: [\*range(15, 150, 5)],  
 **"max\_depth"**: [5,6,7,8,9,10,11,12],  
 **"max\_features"**: [3,4,5,6,7,8,9],  
 **"min\_samples\_split"**: [2,5,10,15,25],  
 **"ccp\_alpha"**: stats.uniform(0, 3)  
}]

forest\_reg = RandomForestRegressor()

# cv: cv-fold cross validation

# n\_iter: how many combinations of params we want to sample

rnd\_search = RandomizedSearchCV(forest\_reg, param\_dist, cv=5, n\_iter=20)

rnd\_search.fit(X, y)

rnd\_search.best\_params\_ # optimal params in a dict

rnd\_search.best\_estimator\_ # matching RandomForestRegressor object

## Datasets

**from** sklearn.datasets **import** fetch\_xxx / load\_xxx

After fetching use the suitable keys (keys()) to extract the data and the labels.

## Test-train split and cross validation

**from** sklearn.model\_selection **import** cross\_val\_score  
**from** sklearn.model\_selection **import** train\_test\_split  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)  
val\_scores = cross\_val\_score(sgd\_classifier, X\_train, y\_train, cv=3, scoring=**"accuracy"**)

## Clustering

### Agglomerative Clustering

The method:
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The linkage criterion between two clusters has various forms:

**single linkage:**

**complete linkage:**

**average linkage:**

**ward linkage:** complex method for minimum variance within clusters

**from** sklearn.cluster **import** AgglomerativeClustering

clustering = AgglomerativeClustering (n\_clusters=5, ...)

clustering.fit(x)

clustering.labels\_

### K-Means Clustering

An algorithm that will split the datapoints into **k** (predefined number) clusters. The position of the cluster-means are updated dynamically until a stable state. The default positions of the cluster-means can be predefined or chosen randomly. A point is belonging to a specific cluster if the distance between them is the less than the distance between the point and any other cluster mean. The distance metrics here is the eucledian distance.

Algorithm:

* We have the defult positions of cluster means
* We go through every data point and append to the cluster for which the cluster-mean-datapoint distance is minimal.
* We recalculate the claster-means by averaging the data points belonging to the same cluster
* We keep on doing this until convergence

Note that the cluster centers are not necessarily real data points. If we want our cluster centers to represent real data then we should just overwrite the average with the closest real data point. In this case the method is called **K-Medoid**.

K-Means algorithm is not ideal for density based clustering or when the expected clusters are concave. sklearn’s KMeans implementation uses an updated version of the method mentioned above outputting suboptimal solutions less likely.

**from** sklearn.cluster **import** KMeans

**from** sklearn.cluster **import** MiniBatchKMeans

kmeans = KMeans(n\_clusters=5, init, n\_init, ...)

kmeans.fit(x)

kmeans.labels\_

Evaluation of clusters:

**Silhouette**

is x’s average distance from every other point in its cluster.

is the minimum of x’s average distance from every other point in foreign clusters.

refers to the class of x, return the numeric class label of x.

Silhoutte is a number between -1 and 1. Silhoutte of 1 means that x is far from the neighbouring clusters. Silhoutte of 0 means that the data point is on the border of two clusters. Silhoutte -1 is an indicator that the point is in the wrong cluster.

**Elbow curve**

Elbow curve can help us finding the ideal number of clusters for the K-Means algorithm. The elbow curve is defined the following way:
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We choose the highest k value for which the error significantly dropped. Note, that if we choose the number of cluster equal to the number of datapoints the error will be zero. The W(k) value is stored in the *inertia\_*member of the KMeans class.

**from** sklearn.cluster **import** KMeans

**from** matplotlib **import** pyplot **as** plt

X = # data

distorsions = []

for k in range(2, 20):

kmeans = KMeans(n\_clusters=k)

kmeans.fit(X)

distorsions.append(kmeans.inertia\_)

fig = plt.figure(figsize=(15, 5))

plt.plot(range(2, 20), distorsions)

plt.grid(**True**)

plt.title('Elbow curve')

### DBSCAN (Density-Based) Clustering

DBSCAN is a computationally intensive clustering technique that can handle concave (non-convex) groups by using a density-based approach.

The *eps* neighbourhood of a data point **p** are the points that are at most *eps* far from **p**:

We say that **p** is directly density reachable from **q** with respect to *eps, min\_samples* if:

**q** in this case is called a core point.

We say that **p** is density reachable from **q** with respect to *eps, min\_samples* if there is a series of where each is directly density reachable from .

We say that **p** is density connected to **q** with respect to *eps, min\_samples* if there is an **o** point such that both **p** and **q** are density reachable from **o**.

If a point **p** is in cluster **C** and **q** is density reachable from **p** then **q** will be a point of the cluster too. In the cluster every point is density connected. The DBSCAN method might not classify points. Those unclassified points are considered noise.

**from** sklearn.cluster **import** DBSCAN

dbscan = DBSCAN(eps=3, min\_samples=5)

dbscan.fit(x)

dbscan.labels\_

# Classification

During classification we are predicting classes.

## Logistic Regression

Logistic regression is used to estimate the probability of an instance failling into a particular class. Logistic regression is a binary classifier: we decide whether the instance belongs to a certain class or not.

is the **sigmoid**/logistic function that clamps its argument to the (0, 1) interval. The derivative of sigmoid is :
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This mixed results in the following formula:

With maximum likelihood estimation we can estimate for which the given classification outputs (talking about the training set) appeared with the highest probablity:

The optimal can be found with the gradient ascent algorithm:

**from** sklearn.linear\_model **import** LogisticRegression

clf = LogisticRegression(...)

clf.fit(X\_train, Y\_train)

Y\_preds = clf.predict(X\_test)

By specifying *multi\_class=’multinomial’* we got to do multiclass classification with the so-called Softmax regression method. C parameter will be the inverse of the regularization constant.

### Softmax / Multinomial logistic regression

Let **K** denote the number of classes we are trying to classify our datapoints to, the outputs become one hot encoded.

For each instance we give several softmax scores corresponding to a class k. Note that each class will have its own parameters.

Now, we can predict the probability of **x** belonging to the class k the following way:

To determine the parameters we will use the categorical cross-entropy loss function:

Here is the probability of the ith instance falling into the class k. It is either 0 or 1 defined by the digit on the kth index of the one hot encoded vector. on the other side is a matrix containing each class’ parameters in the following structure:

The loss function can be minimized knowing:

## Naive Bayes

Naive Bayes has a strong assumption on the datapoint’s features which is that they are conditionally independent given y (the class they are in).

Since P() is a constant we want to classify the example **x** to the y for which the is maximal.

P(y) can be calculated from the training set’s labels:

The naive Bayes classifiers differ in calculating . It depends on our assumption regarding the distribution of .

Note that this method might not work in case of Bernoulli features (a word was present in an email or not). Suppose we have a spam email (y=1) and the word „Bye” in its text.

will return 0 if there were no training examples that were spams and included the word „Bye” which messes up the classification, even if we had several evidence that this mail was indeed spam. This is resolved by the smoothing techniques.

**from** sklearn.naive\_bayes **import** GaussianNB, MultinomialNB, BernoulliNB

clf = BernoulliNB(alpha=1.0) #1.0 for laplace smoothing

clf.fit(X\_train, Y\_train)

Y\_preds = clf.predict(X\_test)

Use naive Bayes as a baseline as it is fast and sometimes works well.

### Laplace smoothing

Let denote the probability of the jth word being present in a spam email (calculated from the training set):

If we haven’t seen a word appearing in either spam or non-spam emails during training time it’s a bad assumption that it won’t ever show up (0 probability). The correction:

+2 refers to the number of possible classes (spam, non-spam).

## Support Vector Machine

## Decision Tree

## Random Forest

## Confusion Matrix and ROC Curve

**from** sklearn.metrics **import** confusion\_matrix  
**from** sklearn.metrics **import** precision\_score  
**from** sklearn.metrics **import** recall\_score  
**from** sklearn.metrics **import** f1\_score  
  
cfm = confusion\_matrix(y\_train, y\_preds)  
ps = precision\_score(y\_train, y\_preds)  
rs = recall\_score(y\_train, y\_preds)  
fs = f1\_score(y\_train, y\_preds)
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**Precision (3 / 4)**

**Recall (3 / 5)**

\*TN: The letter is actually other than 5 and fortunately the model says the same.

\*\*FP: The letter is actually other 5 but we accidentally classify it as 5.

\*\*\*FN: The letter is actually 5, but we accidentally classify it as other than 5.

\*\*\*\*TP: The letter is actually 5 and luckily the model says so as well.

### Rand index

We divide the correctly clustered/classified instances with the number of every index.

### Jaccard index

Jaccard index is mostly used in computer vision when using bounding boxes to identify objects. Jaccard index in computer vision will be the area of overlap divided by the area of union often called the IoU metrics (Intersection over Union).

![](data:image/png;base64,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)

### Precision

Amongst all the cases the model predicted positive, how many of them is actually positive. (Collecting games that can be played by children. Gather less, but guarantee that those games wont show any gore / adult content)

### Recall

How many amongst all the positive cases in the real world got found by our model. (For example we’d like to get all the patients with viral infections from a group of people. It’s definitely better if someone has to go to the hospital redundatly rather than missing someone with dangerous disease.)

### F1 Score and Precision-Recall tradeoff

Usually, the lower the precision is, the higher the recall is. Thus, we combined these two measures into ’F1 Score’ by taking the harmonic mean of them.

Ideally, we’d like to maximize this.

**from** sklearn.metrics **import** precision\_recall\_curve  
  
y\_scores = sgd\_classifier.decision\_function(X\_test)  
precisions, recalls, thresholds = precision\_recall\_curve(Y\_test\_5, y\_scores)  
plt.title(**"PR curve"**)  
plt.plot(thresholds, recalls[:-1], **"g-"**, label=**"Recall"**)  
plt.plot(thresholds, precisions[:-1], **"b--"**, label=**"Precision"**)  
plt.legend(loc=**"center right"**)  
plt.ylim([0, 1])  
plt.xlabel(**"Threshold"**)  
plt.grid(**"on"**)  
plt.show()

*Receiver operation characteristic curve* (**ROC**) is another tool used with binary classifiers.

ROC curve plots the True Positive Rate (TPR a.k.a. recall or sensitivity) against the False Positive Rate (FPR). FPR is equal to (1 – True Negative Rate). True Negative Rate (specificity) is the ratio of the actually negatively marked instances over all the negative instances of the real world.
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We can see the tradeoff here as well. As we find more and more actually positive

cases the false positive rate increases simultaneously. One way to compare classifiers is to measure the AUC (area under the curve). An ideal classifier’s AUC would be close to 1 because we want a classifier that almost touches the upper left corner.

**from** sklearn.metrics **import** roc\_curve  
**from** sklearn.metrics **import** roc\_auc\_score  
  
fpr, tpr, thresholds = roc\_curve(Y\_test\_5, Y\_preds\_5)  
auc\_score = roc\_auc\_score(Y\_test\_5, Y\_preds\_5)  
plt.title(**"Receiver Operating Characteristic"**)  
plt.plot(fpr, tpr, **"b"**, label=**"AUC = {:0.2f}"**.format(auc\_score))  
plt.legend(loc=**"lower right"**)  
plt.plot([0, 1], [0, 1], **"r--"**)  
plt.xlim([0, 1])  
plt.ylim([0, 1])  
plt.ylabel(**"True Positive Rate"**)  
plt.xlabel(**"False Positive Rate"**)  
plt.grid(**"on"**)  
plt.show()

## Multiclass Classification

Doing multiclass classification is not always supported natively by the most frequent classification algorithms. Thus, the problem of multiclass classificiation is often reduced to multiple binary classification problems.

The examples below will show two different approach to solve the 10-digit handwriting recognition problem.

### One versus All (One versus Rest)

Make 10 binary classifier that tells whether the given digit is 0, 1, ..., 9 or not.

On a newly introduced digit we run all these 10 classifiers and select the class whose classifier outputs the highest score.

### One versus One

This method trains a binary classifier for all possible pairs (45 for the current problem)

Run all 45 classifiers on a digit never seen before and choose the class that wins the most.

## Egyéb

# Regression

While doing regression we try to predict a continous outcome variable (y) based on some input data **x**.

## Linear Regression

Linear regression assumes that y is a linear function of **x**’s attributes.

We can rearrange this into a matrix form (we prepend **x** with the intercept term 1):

The task from now on is to find the parameters that minimize the loss function (here m is the number of training examples):

We can solve the minimization problem by gradient descent (iterative) or normal equation, for which we define the desing matrix **X** where the rows are the training examples without the values (**y** column vector):

The normal equation:

**from** sklearn.linear\_model **import** LinearRegression

regression = SGDClassifier()

regression.fit(X\_train, Y\_train)

Y\_preds = regression.predict(X\_test)

regression.intercept\_

regression.coeff\_

### Ridge regression (L2 regularization)

The extra term in the cost function forces the learning algorithm to not only fit the data but also keep the model’s weight small.

adjusts the power of the regularization. An close to zero will result in the classic linear regression, on the other hand a significantly large will result a flat line passing through the data’s mean. Note that the bias term is not regularized.

For ridge linear regression we have a closed form (non-iterative) solution as well:

**from** sklearn.linear\_model **import** Ridge

regression = Ridge(alpha=1.0)

regression.fit(X\_train, Y\_train)

Y\_preds = regression.predict(X\_test)

L2 (2nd norm) regularization works well with polynomial regression.

### Lasso regression (L1 regularization)

Least absolute shrinkage and selection operator.

It works similarly as the L2 regularization but here we are using the first norm. This type of regularization excels at completely eliminating weights connected with the less important features.

**from** sklearn.linear\_model **import** Lasso

regression = Lasso(alpha=1.0)

regression.fit(X\_train, Y\_train)

Y\_preds = regression.predict(X\_test)

### Elasticnet

Elasticnet is a middle ground between Ridge and Lasso regression (or L1 and L2 regularization). The mix of the two methods can be controlled with a hyperparamter r as follows:

Elasticnet is slightly more preferred over Lasso, even if you suspect that there will be some useless features.

**from** sklearn.linear\_model **import** ElasticNet

regression = ElasticNet(alpha=1.0, l1\_ratio=0.5)

regression.fit(X\_train, Y\_train)

Y\_preds = regression.predict(X\_test)

## Locally Weighted Linear Regression

LWLR is a non-parametric learning algorithm which means there is no fixed to the data, but every prediction will require a completely new parametrization. This essentially means that we have to keep our data in the memory. Locally weighted linear regression can help in problems where classic linear regression fails.
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When doing LWLR the loss function what we’d like to minimalize with the proper looks like the following:

w is the weighting function, a common choice for w is:

is the bandwidth parameter which controls the wideness of the significant neighbourhood (larger tau implies larger non-zero impact neighbourhood).

If is close to **x** then the weight is large (close to 1) and has large impact on the output. On the other hand when is further away then the weight will be close to 0.

LWLR has no sklearn implementation.

Use LWLR for low dimensional dataset (at most 10 features) where we have a lot of data and we don’t want to do feature selection.

## Polynomial Regression

Quite often a straigth line won’t be able to fit the data properly as the data is clearly nonlinear. When doing polynomial regression we add certain powers of the original features as new features and with that we use the classic linear regression algorithm.

**from** sklearn.preprocessing **import** PolynomialFeatures

poly = PolynomialFeatures(degree=2, include\_bias=False)

X\_train = poly.fit\_transform(X\_train)

Here if X\_train was a single training example with features [a, b] then the fit\_transform will do the following expansion of input features (with include\_bias turned off, thus missing a 1 from the beginning):

With the new training data we can do linear regression to determine :

**from** sklearn.linear\_model **import** LinearRegression

regression = SGDClassifier()

regression.fit(X\_train, Y\_train)

Y\_preds = regression.predict(X\_test)

regression.intercept\_

regression.coeff\_

## Support Vector Machine

## Support Vector Machine

## Support Vector Machine

## Support Vector Machine

# Statistics

## Permutation, Variation, Combination

P = 1·2·...·n = n! (number of orderings of n different elements)

P = n! / (k1!·k2!·...·kn!) (number of orderings if we have k1, k2, ..., kn pieces of the same instance)

V = n(n-1)...(n-k+1) (numbers of ordering of k diff. elements chosen from n diff. elements)

V = n·n·...·n = nk (if we allow repetition during the selection of the k elements)

C = n! / k!(n-k)! (same as the first V but we dont order, that’s why the k! division)

C = (n-k-1 k) (same as C but we allow repetition)

## Probability theory

P(A+B) = P(A) + P(B) – P(AB)

P(AB) = P(A|B)P(B) = P(B|A)P(A)

if A and B are independent events then P(AB) = P(A)P(B), P(A|B)=P(A)

if A and B are mutually exclusive (aka disjoint) then P(AB) = 0

Mutually exclusive events are those events that cannot occur at the same time. In case of independent events one event remains unaffected by the occurrence of the other event. Note, that two mutually exclusive event are never independent: one occuring anticipates the occurrence of the other (if A happened B will not).

Events A1, A2, ..., An are fully indenpendent if they are all pairwise independent.

We examine the probability of A happening if we know that B already did. P(B) cannot be 0 for this reason.

**Chain rule of probality:**

**Law of total probability:**

A1, A2, ..., AN are pairwise disjoint and their union is the whole sample space (their probabilities summed up is 1). P(Ai) cannot be zero.

**Bayes’ rule:**

We have the same assumptions as before. We substitute P(B) with the formula given above.

## CDF, PDF, PMF

**Cumulative distribution function (CDF):**

**Probability density function (PDF):**

**Probability mass function (PMF):**

It is the same as PDF, but in discrete case. P(X = x) for example.

## Expected value, Variance, Standard deviation

**Expected value:**

Discrete:

Continous:

**Variance (the average squared discrepancy from the mean):**

**Standard deviation:**

Identities:

E(aX + b) = aE(X) + b

V(aX + b) = a2V(X)

By substituting with a, we got an equivalent form:

z-score of X:

**Conditional expectation:**

Discrete:

Continous:

**Law of total expectation:**

The expected value of the X|Y conditional expectation is the expected value of X.

**Law of unconscious statistician (LOTUS):**

Discrete:

Continous:

## E(X) and V(X) of random length sum of iid variables

iid: Identically and independently distributed.

are iid. N is a random variable coming from a specific distribution.

## Moments, Skewness, Kurtosis

kth moment: E(Xk)

kth central moment: E[(X-E(X))k]

kth abs. moment: E(|X|k)

kth abs. central moment: E[|X-E(X)|k]

The 1st moment is the expected value. The 2nd central moment is the variance. With little modification the 3rd c. moment is the skewness (assimetry of the random variable about its mean) and the 4th is the kurtosis.

## Median, Mode, Quantile (percentile)

The median is a single number that separates the data sample to a lower half and a higher half. In discrete case median is the middle element of the ordered dataset or the average of the 2 middle elements.

The modes are the most frequent elements, so the ones that have the highest probabilities. For continous distributions the modes are the x values for which the PDF has a local maximum.

The p-quantile of the random variable X is the number for which the X is below with p chance and above with 1-p chance. The percentile is basically the same concept except we grant the p chance in percents.

Quantile () for the probablity.

## Multidimension distributions, Covariance, Correlation

E(X + Y) = E(X) + E(Y)

V(X + Y) = V(X - Y) = V(X) + V(Y) + 2cov(X, Y)

E(XY) = E(X)E(Y) if X and Y are independent

V(X+Y) = V(X-Y) = V(X) + V(Y) if X and Y are independent

**Joint CDF**:

Discrete: (xi, yj) are the pairs that can be assigned to (X, Y)

Continous:

**Marginal CDFs:**

Events X and Y are independent if (discrete) or (continous).

Discrete:

marginal CDF of X:

marginal CDF of Y:

Continous:

marginal CDF of X:

marginal CDF of Y:

**Marginal PDFs:**

marginal PDF of X:

marginal PDF of Y:

**Law of total probability and Bayes’ rule in continous case:**

**Covariance:**

Covariance is the unscaled version of correlation. Covariance indicates the direction of the linear relationship between variables.

**Correlation:**

Correlation on the other hand both measures the strength and the direction of the linear relationship between two variables. R is in [-1, 1]. If X and Y are independent, then R is 0.

## Popular discrete distributions

### Indicator function (aka characteristic function, Bernoulli distr.)

### Binomial distribution

We make n independent experiments and we know that the event will happen with probability p. The goal is to find out the probability of the event happening k times during the n trials. X will be the number of successful trials when the event went off. It can be considered as the sum on n indicators.

Expected value and variance:

### Poisson distribution

If n is large and p is really low the binomial distribution transforms into the so-called Poisson distribution. is the expected value (= np).

Expected value and variance:

### Geometric distribution

We keep on experimenting until we finally make the event A (p = P(A)) go off. X is the number of experiments we need to do until the first appearance of A.

Expected value and variance:

### Hypergeometric distribution

We have N product in which M is faulty. The goal is to find out the probability of us choosing n product (without replacement) we got k faulty in our hands.

Expected value:

## Popular continous distributions

### Uniform distribution

X is uniformly distributed in I=[a,b] if the probability of X being in any subset [a0, b0] is equal with the ratio between the width of the subset and I.

Expected value and variance:

### Exponential distribution

X follows an exponential distribution with parameter if the following holds:

Expected value and variance:

Expected value equation can be proven using parcial integration and L’Hopital rule.

### Normal distribution

X is normally distributed if there are parameters ) for which the PDF is:

X is standard normally distributed if . In this case the PDF and the CDF are:

Relation between and :

values can be found in tables. Also = 1 - because is symmetric.

Expected value and variance:

### distribution (Chi-square distribution)

If X1, X2, ..., Xn are all standard normally distributed fully independent random variables then we say that the random variable

is following a distribution with n degrees of freedom.

### Student distribution (t distribution)

If X1, X2, ..., Xn, Y are all standard normally distributed fully independent random variables then we say that the random variable

is following a Student (or tn) distribution with n degrees of freedom.

### Fisher distribution (F distribution)

If X is a distributed random variable with n degrees of freedom and Y is a

distributed random variable with k degrees of freedom we say that the random variable

is following a Fisher distribution with k and n parameters.

## Limit theorems

### Law of large numbers

The relative frequency (empirical probability) will converge to the actual probablity as we increase the number of trials.

If X1, X2, ..., Xn are independent random variables from the same distribution (samples) then we can say that the mean of those variables will converge to the expected value.

### de Moivre-Laplace

We make a lot of independent experiments. Let Xi the indicator that tells whether the ith trial was successful. (X is 1 if head, 0 if tail for example in case of a coin tossing game). For a successful trial (A goes off) we have p = P(A) chance.

or if we consider X as a binomially distributed random variable :

### Central limit (CLT)

X1, X2, ..., Xn are independent random variables that are following the same distribution. Assuming expected value E(X)and standard deviation we got the following formula:

### Hoeffding’s inequality

X1, X2, ..., Xn are independent random variables that are following the same distribution and can take values in between [a, b].

The Hoeffding inequality holds for small n-s (< 30) unline CLT:

## Fundamental concepts of statistics

**Population**: Set of similar items on which we’d like to make experiments. (Every FB user)

**Sample**: Set of individual items selected from the population.

**Types of statistical variables:**

Quantitative/Numerical: the number represents real amounts

Qualitative/Categorical data: the number represents grouping

Nominal var: The groups has no order (Man/Woman, Brand)

Ordinal var: The groups are ranked (rating)

We model the sample with n random independent variables with the same distribution. We can image that we are given n random instances of the population and from that, we’d like to know more about the population. The sampling should be representative.

Sample mean:

kth smallest:

Sample standard deviation:

Uncorrected:

Corrected (prefer this as it gives precise estimate!):

Sample range:

Empirical CDF:

**Glivenko-Cantelli’s theorem:**

As we increase the number of samples we can reconstruct the CDF of the population fully.

**sup** of a set is the lowest value for which every set-element is lower. The max must the be element of the set, the sup doen’t have to.

## Parameter estimation

We have an assumption on the distribution family that the population follows. From the samples we’d like to get the parameters of that distribution. (e.g.: mean and std for a distribution assumed Gaussian/normal)

Statistics (Tn) is a function of the samples X1, X2, ..., Xn. We say that the parameter is unbiased if

An estimation is consistent if .

An estimation is strongly consistent if the variance converges to zero:

An estimation T is unbiased (torzítatlan) if

An estimation T is asymptotically unbiased if

Between two unbiased estimators the more performant is the one with the faster convergence to zero variance. (namely, for fixed semi-large n the variance is lower).

**Cramer-Rao inequality:**

We saw that in case of a strongly consistent estimator we have 0 as variance in limit. The Cramer-Rao bound defines a boundary for fixed n for which the variance cannot fall below.

I is the Fisher information defined as following:

is the log likelihood function.

### Point estimation

We exactly determine the parameter that best fits our sample.

Maximum likelihood estimation:

We look for the parameters for which we have the highest chance to get our n samples.

is the parametrized PMF or PDF. We choose such a way that the (log)likelihood becomes maximal:

To determine we derivate the log(likelihood) function with respect to and make it equal with 0. This may give the stationary point for the maximum.

Method of moments:

It is a more general method than MLE, as it can find multiparametered distributions’ parameters. is the definition of the jth moment. A requirement to use MoM is that the parameters we’re looking for should be constructed from the moments in some way.

empirical moment (to model the expected value of Xj):

With empirical moments we can give estimates to the parameters (remember we have the assumption that each parameter is a function of moments )

**Example for MoM:**

Let’s make an estimation on the expected value () and the standard deviation () of a normal distribution with the method of moments.

First check out whether those parameters can be constructed from moments:

Yes they can, so we calculate the empirical moments:

From this we can have our estimations ():

### Interval estimation

In case of continous distributions we cannot assure that the point estimation gives us the real parameters (actually we have 0 chance for that), so we’d like an interval in which we will likely find the real parameters of the underlying distribution of the population.

In case of interval estimation, we use two sample statistics (Ln and Un) for which

In this case we call the interval (ln, un) the 100% confidence interval for .

**Example for interval estimation**

Let’s give a confidence interval for the expected value () of the normal distribution if the standard deviation () is known.

We know that follows a standard normal distribution.

Find the critical y for which:

From this we have the confidence interval for with rearranging:

To determine y we need to do the following ( is the std. normal CDF):

## Hypothesis testing

We’d like to review the truthfulness of statements. Usually these statement are referring to the overall population (null hypothesis) but we only have data samples. Also, often these statement are not completely true. We’d like to discover what is the contradiction level between the statement and our data when we don’t believe what the statement claims. Where’s the point where we sense significant level of discrepancy between the data we see and the statement? How can we measure significance level?

By default we accept every statement unless the data clearly says the opposite.

During hypothesis testing the goal is not to find the adequate mean and other parameters and compare with the one the null hypothesis says (e.g.: all car have 5,4 +/- 0.1 liter consumption) but rather to measure how much our data sample differs from the null hypothesis and what is the difference we can still tolerate.

We accept/reject a statement on a given significance level. (Significance level is the probability that that the statement is true but our data says the opposite)

H0 (null hypothesis) will say the distribution is in the set of .

H1 (alternative hypothesis) will say the distribution is the set of .

and are non-overlapping sets.

|  |  |  |
| --- | --- | --- |
|  | H0 accepted | H0 rejected |
| H0 is true | TN – correct decision | Type 1 error: False positive |
| H0 is false | Type2 error: False negative | TP – correct decision |

Number of false positives can be measure with the significance level (usually 0.05 - 0.1). Number of false negatives cannot be controlled and overall we have hard time estimating it.

**p-value:** p-value is the probability of getting a data sample at least as extreme as the sample statistics assuming that the null hypothesis is true. If the p value is lower than the significance level we have to reject the claims of the null hypothesis. Imagine having a data sample with mean of 25 whereas the null hypothesis stated that the mean is 20. Then the p value is:

p-value is the significance level of the test statistics where we just reject the null hypothesis. If this p-value is lower than the predefined significance value we reject the null hypothesis. It is another method besides critical values to test hypotheses.

If we reject the null hypothesis on a significance level (0.1 for example -> 90%) then we reject it on **every larger** significance level as well (0.15 -> 85%). So if our predefined significance level was 0.15 and we get that the p-value is 0.1, then we have to reject the null hypothesis.

### Z-test (z-próba, u-próba)

We have X1, X2, ..., Xn samples and we know that each of them is coming from a normal distribution with known standard deviation () but unknown mean ().

The null hypothesis says that the mean is . is the chosen significance level.

If H0 is true than u follows a standard normal distribution,

We substitute the Xi-s with our real numeric data and if we get that the then we accept the null hypothesis on the significance level . Once again if we accept the null hypothesis then that means that between the sample mean and the proposed mean there were no significant differences to reject the claim.

|  |  |
| --- | --- |
|  | 0.9 |
|  | 0.95 |
|  | 0.975 |

We use Z-tests on-non normally distributed data too if we have a lot of samples. You can justify the legitimacy of this method with the central limit theorem (CLT).

**Meaning of two-tailed (two-sided) test:**

A two-tailed z-test will check both if the mean is significantly greater than the one the null hypothesis claims or significantly lower. On the other side a **one-tail test** will only check if the sample mean is lower or higher than the claimed one.

two sample case:

We are given X1, X2, ..., Xn and Y1, Y2, ..., Ym independent and normally distributed samples. We know the distributions’ standard deviation.

The null hypothesis in this case claims that the expected values are the same. ()

By using the null hypothesis () and standardizing we get:

And from this point we can follow the previously introduced method:

### Student’s t-test

We are given X1, X2, ..., Xn  independent and normally distributed samples, but we don’t know the distributions’ standard deviation.

The null hypothesis says that the expected value is m0.

t follows a Student (t) distribution with n-1 degrees of freedom.

can be found in one of the charts on the last page.

two sample case:

We are given X1, X2, ..., Xn and Y1, Y2, ..., Ym independent and normally distributed samples. We don’t know the distributions’ standard deviation but we know that they can be considered equal (this should be reviewed with F-test).

The null hypothesis in this case claims that the expected values are the same. ()

This time t follows a Student (t) distribution with n+m-2 degrees of freedom.

paired sample t-test:

We have (X1, Y1), ... (Xn, Yn) samples (we take samples from the same objects twice for like comparing „before-after” or similar purposes). The assumption here is that is normally distributed:

The standard deviation () is unknown.

The null hypothesis in this case is that the expected value is zero ( or .

t follows a Student (t) distribution with n-1 degrees of freedom.

### F-test (Fisher-test)

We are given X1, X2, ..., Xn and Y1, Y2, ..., Ym independent and normally distributed samples. We don’t know neither the underlying distributions’ mean nor their standard deviation.

The null hypothesis questions whether we can consider .

We take the corrected variances , and our test statistics will be:

f follows a Fisher distribution with parameters n-1 and m-1.

can be found in one of the charts on the last page.

### Welch’s t-test

If F-test is rejected then we cannot use the t-test for two samples checking whether their expected value is the same.

We are given X1, X2, ..., Xn and Y1, Y2, ..., Ym independent and normally distributed samples. We don’t know neither the underlying distributions’ mean nor their standard deviation.

The null hypothesis in this case claims that the expected values are the same. ()

is Student distributed with f degrees of freedom where for f the following holds:

can be found in one of the charts on the last page.

### Non-parametric tests introduction, common problems

non-parametric tests:We consider the distribution completely unknown.

Due to the lack of information non-parametric tests only works on large data. Our information is really general in this case (standard deviation is finite, the distribution is continous, etc.)

* **Goodness of fit (illeszkedésvizsgálat):** When measuring goodness of fit, we’d like to assure that our sample is following some hypothetical distribution. (null hypothesis). For this we can use Chi-Square test or the single-sample Kolmogorov-Smirnov test.
* **Test of independence (függetlenségvizsgálat):** We check whether the examined variables are independent. For this we can use Chi-Square test.
* **Test of homogenity (homogenitásvizsgálat):** We have two samples and we’d like to check whether they come from the same distribution. For this we can use Chi-Square test, two sample Kolmogorov-Smirnov test, Mann-Whitney test, Wilcoxon test, Kruskal-Wallis test, Friedman test

### Kolmogorov-Smirnov test

One sample for checking goodness of fit:

We have a sample of X1, X2, ..., Xn  random variables which come from a continous distribution. The null hypothesis say that the sample follows the hypothetical CDF .

We can omit the term, so we must only compare the supremum values.

The critical values can be found with the linked code snippet in RStudio.

Two sample for test of homogenity:

We have a sample of X1, X2, ..., Xn and Y1, Y2, ..., Ym random variables which come from a continous distribution. We’d like to know whether they have the same distribution.

Where and are the empirical CDFs of X and Y.

### Wilcoxon signed-rank test

Homogenity test that can be used for ordinal variables (aka variables that are ranked, and ranking contains additional information).

We have a sample of X1, X2, ..., Xn  random ordinal variables which come from a continous distribution. We need to decide whether we can accept the proposed median of:

H0 says that the median should be med0:

(**remove the zero differences!**)

is the ranking of in the ordered samples of a-s ().

*In case of identical values (1 1 3 5) we will substitute the rankings of identical values with the ranking average so instead of (1 2 3 4) the result will be (1.5 1.5 3 4). In R programming this effect can be achieved by using rank(x, ties.method=”average”).*

ad

When the amount of samples is low (at most 20 elements):

We check the critical values for from a table (qsignrank). The critical value depends on the number of samples and the level of significance. We accept the null hypothesis if:

When we have sufficiently large amount of samples:

Paired sample Wilcoxon test:

We have (X1, Y1), ... (Xn, Yn) samples of ordinals. We’d like to decide whether their distributions are the same. In other words the null hypothesis questions if the difference of the pairwise samples has the median of 0 or not on some significance level.

This problem can be transformed into the problem we saw during the one sample case by redefining the following way:

### Mann-Whitney U test

We have a sample of X1, X2, ..., Xn and Y1, Y2, ..., Ym random ordinal variables. We’d like to know whether they have the same distribution (or the same median).

First we create the sample Z: by forming a union between X and Y. Then we rank the samples by their absolute rank in the ordered Z sample.

Let C be the critical value for the n and m on the given significance level.

If then we accept that their distribution is the same.

For large samples (over 20) the following statistics could be considered standard normal:

The uc values can be found with the help of the proper table or qnorm(1-eps/2)

### Chi-square test

goodness of fit:

We have X1, X2, ..., Xn samples and we’d like to determine whether they follow the hypotethical CDF (null hypothesis says that they do!)

As a preparation we split the real numbers into **r** disjoint subset:

Then we calculate the probability of an X falling into the interval in case of the hypothetical CDF .

will be the number of data samples falling into the interval . We would expect it to be approximately .

The test statistics will be:

T follows a chi-square distribution with degrees of freedom. We can find the critical value by plugging in the significance level and degrees of freedom. Approximated or calculated parameters decrease the degrees of freedom (empirical mean, empirical variance from the samples).

If then we accept the null hypothesis.

test of indepence:

We have (X1, Y1), ... (Xn, Yn) paired samples. We’d like to check whether the components of the samples are independent or there is a significant bound.

claims that

We split the space of real numbers into k and l partitions:

Define to be the number of (X,Y) pairs for which .

Define the empirical probabilities the following way:

Our test statistics will be:

Tn follows a chi-square distribution with degrees of freedom. We can find the critical value by plugging in the significance level and degrees of freedom.

If then we accept the null hypothesis and by that, we consider X and Y independent.

test of homogenity:

We have independent samples of X1, X2, ..., Xn and Y1, Y2, ..., Ym random variables. We’d like to check if their distributions are the same (null hypothesis).

We split the space of real numbers into r partitions:

Define as the number of samples from X and Y (respectively) falling into the partition .

The constructed test statistics (T) will be:

T follows a chi-square distribution with degrees of freedom. We can find the critical value by plugging in the significance level and degrees of freedom.

If then we accept the null hypothesis and by that, we consider X identically distributed as Y.

### ANOVA (Analysis of variance)

ANOVA is a method for comparing several normally distributed populations’ mean. An important criteria here is that the variance should be equal for every distribution.

two sample Student (t) test is a special case of the ANOVA method (two groups).

ANOVA checks whether the deviation is caused by pure randomness or there is some connection between the groups (eg.: difference between means). Doing t-tests pairwise is feasible to do on low group count, but the computational requirement increases quadratically as we try to use it on more and more groups. Also, we have high chance to get Type 1 errors while doing independent t-tests rendering the significance level useless.

We have the samples coming from the distributions respectively. Also, we know that .

Define m as:

In this case (model of ANOVA):

here is the deviation of the group (group effect)

is the error term.

One-way ANOVA (egyszempontos varianciaanalízis):

H0: The null hypothesis claims that .

**Can be proved that**

Q sums up n normal variables but computes one: with n-1 degrees of freedom.

sums up p normal variable but computes one: with p-1 degrees of freedom.

sums up n normal variable but computes p: with n-p degrees of freedom.

Our test statistics will be:

T follow a Fisher distribution with (p-1), (n-p) parameters.

If this is fulfilled for T then we accept that .

### Bartlett-test

To do ANOVA we have to ensure that the variances are identical.

We are given the samples coming from the distributions respectively.

H0: The null hypothesis claims that the variances are the same: .

Define the in-group empirical variance and total empirical variance the following way:

The test statistics will be:

This T approximately distributed with (p-1) degrees of freedom.

If this is fulfilled for T then we accept that .

### Friedman-test

The Friedman-test is the generalization of the paired sample Wilcoxon sign-rank test. For various **ordinal** groups (samples) we’d like to determine if they are following the same distribution (basically means that they have identical medians) or not.

We are given the samples . (n groups, each containing p random variables (threatments))

We order each sample in increasing order and make a ranking. Let be the ranking of the ith variable in the jth sample group.

For each ’column’ we sum up the ranks:

Our test statistics will be:

In case of low amount of samples we look for the critical values in a table.

Otherwise we know that T is distributed with (p-1) degrees of freedom.

### Kruskal-Wallis test

Kruskal-Wallist test is the generalization of the two sample Wilcoxon (Mann-Whitney) test.We’re given the samples . (n groups, each containing p random variables (threatments)). In this case the **ordinal** samples are completely **independent** from each other. And the null hypothesis claims that they are all coming from the same distribution (aka they have the same median).

H0:

First order the concatenated samples and define the rank numbers. The concatenated sample will contain N element, where:

is the sum of the ranks of the random variables in the ith sample. Our final test statistics will be:

~~If the amount of samples is low, we use the Kruskal-Wallis table to find the critical values~~, otherwise we know that T follows a distribution with p-1 degrees of freedom.

### Exact tests introduction

In case of non-parametric tests we only know the asymptotical CDF and by that we can make huge errors on low sample count. Exact tests try to tackle this problem.

In case of exact test we try to calculate the chance of Type 1 errors with combinatorical methods ().

### Fisher’s exact test

If we have too little samples to do the test of independence, we prefer proving independence with manual probability calculation, mostly with hypergeometric distribution.

Gives lower (thus better) significance level than test and helps us avoiding Type 1 errors.

### Binomial test

We have X1, X2, ..., Xn samples all of them having the indicator distribution with p probability (parameter). This type of exact test is useful when it is costy to make samples (check the quality of ammunition for example).

The null hypothesis (H0) says that:

We sum up how many times our events happened.

We check the binomial table for the critical value corresponding to the significance level . On large samples (30+) we can use z-test (u-test):

T is approximately a standard normal distribution. We can find its critical values by taking a look at the proper CDF. Also, as an alternative solution we can calculate the p-value (getting a result this extreme) and compare it with the significance level. If the p-value is less then the significance level then we reject the null hypothesis.

## Regression Analysis

If we find out that two variables are dependent from each other then we’d like to measure the bound between them. First time with a number, then describing it with a function.

By applying Cauchy-Bunyakovszky-Schwarz\* inequality ():

\*

If X and Y are independent the correlation is 0 but the reversed case doesn’t hold.

If corr(X, Y) is 1 or -1, then the connection between X and Y is linear:

If we have the (X1, Y1), (X2, Y2), ..., (Xn, Yn) statistical samples from the X, Y random variable we can define the empirical covariance and correlation:

If we get a non-zero correlation from the data first we need to guarantee that is not by randomness. So we make up a null hypothesis claiming that the correlation was 0. And test the following statistics:

Which is Student (t) distributed with n-2 degrees of freedom.

The goal of regression: We have a random variable Y and we would like to approximate it by a function of the X1, X2, ..., Xp variables. By approximation we mean an f function for which the following expression is minimal:

f is coming from a family of functions (linear, quadratic, logarithmic, exponential).

linear regression between X and Y:

The minimum of the h function can be at that point where the gradient is the zero vector:

Solving this we get that the regressor line is:

The task can be explained the following way too:

We are looking for a and b such that the expected value of the squared error term () is minimal:

In practice we have the samples (X1, Y1), (X2, Y2), ..., (Xn, Yn) from the X and Y random variables. Let:

is coming from an specific distribution what is independent from every has 0 mean and standard deviation. By constructing a summed error function (loss function) we can describe our new goal, which is to minimize:

Quality measures:

Coefficient of determination:

Coefficient of determination will qualify how good the linear regression explains data. It measures how good we can guess the value of knowing compared to our naive guess which would be the average of the Y-s we got so far. If this coefficient is 0.95 then the explains 95% of the ’s value.

SST (total sum of squares)

SSE (sum of squares of errors / residuals)

SSR (sum of squares of regression)

**SST** = **SSR** + **SSE**

**Theorem**: The parameters a, b are approximated by and in an unbiased manner.

**Theorem** (Gauss-Markov): The approximations for a,b we get from the least squares method are the most efficient ones (aka they have to lowest standard deviation)

**Theorem**: An approximation for the error’s variance:

If we assume that the error is normally distributed then we can estimate the standard errors of parameters:

By knowing the empirical variances we can define a confidence interval for estimating a,b:

The same way we can define a confidence interval around using :

We’d like to ensure that between X and Y there’s an actual bound so we hypothesis test and on a proper significance level:

H0 claims that .

With the same approach we can accept or reject the null hypothesis for .

A special case when we test the hypothesis claiming that . If we fail to reject this one that would mean that there are no linear connection between X and Y.

H0 claims that .

T is Fisher distributed with parameters 1 and (n-2).

Quite often our data does not follow a linear trend. So the function f is not neccessarily an aX+b type function but can be:

* polynomial:
* exponential I:
* exponential II:

Some of these function families can be converted into the previously introduced linear kind of function:

So if we name the random variable ln(Y) as Z we got a classic linear regression task between Z~X and a, ln(b) can be found.

### Multivariable linear regression

Y is the dependent variable (eredményváltozó).

**Dependent variable:** Upon manipulating the X independent variables we expect change in the value of the dependent variable. (effect)

**Independent variable:** The variable is stable and unaffected by other independent variables. (cause, predictors)

are the independent (**uncorrelated**) variables (magyarázó változók).

The model:

Given the data

Here is the ith attribute in the jth row.

Where **X** is a sized matrix where the first column is filled with ones.

We’d like to define -s such that the sum of -s are minimal. The errors are coming from various sources: missed independent variable, redundant independent variable, wrong function family, measurement errors, random unexplainable effects. The error can be considered normally distributed.

The loss function is:

Can be computed that it will have a minimum at:

We can determines which independent variable had the greatest contribution (needs abs) to the value of the dependent variable by normalizing :

Where is the uncorrected sd of Y-s and is the uncorrected sd of -s (standard deviation of the ith attribute/column).

Coefficient of determination():

SST (total sum of squares)

SSE (sum of squares of errors / residuals)

SSR (sum of squares of regression)

**SST** = **SSR** + **SSE**

Regular coefficient of determination would be close to one when adding a lot of extra unneeded independent variables. By punishing this kind of addition we get a more correct measure which is called the adjusted coefficient of determination:

This is less then or equal with 1, but might go below 0.

Before utilizing the result, we’d like to check whether the a factors can be considered different than 0:

We use a global ANOVA to accept or reject the null hypothesis.

T follows a Fisher distribution with parameters k, (n-k-1).

If it turns out that our model is not a null model (so we previously rejected ), then we can one by one check the relevance of the variables:

This time T follows a Student (t) distribution with n-k degrees of freedom.

The variance of errors:

The error of parameters:

### Model building

How do we decide which independent variables should we add to the mode?

SPSS and statistical softwares use partial F-test in which we check whether introducing a new (pth) independent variable increases the coefficient of determination or not.

Out test statistics:

T is Fisher distributed with parameters 1, n-p-1.

Automatic model building techniques:

* ALL VAR. ENTERED: We enter all variables in a block.
* FORWARD SELECTION: The variables added sequentially depending on a criterion (the one with the lowest rejected significance level under PIN).
* BACKWARD ELIMINATION: We enter all variables and then sequentially erase variables (the one with the highest rejected significance level over POUT)
* STEPWISE SELECTION: A method that both use PIN and POUT.

Multicollinearity:

Unwanted linear connection between independent variables.

Quality indicators of multicollinearity:

**Tolerance**: Measures how tightly the ith independent variable is defined by others. A tolerance close to zero is bad, it would mean that there is an association between the variables in a form of a function. For each independent variable we construct this function like we previously did by finding the parameters that minimizes the loss funcion. For every regression made we calculate the coefficient of determination (denoted as for the regression of ). The value of tolerance is 1-. Tolerance above 0.1 is acceptable.

**Variance inflation factor (VIF)**: This measure is the reciprocal of Tolerance. The ideal value of VIF is 1 but until 10 it can be accepted.

**Condition index (CI)**: A statistics derived from the correlation matrix of the s. CI is the square root of the ratio of the largest and the smallest eigenvalue. CI > 15 means a strong correlation so C < 15 is acceptable only.

### Outlier detection

Removing outliers are as important as removing unneeded s. To detect outliers we computer the so-called levarage matrix the following way:

The diagonal elements () defines the strongness of the ith data point’s impact on the regressor’s estimation. The ith data point is casual if and significant if .

The state of the data point depending on :

* > 0.5: Outlier
* > 0.2: Suspicious and risky to involve in the loss function
* < 0.2: Can be added to our analysis with no worried

### Binary logistic regression

We use logistic regression to anticipate an event that happend with p probablity. Binary regression assigns 0 to probablity values and 1 to the ones which are . This is equalent if we examine the sign of the expression (negative 0, positive 1).

## Data reduction

Helps reducting the size of the data matrix, thus increasing the computational efficiency. To achieve this we might introduce new hidden variables assembled from various, somehow dependent attributes. We do this a way that our statistical explorations will be still valid for the underlying population. Data reduction can help eliminating columns (attributes/variables) as well as rows (cases).

### Factor analysis

We have large amount of dependent variables containing superflous (and redundant) information. We’d like to represent the connection with low number of uncorrelated factor variables.

Correlation matrix:

Anti image matrix:

The element other than the diagonal show how independent two variables’ variance are. The lower, the better. The diagonal elements (MSA) show how much the variance of a random variable is determined by the others. The higher, the better as we couldn’t compress independent enough variables.

Kaiser-Meyer-Olkin (KMO) value:

A complex measure made up from empirical correlations and empirical partial correlations which tells how much the variables depend from each other. This has to be over a limit (0.5, but rather 0.8) to even consider using factor analysis or PCA.

Bartlett test of sphericity:

The null hypothesis will claim that the correlation matrix can be considered the identity matrix. We reject this hypothesis if the value of the test statistics is large so the significance level for approval is super low. If we cannot reject H0, then we should forget about using factor analysis or PCA once again.

model of factor analysis:

We have X1, X2, ..., Xn variables put into the observation (X) matrix.

A: Loading matrix (p, k)

F: Factor matrix (k, n)

U: Unique factor vector (error term) (p, n)

### PCA (principal component analysis)

An algorith that will determine the component of the factor analysis model.

Let be the covariance matrix of X1, X2, ..., Xn. By knowing that is symmetric we can spectrally decompose it.

are the eigenvectors and is an orthonormal basis. In this case will be the X’s principal component where U is a matrix of column vectors. Y[1] is the direction with the largest variance, then comes Y[2], etc.

**Theorem:** Dimensionality reduction done with PCA algorithm minimizes the information loss.

Rotation of the load matrix:

QUARTIMAX: The number of variables will the lowest possible.

VARIMAX: The number of variables for which we have heavily weighted factors will be the low.

### MDS (multi dimensional scaling)

When doing PCA we assumed that our variables are not categorical or ordinal.

In case of MDS the goal is to make a geometrical representation of similarities that would display the hierarchy between the variables the most obvious and clear way.

So we have data points in the n-dimensional space and we’d like to find point in 2D or 3D that has matching distance metrics than the given data points. In short: we’d like to represent out data in low dimensional space (possibly 3D) with minimal distortion in the representation.

We have **n** data points: each of the has **p** attributes (can be said that we have n point in the p dimensional space). We’d like a lower dimension representation.

Distance matrix:

d is the distance function in the p-dimensional space.

We want points in a lower dimensional space for which:

is low. Here, is the distance function in the lower dimensional space.

To measure the quality of the MDS procedure we have 3 metrics.

**s-stress:**

**stess:**

Stresses must be low for a good representation.

**RSQ:**

The squared correlation of D matrix and the representation’s distance matrix. If large then all the variances can be respresented pretty well.

### Discrimininant analysis

We have the k datapoint already clustered (each datapoint has p attribute). We’d like to linearly separate (linear combination of the attributes) those cluesters with functions. Doing this can help classify new, not yet seen, datapoints.

## Time series data

The random variables are indexed by timesteps.

Can be used for prediction or to complement missing timesteps.

The CDF becomes 2 parametered:

Autocovariance & autocorrelation:

Autocovariance & autocorrelation function (ACF):

A time series is autouncorrelated (has no memory) if:

Partial autocorrelation function (PACF): Correlation between without knowing the variables of the timesteps in between.

First task what we should do when analysing time series is to prove that the time series has actually autocorrelating elements, so there is explainable value difference depending on the timestep.

Define as the indicator indicating 1 if , 0 otherwise. If -s are independent then the measure standardized is standard normally distributed:

The null hypothesis says that the is indeed , so we all the X-es are indepenedent, so there are no time series to analyze. It would be preferred if we could just reject this null hypothesis. (**Váltakozásmódszer,** csúcsmódszer, előjelmódszer /\* TODO: need english translations! \*/)

### Models for time series

**Deterministic model**:

The time series can be fully described by a function of t, the randomness is only present at the error term.

Decomposition model: The time series is decomposed to different components which are either summed up or multiplied together to reconstruct the time series.

* Additive:
* Multiplicative:

T, C, S and I are the trend, cyclical, seasonal and irregular (noise) component.

trend: A long-term impact on the whole timeline.

seasonality: Short-term periodical effect (increasing beer sales during summer).

cyclicity: Long-term periodical effect that happens irregularly (economical crisis).

irregularity (noise): has 0/1 expected value and low standard deviation.

**trend analysis**:

The goal is to find the trend an subtract it from the time series.

Moving average:

We define the trend with the help of the moving average of the original time series. Suppose that our time series it T long and our sampling window is k wide. The trend will be:

By doing averaging we get rid of the seasonal fluctuation as well as the irregularity.

Linear trend:

We look for a trend in the following format:

With the method of least square we are trying to find the value of a and b for which the:

expression is minimal (similarly to regression).

**seasonality:**

Assume we already found the trend and remove from the time series, so we have a simplified dataset where there are no trend influence. The time series can be written formally as follows:

Where d is the seasonal component an X is a stationary random influence in the given year and month and is:

Here n is the number of years and m is the number of months or any other hierarchical metric. To calculate the seasonal component d (seasonal index) we first define the seasonal average (for every month we compute the averages of yearly data):

**ciclycity:**

Advanced! TODO

**Stochastic model:**

The time series is not only the function of time but the previous timesteps has major impact on the wheregoings. Randomness has reponsibility forming the time series, randomness is not only noise. So while the deterministic model can be written as:

The stochastic model has recursion in its formal definition and the variance is not fixed but will increase along with the time:

// TODO ARMA ARIMA

# Neural Networks

## Forward and Backpropagation

### Math

chain rule:

### Forward propagation on XOR N.N.
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### Backpropagation on XOR N.N.

## Egyéb

# Web scraping

Web scraping is used for extracting data from websites directly from the raw HTML code.

Online JS beautifier (<https://beautifier.io/>) can help to go over unformatted HTML codes.

## BeautifulSoup

pip install beautifulsoup4

pip install lxml # to parse non-perfect/broken HTML codes as well

**from** bs4 **import** BeautifulSoup

**from** urllib.request **import** urlopen

**import** re

connection = urlopen(URL\_PAGE1)  
raw\_html = connection.read()  
connection.close()

soup = BeautifulSoup(raw\_html, **"lxml"**)  
cars = soup.find\_all(**"div"**, {**"class"**: re.compile(**"row talalati-sor\*"**)})x = cars[0].find(**"div"**, {**"class"** : **"vetelar"**})  
x.text **#will return the text from the div**

x.div.div.a.img[**"title"**] **#will return the title attr of the image tag**

# Math auxiliary

## Eigenvalues and eigenvectors

**A** is a square matrix, **x** is a non null vector. is a scalar called eigenvalue. The is the eigenvector associated with the eigenvalue .

Trace are the sum of the diagonal entries of a square matrix.

**Theorem:** The sum of eigenvalues is exactly the trace.

**Theorem:** The product of eigenvalues will result in the matrix’ determinant.

## Rank of matrix

Row rank: number of linearly independent rows. ().

Column rank: number of linearly independent columns. ().

Often the row rank is equal to the column rank, so we simply refer to this common value as the rank of the matrix.

A matrix full of zeros has a rank of 0. Zero vectors do not increase the rank.

An matrix is invertible if and only if the rank of the matrix is .

## Kernel and image

Kernel (nullspace) is the set of vectors for which a given linear mapping outputs the zero vector.

// TODO

# Standard normal CDF () chart.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***z*** | **+ 0.00** | **+ 0.01** | **+ 0.02** | **+ 0.03** | **+ 0.04** | **+ 0.05** | **+ 0.06** | **+ 0.07** | **+ 0.08** | **+ 0.09** |
| **0.0** | 0.50000 | 0.50399 | 0.50798 | 0.51197 | 0.51595 | 0.51994 | 0.52392 | 0.52790 | 0.53188 | 0.53586 |
| **0.1** | 0.53983 | 0.54380 | 0.54776 | 0.55172 | 0.55567 | 0.55962 | 0.56360 | 0.56749 | 0.57142 | 0.57535 |
| **0.2** | 0.57926 | 0.58317 | 0.58706 | 0.59095 | 0.59483 | 0.59871 | 0.60257 | 0.60642 | 0.61026 | 0.61409 |
| **0.3** | 0.61791 | 0.62172 | 0.62552 | 0.62930 | 0.63307 | 0.63683 | 0.64058 | 0.64431 | 0.64803 | 0.65173 |
| **0.4** | 0.65542 | 0.65910 | 0.66276 | 0.66640 | 0.67003 | 0.67364 | 0.67724 | 0.68082 | 0.68439 | 0.68793 |
|  |  |  |  |  |  |  |  |  |  |  |
| **0.5** | 0.69146 | 0.69497 | 0.69847 | 0.70194 | 0.70540 | 0.70884 | 0.71226 | 0.71566 | 0.71904 | 0.72240 |
| **0.6** | 0.72575 | 0.72907 | 0.73237 | 0.73565 | 0.73891 | 0.74215 | 0.74537 | 0.74857 | 0.75175 | 0.75490 |
| **0.7** | 0.75804 | 0.76115 | 0.76424 | 0.76730 | 0.77035 | 0.77337 | 0.77637 | 0.77935 | 0.78230 | 0.78524 |
| **0.8** | 0.78814 | 0.79103 | 0.79389 | 0.79673 | 0.79955 | 0.80234 | 0.80511 | 0.80785 | 0.81057 | 0.81327 |
| **0.9** | 0.81594 | 0.81859 | 0.82121 | 0.82381 | 0.82639 | 0.82894 | 0.83147 | 0.83398 | 0.83646 | 0.83891 |
|  |  |  |  |  |  |  |  |  |  |  |
| **1.0** | 0.84134 | 0.84375 | 0.84614 | 0.84849 | 0.85083 | 0.85314 | 0.85543 | 0.85769 | 0.85993 | 0.86214 |
| **1.1** | 0.86433 | 0.86650 | 0.86864 | 0.87076 | 0.87286 | 0.87493 | 0.87698 | 0.87900 | 0.88100 | 0.88298 |
| **1.2** | 0.88493 | 0.88686 | 0.88877 | 0.89065 | 0.89251 | 0.89435 | 0.89617 | 0.89796 | 0.89973 | 0.90147 |
| **1.3** | 0.90320 | 0.90490 | 0.90658 | 0.90824 | 0.90988 | 0.91149 | 0.91308 | 0.91466 | 0.91621 | 0.91774 |
| **1.4** | 0.91924 | 0.92073 | 0.92220 | 0.92364 | 0.92507 | 0.92647 | 0.92785 | 0.92922 | 0.93056 | 0.93189 |
|  |  |  |  |  |  |  |  |  |  |  |
| **1.5** | 0.93319 | 0.93448 | 0.93574 | 0.93699 | 0.93822 | 0.93943 | 0.94062 | 0.94179 | 0.94295 | 0.94408 |
| **1.6** | 0.94520 | 0.94630 | 0.94738 | 0.94845 | 0.94950 | 0.95053 | 0.95154 | 0.95254 | 0.95352 | 0.95449 |
| **1.7** | 0.95543 | 0.95637 | 0.95728 | 0.95818 | 0.95907 | 0.95994 | 0.96080 | 0.96164 | 0.96246 | 0.96327 |
| **1.8** | 0.96407 | 0.96485 | 0.96562 | 0.96638 | 0.96712 | 0.96784 | 0.96856 | 0.96926 | 0.96995 | 0.97062 |
| **1.9** | 0.97128 | 0.97193 | 0.97257 | 0.97320 | 0.97381 | 0.97441 | 0.97500 | 0.97558 | 0.97615 | 0.97670 |
|  |  |  |  |  |  |  |  |  |  |  |
| **2.0** | 0.97725 | 0.97778 | 0.97831 | 0.97882 | 0.97932 | 0.97982 | 0.98030 | 0.98077 | 0.98124 | 0.98169 |
| **2.1** | 0.98214 | 0.98257 | 0.98300 | 0.98341 | 0.98382 | 0.98422 | 0.98461 | 0.98500 | 0.98537 | 0.98574 |
| **2.2** | 0.98610 | 0.98645 | 0.98679 | 0.98713 | 0.98745 | 0.98778 | 0.98809 | 0.98840 | 0.98870 | 0.98899 |
| **2.3** | 0.98928 | 0.98956 | 0.98983 | 0.99010 | 0.99036 | 0.99061 | 0.99086 | 0.99111 | 0.99134 | 0.99158 |
| **2.4** | 0.99180 | 0.99202 | 0.99224 | 0.99245 | 0.99266 | 0.99286 | 0.99305 | 0.99324 | 0.99343 | 0.99361 |
|  |  |  |  |  |  |  |  |  |  |  |
| **2.5** | 0.99379 | 0.99396 | 0.99413 | 0.99430 | 0.99446 | 0.99461 | 0.99477 | 0.99492 | 0.99506 | 0.99520 |
| **2.6** | 0.99534 | 0.99547 | 0.99560 | 0.99573 | 0.99585 | 0.99598 | 0.99609 | 0.99621 | 0.99632 | 0.99643 |
| **2.7** | 0.99653 | 0.99664 | 0.99674 | 0.99683 | 0.99693 | 0.99702 | 0.99711 | 0.99720 | 0.99728 | 0.99736 |
| **2.8** | 0.99744 | 0.99752 | 0.99760 | 0.99767 | 0.99774 | 0.99781 | 0.99788 | 0.99795 | 0.99801 | 0.99807 |
| **2.9** | 0.99813 | 0.99819 | 0.99825 | 0.99831 | 0.99836 | 0.99841 | 0.99846 | 0.99851 | 0.99856 | 0.99861 |
|  |  |  |  |  |  |  |  |  |  |  |
| **3.0** | 0.99865 | 0.99869 | 0.99874 | 0.99878 | 0.99882 | 0.99886 | 0.99889 | 0.99893 | 0.99896 | 0.99900 |
| **3.1** | 0.99903 | 0.99906 | 0.99910 | 0.99913 | 0.99916 | 0.99918 | 0.99921 | 0.99924 | 0.99926 | 0.99929 |
| **3.2** | 0.99931 | 0.99934 | 0.99936 | 0.99938 | 0.99940 | 0.99942 | 0.99944 | 0.99946 | 0.99948 | 0.99950 |
| **3.3** | 0.99952 | 0.99953 | 0.99955 | 0.99957 | 0.99958 | 0.99960 | 0.99961 | 0.99962 | 0.99964 | 0.99965 |
| **3.4** | 0.99966 | 0.99968 | 0.99969 | 0.99970 | 0.99971 | 0.99972 | 0.99973 | 0.99974 | 0.99975 | 0.99976 |
|  |  |  |  |  |  |  |  |  |  |  |
| **3.5** | 0.99977 | 0.99978 | 0.99978 | 0.99979 | 0.99980 | 0.99981 | 0.99981 | 0.99982 | 0.99983 | 0.99983 |
| **3.6** | 0.99984 | 0.99985 | 0.99985 | 0.99986 | 0.99986 | 0.99987 | 0.99987 | 0.99988 | 0.99988 | 0.99989 |
| **3.7** | 0.99989 | 0.99990 | 0.99990 | 0.99990 | 0.99991 | 0.99991 | 0.99992 | 0.99992 | 0.99992 | 0.99992 |
| **3.8** | 0.99993 | 0.99993 | 0.99993 | 0.99994 | 0.99994 | 0.99994 | 0.99994 | 0.99995 | 0.99995 | 0.99995 |
| **3.9** | 0.99995 | 0.99995 | 0.99996 | 0.99996 | 0.99996 | 0.99996 | 0.99996 | 0.99996 | 0.99997 | 0.99997 |
|  |  |  |  |  |  |  |  |  |  |  |
| **4.0** | 0.99997 | 0.99997 | 0.99997 | 0.99997 | 0.99997 | 0.99997 | 0.99998 | 0.99998 | 0.99998 | 0.9999 |

# Student-t CDF chart

| **Conf. Level** | **90%** | **95%** | **98%** | **99%** |
| --- | --- | --- | --- | --- |
| **One Tail** | **0.050** | **0.025** | **0.010** | **0.005** |
| **Two Tail** | **0.100** | **0.050** | **0.020** | **0.010** |
| **df = 1** | 6.314 | 12.706 | 31.821 | 63.657 |
| **2** | 2.920 | 4.303 | 6.965 | 9.925 |
| **3** | 2.353 | 3.182 | 4.541 | 5.841 |
| **4** | 2.132 | 2.776 | 3.747 | 4.604 |
| **5** | 2.015 | 2.571 | 3.365 | 4.032 |
| **6** | 1.943 | 2.447 | 3.143 | 3.707 |
| **7** | 1.895 | 2.365 | 2.998 | 3.499 |
| **8** | 1.860 | 2.306 | 2.896 | 3.355 |
| **9** | 1.833 | 2.262 | 2.821 | 3.250 |
| **10** | 1.812 | 2.228 | 2.764 | 3.169 |
| **11** | 1.796 | 2.201 | 2.718 | 3.106 |
| **12** | 1.782 | 2.179 | 2.681 | 3.055 |
| **13** | 1.771 | 2.160 | 2.650 | 3.012 |
| **14** | 1.761 | 2.145 | 2.624 | 2.977 |
| **15** | 1.753 | 2.131 | 2.602 | 2.947 |
| **16** | 1.746 | 2.120 | 2.583 | 2.921 |
| **17** | 1.740 | 2.110 | 2.567 | 2.898 |
| **18** | 1.734 | 2.101 | 2.552 | 2.878 |
| **19** | 1.729 | 2.093 | 2.539 | 2.861 |
| **20** | 1.725 | 2.086 | 2.528 | 2.845 |
| **21** | 1.721 | 2.080 | 2.518 | 2.831 |
| **22** | 1.717 | 2.074 | 2.508 | 2.819 |
| **23** | 1.714 | 2.069 | 2.500 | 2.807 |
| **24** | 1.711 | 2.064 | 2.492 | 2.797 |
| **25** | 1.708 | 2.060 | 2.485 | 2.787 |
| **26** | 1.706 | 2.056 | 2.479 | 2.779 |
| **27** | 1.703 | 2.052 | 2.473 | 2.771 |
| **28** | 1.701 | 2.048 | 2.467 | 2.763 |
| **29** | 1.699 | 2.045 | 2.462 | 2.756 |
| **30** | 1.697 | 2.042 | 2.457 | 2.750 |
| **40** | 1.684 | 2.021 | 2.423 | 2.704 |
| **50** | 1.676 | 2.009 | 2.403 | 2.678 |
| **60** | 1.671 | 2.000 | 2.390 | 2.660 |
| **70** | 1.667 | 1.994 | 2.381 | 2.648 |
| **80** | 1.664 | 1.990 | 2.374 | 2.639 |
| **90** | 1.662 | 1.987 | 2.368 | 2.632 |
| **100** | 1.660 | 1.984 | 2.364 | 2.626 |
| **+inf** | 1.645 | 1.960 | 2.326 | 2.576 |

# CDF charts in R

Critical U values:

Critical T values:

Critical F values:

Critical KS values: =

(needs: "BoutrosLab.plotting.general")

Critical values for low sample Wilocoxon test:

=

Critical values for low sample Mann-Whitney test:

=

Critical CSq values:

Critical Friedman value:

(needs: 'SuppDists')

Critical binom value:

# 