**OOP’S**

**Q-1: Where we will use Abstract class and where Interface.**

**A:** if we want to give some common implementation that will be shared by all sub classes and give some different implementation for all sub class, in this case we will use Abstract class.

If we want to give the complete different implementation for all sub classes according their requirement we will use interface.

**Example of Abstract class**

**Abstract class Vehicle**

public abstract void speed();

public abstract void engine();

public void price()

public void co\_name()

{

S.O.P(“Mahindra”);

}

public void co\_ceo()

{

S.O.P(“Anand Mahindra”);

}

**Class Bikes extends Vehicle Class ForWheeler extends Vehicle**

public abstract void speed()

{

…………….

}

public abstract void engine()

{

…………………..

}

public void price()

{

………………..

}

public abstract void speed()

{

…………….

}

public abstract void engine()

{

…………………..

}

public void price()

{

………………..

}

Class Vehicle Access

{

public static void main(String []args)

{

Vehicle v1 = new Bikes();

v1.speed();

v1.engine();

v1. co\_name();

v1.co\_ceo();

v1.price();

Vehicle v1 = new ForWheeler ();

v1.speed();

v1.engine();

v1. co\_name();

v1.co\_ceo();

v1.price();

}

}

**Example of interface**

**Public class Calculate**

public void area();

public void perimeter();

**Class Circle implements Calculate Class Traingle implements Calculate**

public void area()

{

………………….

}

public void perimeter()

{

………………….

}

public void area()

{

………………….

}

public void perimeter()

{

………………….

}

Class Calculation

Class Demo

{

public static void main(String []args)

{

Calculate c1 = new Circle();

c1.area();

c1.perimeter();

Calculate c2 = new Triangle();

C2.area();

C2.perimeter();

}

}

**Q-2: Can Abstract class contain Constructor.**

**A:** yes

**Q-3: Can Abstract class have static method.**

**A:**No

**Q-1\*:** **How u will achavie abstraction?**

**Q-2: \*diff b/w interface and abstract class**

**A:**

(1)Abstract class can extend only one class

Interface can extend any number of interface at a time

(2)A class can extend only one abstract class.

A class can implement any number of interface.

(3)Abstract class can have both abstract and concrete method

Interface can have only abstracrt method

(4)Abstract class can have protected,public ,public abstract method

Interface can have only public abstract method(by default)

(5)Abstract class have static,final or static final variables with any access specifier

Interface can have only static final(constant) variable i,e by default

(6)Abstract class can have constructor

Interface can not have constructor

(7)Abstract class can have static methods.

Interface can not have static methods.

**Q-4: What is immutable class.How to make immutable class in java.**

**A:**immutable class is a class which once created, it’s contents can not be changed. These are the following ways to create immutable class

1. Declare the class as final so it can’t be extended.
2. Make all fields private so that direct access is not allowed.
3. Don’t provide setter methods for variables
4. Make all **mutable fields final** so that it’s value can be assigned only once.
5. Initialize all the fields via a constructor .

There are many immutable classes like String, Boolean, Byte, Short, Integer, Long, Float, Double etc. In short, all the wrapper classes and String class is immutable. We can also create immutable class by creating final class that have final data members

Ex:

**public** **final** **class** Employee

{

**private final** String panNumber;

**public** Employee(String panNumber)

{

**this**.panNumber=panNumber;

}

**public** String getPanNumber()

{

**return** panNumber;

}

}

Note: The above class is immutable because:

1-The instance variable of the class is final i.e. we cannot change the value of it after creating an object.

2-The class is final so we cannot create the subclass.

3-There is no setter methods i.e. we have no option to change the value of the instance variable.

**Q-> Can you initialize the final variable later.**

**A:** yes . but by the constructor not by the setter method.

public class Demo {

//final int a=5;

private final int age;

private final String name;

Demo(int age,String name)

{

this.age=age;

this.name=name;

}

void set(int age,String name) // error

{

this.age=age;

this.name=name;

}

public static void main(String[] args) {

Demo d1 = new Demo(11,"subhag");

}

}

**Q-5:What is immutable object .**

**A:** Immutable objects are simply objects whose state (the object's data) cannot change after construction.Ex of immutable objects are String ,Integer.

Immutable Objects

are simple to constrcut,test and use

are automatically thread-safe and have no synchronization issues

don't need a copy constructor

don't need an implementation of clone

**Q-6: Is System class is final class.**

**A:** yes

**Q-7: What is Run time polymorphism? What is the use of this?**

**A: Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

**Q-8: What we use to clean the Resource.**

**A:** finally

**Q-9: How many ways of Object creation**

**A:** There are 5 ways of Object creation

1-Using New keyword

2-Using New Instance

3-Using Clone

4-Using Deserilization

5-Using ClassLoader

**1-Using New keyword->**Using new keyword is the most basic way to create an object. Use **new**keyword to create and Object of class.  
JBTClass obj = new JBTClass();

**2-Using New Instance->**Have you ever tried to connect to any DB using JDBC driver in Java, If your answer is yes then you must have seen “**Class.forName**“. We can also use it to create the object of a class. **Class.forName**actually loads the class in Java but doesn’t create any Object. To Create an Object of the Class you have to use **newInstance**method of Class class.

Class cls = Class.forName("JBTClass");

JBTClass obj = (JBTClass) cls.newInstance();

JBTClass obj1 = (JBTClass) cls.newInstance();

**Note\*:** If you want to create Object in this way class needs to have public default Constructor.

**3-Using Clone->**We can also use Clone() method to create a copy of an  existing

Object.  
JBTClass obj1 = new JBTClass();

JBTClass obj2 =  (JBTClass)obj1.clone();

**4-Using Deserilization->**Object deserialization can also be used to create an Object. It is just the opposite of serializing an Object.  
ObjectInputStream inStream = new ObjectInputStream(anInputStream );   
MyObject object = (MyObject) inStream.readObject();

**5-Using ClassLoader->**We can also use Class Loader to create Object of a Class. This way is some what same as**Class.forName** option

**Q-10: how many methods in Object class.**

**A:**The List of Object API

1. clone() - Creates and returns a copy of this object.
2. equals() - Indicates whether some other object is "equal to" this one.
3. finalize() - Called by the garbage collector on an object when garbage collection determines that there are no more references to the object.
4. getClass() - Returns the runtime class of an object.
5. hashCode() - Returns a hash code value for the object.
6. notify() - Wakes up a single thread that is waiting on this object's monitor.
7. notifyAll() - Wakes up all threads that are waiting on this object's monitor.
8. toString() - Returns a string representation of the object.
9. wait() - Causes current thread to wait until another thread invokes the notify() method or the notifyAll() method for this object.

**Q-11: what is enum.**

**A:**

**-** An enum is a data type (similar to class) which contains fixed set of constants.

- The enum constants are static and final implicitely.

- It can be used for days of the week (SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY and SATURDAY) , directions (NORTH, SOUTH, EAST and WEST) etc.

Note:

1- enum improves type safety

2- enum can be easily used in switch

3- enum can be traversed

4- enum can have fields, constructors and methods

5- enum may implement many interfaces but cannot extend any class because it

internally extends java.lang.Enum class

**Ex:**

class EnumDemo

{

public enum Season { WINTER, SPRING, SUMMER, FALL } ;

public static void main(String[] args)

{

for (Season s : Season.values())

System.out.println(s);

}

}

**Q-12: What is Generic .**

**A:** Generic provide compile-time type safety that allows programmer to catch invalid types at compile times.java generic methods and generic classes enable programmer to specify –“with a single method decelaration” or “a set of related method” or ”with a single class decelaration” ,a set of related types.

Before generic,we can store any type of objects in collection i.e non-generic.now generic forces the java programmer to store specific type of object.

**Advantage of java Generic->**

There are mainly 3 advantages of generic.

**1-Type Safety->** we can hold only a single type of object in generic.it does not allow to store other type of object.

**2-Type Casting is not required->**there is no need to typecast the object

Ex->

Before Generics,we need to be type cast.

List list = new ArrayList();

list.add(“hello”);

String s = (String)list.get(0); //type casting

After Generic,we do not need to typecast the object.

List<String> list = new ArrayList<String>();

list.add(“hello”);

String s = list.get(0); //type casting

**3-compile-time checking->**it is checked at compile time.so problem will not occur at run time.

List<String> list = new ArrayList<String>();

list.add(“hello”);

list.add(32); // compile time error

**Syntax of use Generic Collection->**

Class or interface <Type>

**Generic Class->** A class that can refer to any type is known as generic.Here we are using T type parameter to create the generic class of specific type.

Ex:

public class Box<T>

{

private T t;

public void add(T t)

{

this.t = t;

}

public T get()

{

return t;

}

Public static void main(String []args)

{

Box<Integer> b1 = new Box<Integer>();

Box<String> b2= new Box<String>();

b1.add(10);

b2.add(“Ram”);

S.O.P(“Integer value is ”+ b1.get());

S.O.P(“String value is ”+ b2.get());

}

}

**Generic Method->**Like generic class,we can create generic method that can accept any type of argument. In below example we use E to denote the element.

public class Demo

{

  public static < E > void printArray(E[] elements)

 {

        for ( E element : elements){

            System.out.println(element );

  }

}

    public static void main( String args[] ) {

        Integer[] intArray = { 10, 20, 30, 40, 50 };

        Character[] charArray = { 'J', 'A', 'V', 'A', 'T','P','O','I','N','T' };

        System.out.println( "Printing Integer Array" );

        printArray( intArray  );

       System.out.println( "Printing Character Array" );

        printArray( charArray );

    }

}

**Q-13: What is the Responsibility of JVM.**

**A:** JVM (Java Virtual Machine) is an abstract machine. It is a specification that provides runtime environment in which java bytecode can be executed.

JVMs are available for many hardware and software platforms (i.e.JVM is plateform dependent)

**The JVM performs following operation:**

* Loads code
* Verifies code
* Executes code
* Provides runtime environment

**JVM provides definitions for the:**

* Memory area
* Class file format
* Register set
* Garbage-collected heap
* Fatal error reporting etc.

**Q-14: What is marker interface.name of any 5 marker Interface? What is the use**

**of marker interface.**

**A:** Marker Interface in java is an interface with no fields or methods within it.  An interface with no methods. And no variable that means empty body. marker interface is used as a tag to inform a message to the Java compiler so that it can add special behavior to the class implementing it.

In java we have the following major marker interfaces as under:

1-Searilizable interface

2-Cloneable interface

3-Remote interface

4-ThreadSafe interface

**Use of Marker Interface->**

if the JVM sees a Class is implementing the Serializable interface it does some special operation on it and writes the state of the object into object stream. This object stream is then available to be read by another JVM. Similarly if JVM finds that a class is implementing Clonnable interface, it performs some special operation in order to support cloning. The same theory goes for RMI and Remote interface.

**Q-15: What is the difference b/w JAR and WAR.**

A: These files are simply zipped files using the java jar tool. These files are created for different purposes. Here is the description of these files:

**Java Archives (JAR)files:** The .jar files contain libraries, java classes resources and accessories files like property files. This can be added in classpath for compilation and to run java program. Generally in web applications we keep these files in lib directory of the application

**ojdbc14.jar** – This contains all the classes to connect the oracle database

**Servlet-api.jar** – contains servlet related classes

**Web Archives (WAR) files:** The war file contains the web application that can be deployed on any servlet/jsp container. The .war file contains jsp, html, javascript and other files necessary for the development of web applications. In this context, a Web application is defined as a single group of files, classes, resources, .jar files that can be packaged .

**Q-15: What is JVM Architecture**

**A:**

|  |
| --- |
|  |
|  |
|  |
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### 1-Classloader:->

Classloader is a subsystem of JVM that is used to load class files.

### 2-> Class(Method) Area:

Class(Method) Area stores per-class structures such as the runtime constant pool, field and method data, the code for methods.

### 3-> Heap:

It is the runtime data area in which objects are allocated.

### 4-> Stack:

|  |
| --- |
| Java Stack stores frames.It holds local variables and partial results, and plays a part in method invocation and return. |
| Each thread has a private JVM stack, created at the same time as thread. |
| A new frame is created each time a method is invoked. A frame is destroyed when its method invocation completes. |

### 5->Program Counter Register:

PC (program counter) register. It contains the address of the Java virtual machine instruction currently being executed.

### 6-> Native Method Stack:

It contains all the native methods used in the application.

### 7-> Execution Engine:

|  |
| --- |
|  |
| **1) A virtual processor** |
| **2) Interpreter:**Read bytecode stream then execute the instructions. |
| **3) Just-In-Time(JIT) compiler:**It is used to improve the performance.JIT compiles parts of the byte code that have similar functionality at the same time, and hence reduces the amount of time needed for compilation.Here the term ?compiler? refers to a translator from the instruction set of a Java virtual machine (JVM) to the instruction set of a specific CPU. |

**Q-20: What is the super class of primitive data type**

**A:** Number

**Q-30: What will happen in this case.**

**A is super class and B is sub class**

B b1 = new A(); // error

B b1 = (B)new A(); **//** exception

**Q-31: What is Pass by value and Pass by reference. And java support which.**

**A:**

**1- Pass by Value**: The method parameter values are copied to another variable and then the copied object is passed, that’s why it’s called pass by value.

**2-Pass by Reference**: An alias or reference to the actual parameter is passed to the method, that’s why it’s called pass by reference.

Java is always support Pass by Value and not pass by reference,

**Q-18: What is the class loading life cycle.**

**A:** first we write the java source code after that complile the source code after that at Run time following task is happen

|  |
| --- |
|  |
| what happens at runtime when simple java program runs |

|  |
| --- |
| **Classloader:**is the subsystem of JVM that is used to load class files. |
| **Bytecode Verifier:**checks the code fragments for illegal code that can violate access right to objects. |
| **Interpreter:**read bytecode stream then execute the instructions. |

# Q-19: What is class loader

**A:** it is the subsystem of JVM that is used to load class files. There are three type of Loader

**1-Bootstrap Class Loader**->  
Bootstrap class loader loads java’s core classes like java.lang, java.util etc. These are classes that are part of java runtime environment. Bootstrap class loader is native implementation and so they may differ across different JVMs.

**2-Extensions Class Loader->**  
JAVA\_HOME/jre/lib/ext contains jar packages that are extensions of standard core java classes. Extensions class loader loads classes from this ext folder. Using the system environment propery java.ext.dirs you can add ‘ext’ folders and jar files to be loaded using extensions class loader.

**3-System Class Loader->**  
Java classes that are available in the java classpath are loaded using System class loader.

**Q-16: What is Inner class. How many types of Inner class.**

**A: Java inner class** or nested class is a class i.e. declared inside the class or interface

### Diff b/w nested class and inner class in Java-> Inner class is a part of nested class. Non-static nested classes are known as inner classes.

**Type of Nested Class->**

**Nested Class**

**----------------------------------------**

**Non-static Nested class static Nested class**

**--------------------------------------------**

**Member Anonymous Local**

**Inner class Inner class Inner class**

**Type and Description ->**

**Member Inner Class 🡪** A class created within class and outside method.

**Anonymous Inner Class🡪**A class created for implementing interface or extending

class. Its name is decided by the java compiler.

**Local Inner Class 🡪** A class created within method.

**Static Nested Class 🡪** A static class created within class.

**Nested Interface 🡪** An interface created within class or interface.

**Q-17: What is Anonymous Inner class. What is the syntax.**

**What is the use of Anonymous Inner class.**

**A:** A class that have no name is known as anonymous inner class in java. It should be used if you have to override method of class or interface. Java Anonymous inner class can be created by two ways:

1. Class (may be abstract or concrete).
2. Interface

**Ex: public class AnonymousClassDemo**

{

public static void main(String[] args)

{

Dog dog = new Dog() {

public void someDog ()

{

System.out.println("Anonymous Dog");

}

}; **// anonymous class body closes here**

**//dog contains an object of anonymous subclass of Dog.**

dog.someDog();

}

}

**class Dog**

{

public void someDog()

{

System.out.println("Classic Dog");

}

}

**Internal working of given code->**

1-Dog dog = new Dog() {, there is a brace at the end of line, not a semicolon. This curly brace opens the class definition and declares a new class that has no name (anonymous class).

**Q-24: What are the rules of Method Overriding.**

**A:** There are some rules of Method Overriding

**1-**Subclass method name must be same as super class method name.

**2-**Subclass method parameter(type, order and number) must be same as super class method parameters.

**3-**Subclass method return type must be same as super class method return type.

**Note->**if the super class method return type is class type then while overriding the method in sub class you can use same class type or its sub class as return type **(From Java 5)**

**EX:**

class Hello class A{}

{

A m1(){…….} class B extends A{}

}

class Hai extends Hello class C{}

{

A m1(){…..}

Or

B m1(){…..} //valid from java5

C m1(){…..} // invalid

}

**4-**Subclass method access modifier must be same or higher then super class method access specifier

|  |  |
| --- | --- |
| **Super Class** | **Sub Class** |
| public | public |
| protected | protected , public |
| default | default , protected , public |
| private | private , default , protected , public |

**5-** when super class method is static method then you have to override in sub class as static only.

**Q-25: What is the Co-variant Return type.**

**A:** Before Java5, it was not possible to override any method by changing the return type. But now, since Java5, it is possible to override method by changing the return type if subclass overrides any method whose return type should be same class type either subclass type.

Ex:

**class** A

{

A get()

{

**return** **this**;

}

}

**class** B1 **extends** A

{

B1 get()

{

**return** **this**;

}

**void** message()

{

System.out.println("welcome to covariant return type");

}

**public** **static** **void** main(String args[])

{

B1 b1 = new B1();

System.out.println(b1.get());

B1.message();

}

}

**Q-27: What are the rules of exception while overriding.**

**A:** These are the some rules of method overriding

**1-**When super class method is not specified with method level exception then sub class method can do the following:

a -> Subclass method may not throw any method level exception. **Case-1**

b -> Subclass method can throw unchecked exception. **Case-1**

c-> Subclass method cannot throw checked exception. **Case-2**

**2-** When super class method is specified with method level checked exception then sub class method can do the following:

a -> Subclass method can ignore that method level exception **Case-3**

b -> Subclass method can throw the same exception **Case-4**

c -> Subclass method can throw any unchecked exception **Case-5**

d -> Subclass method can throw exception which is sub class to super class

method exception **Case-6**

e -> Subclass method can not throw exception which is super class to super

class method exception **Case-7**

f -> Subclass method can not throw exception which is non super class to

super class method exception **Case-8**

**3-** When super class method is specified with method level unchecked exception then sub class method can do the following:

a -> Subclass method can ignore that method level exception **Case-9**

b -> Subclass method can throw the same exception **Case-10**

c -> Subclass method can throw any other unchecked exception **Case-11**

d -> Subclass method cannot throw any checked exception **Case-12,13**

**EX: Some Case of Exception**

**Case-1:**

class Hello

{

void show(){}

void display(){}

}

class Hai extends Hello

{

void show(){}

void display()**throws** NullPointerException{}

}

**Case-2:**

class Hello

{

void show(){}

}

class Hai extends Hello

{

void show()**throws** ClassNotFoundException{} //error

}

**Case-3:**

import java.io.IOException;

class Hello

{

void show()**throws** IOException{}

}

class Hai extends Hello

{

void show(){}

}

**Case-4:**

import java.io.IOException;

class Hello

{

void show()**throws** IOException{}

}

class Hai extends Hello

{

void show()**throws** IOException{}

}

**Case-5:**

import java.io.IOException;

class Hello

{

void show()**throws** IOException{}

}

class Hai extends Hello

{

void show()**throws** NullPointerException{}

}

**Case-6:**

import java.io.FileNotFoundException;

import java.io.IOException;

class Hello

{

void show()**throws** IOException{}

}

class Hai extends Hello

{

void show()**throws** FileNotFoundException{}

}

Note: FileNotFoundException is the sub class of IOException that why it is not showing error

**Case-7:**

**import** java.io.\*;

class Hello

{

void show() **throws** IOException{}

}

class Hai extends Hello

{

void show()**throws** Exception{} //error

}

**Case-8:**

import java.io.\*;

class Hello

{

void show() **throws** IOException{}

}

class Hai extends Hello

{

void show()**throws** ClassNotFoundException{} //error

}

**Case-9**

class Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

class Hai extends Hello

{

void show(){}

}

**Case-10:**

class Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

class Hai extends Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

**Case-11:**

class Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

class Hai extends Hello

{

void show()**throws** RuntimeException{}

}

**Case-12:**

class Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

class Hai extends Hello

{

void show()**throws** Exception{} // error

}

**Case-13:**

class Hello

{

void show()**throws** ArrayIndexOutOfBoundsException{}

}

class Hai extends Hello

{

void show()**throws** ClassNotFoundException{} //error

}

**Q-28: What is cloning. How many types of cloning. ()**

**A: T**he **object cloning** is a way to create exact copy of an object. For this purpose, clone() method of Object class is used to clone an object.

The **java.lang.Cloneable interface** must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates **CloneNotSupportedException**.

The **clone() method** is defined in the Object class. Syntax of the clone() method is as follows:-> **protected** Object clone() **throws** CloneNotSupportedException

### Why use clone() method ?

The **clone() method** saves the extra processing task for creating the exact copy of an object. If we perform it by using the new keyword, it will take a lot of processing to be performed that is why we use object cloning.

### Advantage of Object cloning

Less processing task.

**Ex:**

class Student **implements** Cloneable

{

int rollno;

String name;

Student(int rollno,String name){

this.rollno=rollno;

this.name=name;

}

public Object clone()**throws** CloneNotSupportedException

{

**return** **super**.clone();

}

**public** **static** **void** main(String args[]){

**try**{

Student s1=**new** Student(101,"amit");

Student s2=(Student)s1.clone();

System.out.println(s1.rollno+" "+s1.name);

System.out.println(s2.rollno+" "+s2.name);

}**catch**(CloneNotSupportedException c){}

}

}

**Type of cloning->** Java supports two type of cloning: - **Deep and shallow cloning.** By default shallow clone is used in Java. Object class has a method clone() which does shallow cloning.

**Shallow copy->** Shallow clone is a copying the reference pointer to the object, which mean the new object is pointing to the same memory reference of the old object. The memory usage is lower.

**Deep copy->** Deep copy is a complete duplicate copy of an object.. A new memory is allocated for the object and contents are copied.

**Q-32: Can you declare variable inside interface.**

**A:** yes you can. But it is by default static and final.

**Q-34: What type of modifier applies on local variable.**

**A:1-** Local variables cannot use any of the [access level](http://javabeginnerstutorial.com/core-java-tutorial/access-modifier-in-java/) since its scope is only inside the method.

**2-Final** is the Only [Non Access Modifier](http://javabeginnerstutorial.com/core-java-tutorial/non-access-modifiers-in-java/" \o "Non Access Modifiers in Java) that can be applied to a local variable.

**3**-Local variables are not assigned a default value, hence they need to be initialized.

**Q-35: What is the use of method overriding.**

**A:** Method overriding is used to provide specific implementation of a method that is already provided by its super class.

**Q-36: What will happen.**

**Class A**

**{**

**Static void m1()**

**{**

**}**

**}**

**Class B extends A**

**{**

**Static void m1()**

**{**

**}**

**Public static void main(String []args)**

**{**

**A a = new B();**

**a.m1();**

**}**

**}**

**Q-37: What will happen**

**Class A**

**{**

**Static void add()**

**{**

**}**

**}**

**Class B extends A**

**{**

**void add()**

**{**

**}**

**Public static void main(String []args)**

**{**

**}**

**}**

**Q-38: What will happen**

**Class A**

**{**

**void add()**

**{**

**}**

**}**

**Class B extends A**

**{**

**Static void add()**

**{**

**}**

**Public static void main(String []args)**

**{**

**}**

**}**

**Q-39: What will happen**

**Class A**

**{**

**protected void add()**

**{**

**System.out. println (“ A ”);**

**}**

**}**

**Class B extends A**

**{**

**void add()**

**{**

**System.out. println (“ B ”);**

**}**

**Public static void main(String []args){**

**}**

**}**

**Q-40: What will happen**

**Class A**

**{**

**int add(int a,int b)**

**{**

**}**

**}**

**Class B extends A**

**{**

**float add(int a,int b)**

**{**

**}**

**Public static void main(String []args)**

**{**

**}**

**}**

**Q-41: What will happen**

class A

{

public static void main(String[] args) {

System.*out*.println("welcome");

}

}

public class B1 extends A {

}

**Q🡪 What is the output of the following program.**

interface A {

public final static int MAX = 100;

}

interface B {

public final static int MAX = 100;

}

class C implements A, B {

public static void main(String args[]) {

System.out.println(MAX);

}

}

**The above program is compile or not. If it compiles what is the output.**

**Q🡪 What is the output of the following program**

**class** Demo {

**public** **void** test(**byte** b ) { System.*out*.println("byte value"); }

**public** **void** test(**int** i) {System.*out*.println("int value"); }

**public** **void** test(Integer i) { System.*out*.println("Integer value"); }

**public** **void** test(**int** ...args) { System.*out*.println("var args value"); }

**public** **static** **void** main(String[] args) {

Demo d1 = **new** Demo();

d1.test(100);

d1.test(10000);

}

}

**Q-42: What is difference b/w path and class Path**

**A: Path** variable is set for provide path for all java tools like java, javac, javap, javah, jar, appletviewer which are use at the time of java programming like for run java any program we use java tool and for compile java code use javac tool. These all tools are available in bin folder so we set path upto bin folder.

**classpath** variable is set for provide path of all java classes which is used in our application.(WorkSpace)

**Q-43: What will happen**

public class B1 {

public static void main(String[] args) {

Boolean c1 =false;

if(c1=true)

{

System.*out*.println("Hai");

}

else

{

System.*out*.println("Hello");

}

}

}

**Q-44: Why java does not support multiple inheritance**

**A:**  1-1) First reason is **ambiguity around Diamond problem**,

[![mutliple%2Binheritance%2Bnot%2Bsuooported](data:image/png;base64,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)](http://3.bp.blogspot.com/-MtQIpcmOlmE/VJe6XEVaVZI/AAAAAAAAAFo/Plki98loeOI/s1600/mutliple+inheritance+not+suooported.png)  
  
2) Second and more convincing reason to me is that **multiple inheritances does complicate the design and creates problem during casting, constructor chaining etc**

**Q-45: What the new feature come in jdk1.7**

**A:** There are some new feature of jdk1.7

**1.** String in Switch Expression  
**2.** Underscores Between Digits in Numeric Literals  
**3.** Handling multiple exceptions in a single catch block  
**4.** Try-with-resources Statement  
**5.** Automatic Type Inference in Generic object instantiation

**1. String in Switch Expression**

Earlier to **JDK 1.**7, **switch** expression takes**int** values or convertible to **int**. From JDK 1.7, switch accepts string objects also as expression.

|  |  |
| --- | --- |
|  | **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  String str1 = "August";  String str2 = "";    **switch**(str1)  {  **case** "January": str2 = "1st"; **break**;  **case** "February": str2 = "2nd"; **break**;  **case** "March": str2 = "3rd"; **break**;  **case** "April": str2 = "4th"; **break**;  **case** "May": str2 = "5th"; **break**;  **case** "June": str2 = "6th"; **break**;  **case** "July": str2 = "7th"; **break**;  **case** "August": str2 = "8th"; **break**;  **case** "September": str2 = "9th"; **break**;  **case** "October": str2 = "10h"; **break**;  **case** "November": str2 = "11th"; **break**;  **case** "December": str2 = "12th"; **break**;  }  System.out.println(str1 + " is " + str2 + " month in the year");  }  } |

-

**2. Underscores Between Digits in Numeric Literals**

**Underscores** are permitted in numeric literals. You can place underscores where you feel required to increase readability; like between hundreds and thousands, thousands and lakhs etc.

This is used to group numbers in a bigger literal value (especially of long data type).

**Note:**Do not place underscore at the beginning or ending of the literal value.

|  |  |
| --- | --- |
|  | **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  **int** flatCost = 48\_87\_653;    **float** buildingCost = 6\_47\_812.25\_67f;    System.out.println("Flat cost Rs. " + flatCost);  System.out.println("Building cost Rs. " + buildingCost);  }  } |

**3. Handling multiple exceptions in a single catch block**

Before JDK 1.7, it is required to write [multiple catches](http://way2java.com/exceptions/rules-of-exceptions-in-multiple-catch-blocks/) to handle different exceptions raised in the code. Now in a single catch statement, multiple exceptions can be included separated by **pipe ( | )** symbol.

Following is the earlier to **JDK 1.7** code which you are well familiar with.

|  |  |
| --- | --- |
|  | **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  **int** b =0, x[] = { 10, 20, 30 };  **try**  {  **int** c = x[3]/b;  }  **catch**(ArithmeticException e)  {  System.out.println(e);  }  **catch**(ArrayIndexOutOfBoundsException e)  {  System.out.println(e);  }  }  } |

The above multiple catches can be replaced with single catch as follows in JDK 1.7.

|  |
| --- |
| **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  **int** b =0, x[] = { 10, 20, 30 };  **try**  {  **int** c = x[3]/b;  }  **catch**(ArithmeticException | ArrayIndexOutOfBoundsException e)  {  System.out.println(e);  }  }  } |

-

**Note:**Following does not work:

|  |  |
| --- | --- |
|  | **Try**  {  **int** x = 10/0;  }  **catch**(ArithmeticException | RuntimeException e) { } |

Super class exception must be caught separately (it is a constraint).

**4. Try-with-resources Statement**  
(try statement defining resources)

With **JDK 1.7**, no [finally block](http://way2java.com/exceptions/try-%e2%80%93-catch-%e2%80%93-finally/) is required to close (with close() methods) the resources of files or sockets or JDBC handles (objects) etc. The **resources** (say objects) opened in try block automatically close when the execution control passes out try block (say, at the close brace of try block).

**Your Earlier code:**

|  |  |
| --- | --- |
|  | **import** java.io.\*;  **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  FileReader fr = **null**;  FileWriter fw = **null**;  **try**  {  fr = **new** FileReader("abc.txt");  fw = **new** FileWriter("def.txt");    *// some file copying code*  }  **catch**(IOException e)  {  e.printStackTrace();  }  **finally**  {  **try**  {  **if**(fr != **null**) fr.close();  **if**(fw != **null**) fw.close();  }  **catch**(IOException e)  {  e.printStackTrace();  }  }  }  } |

**Your Present code with JDK 1.7:**

|  |  |
| --- | --- |
|  | **import** java.io.\*;  **public** **class** Demo  {  **public** **static** **void** main(String args[])  {  **try** (  FileReader fr = **new** FileReader("abc.txt");  FileWriter fw = **new** FileWriter("def.txt");  )  {  *// some file copying code*    } *// at this point fr and fw are closed*  **catch** (IOException e)  {  e.printStackTrace();  }  }  } |

**5. Automatic Type Inference in Generic object instantiation**

In **JDK 1.7**, empty angle brackets (known as **diamond operator**), **<>**, can be used in specifying generic type instead of writing the exact one. But remember, the compiler should be able to judge the type from the generics statement you write.

Prior JDK 7  
**Set<String> s1 = new LinkedHashSet<String>();**

**List**<**Integer**> primes **=** **new** **ArrayList**<**Integer**>();

In JDK 7  
**Set<String> s1 = new LinkedHashSet<>();**

**List**<**Integer**> primes **=** **new** **ArrayList**<>();

**6. Static blocks**

Earlier to JDK 1.7, to print [static blocks](http://way2java.com/java-introduction/static-blocks-%e2%80%93-static-initialization/) no main() method is required. But from JDK 1.7, if no main() exists, static blocks will not be executed.

# Q-46: What is difference between new operator and newInstance() method

A: Use **new** if you know at compile-time what the type of the object is that you want to create. Use **Class.forName().newInstance()** if you don't know what type of object you'll be making.

# Q-48: What is Auto Boxing and UnBoxing in java. Write the code also.

# A: Auto Boxing->The automatic conversion of primitive data types into its equivalent Wrapper type is known as AutoBoxing.

# UnBoxing->The automatic conversion of Wrapper class type into Corresponding primitive type is known as UnBoxoing

# Ex:

**public** **class** Demo

{

**public** **static** **void** main(String[] args)

{

**int** a1=50;

Integer a2 = **new** Integer(a1); // AutoBoxing

Integer a3 = 60; // AutoBoxing

Integer b1 = **new** Integer(50);

Integer c=10;

**int** b2 = b1; // UnBoxing

**int** b3 = c; // UnBoxing

}

# }

# Q-49: Explain about Garbage Collector.

A: Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

**Advantage of Garbage Collection**

**1-**It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.

**2-**It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

3-Every class inherits finalize() method from java.lang.Object, the finalize() method is called by garbage collector when it determines no more references to the object exists. In Java,

4- it is good idea to explicitly assign null into a variable when no more in use. I Java on calling System.gc() and Runtime.gc(), JVM tries to recycle the unused objects, but there is no guarantee when all the objects will garbage collected.

## How can an object be unreferenced?

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By annonymous object etc.

**1-By nulling a reference:**

1. Employee e=**new** Employee();
2. e=**null**;

### 2- By assigning a reference to another:

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### 

### 3-By annonymous object:

1. **new** Employee();

## 1-finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

## 2-System.gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

**Note:** Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.

# Q-50: if we will call explicitly finalize() method then what will happen

# A: 1-Object class finalize() method has no implementations

# Protected void finalize(){}

# 2-So you have to override finalize() method finalize() method in your class to release the resource used in you class.

# 3- When you call finalize() explicitly in this case it will be executed just like a normal method call & object would not be destroyed.

# BUT

# If you invoke finalize via System.gc then it will release the resource.

# Ex-1

# class Hello

# {

# void show()

# {

# System.out.println("show()");

# }

# void m1()

# {

# System.out.println("m1-Start()");

# 

# }

# protected void finalize()

# {

# System.out.println("Hello finalize");

# }

# }

# class Demo{

# public static void main(String args[])

# {

# Hello h1 = new Hello();

# h1.show();

# Hello h2 = new Hello();

# h1 = null;

# h2=null;

# System.gc();

# }

# }

# Ex-2:

# public class Demo5

# {

# 

# public void show()

# {

# System.out.println("welcome");

# }

# public void finalize()

# {

# System.out.println("object is garbage collected");

# }

# 

# public static void main(String args[])

# {

# Demo5 s1=new Demo5();

# Demo5 s2=new Demo5();

# s1.finalize(); // it will work as a normal method does not release resource

# s2.show();

# s1=null;

# s2=null;

# System.gc();

# }

# }

# Q-51: What is the purpose Class.forName ()method

# A: A call to Class.forName("X") causes the class named X to be dynamically loaded (at runtime). Class.forName("X") returns the Class object associated with the "X" class.  "X" is the fully qualified name of the desired class.

# Class.forName(String className) method returns the Class object associated with the class or interface with the given string name.

# className -> This is the fully qualified name of the desired class.

# Return Value ->This method returns the Class object for the class with the specified name

# the method forName() is static method of Class,when call it,it can load class from your classpath,

# Class.forName("com.microsoft.jdbc.sqlserver.SQLServerDriver") // only load class

# you can load many drivers ,but which db u connecting , look follow code

# Ex:

# public class ClassDemo {

# public static void main(String[] args) {

# try {

# // returns the Class object for the class with the specified name

# Class cls = Class.forName("java.lang.ClassLoader");

# 

# // returns the name and package of the class

# System.out.println("Class found = " + cls.getName());

# System.out.println("Package = " + cls.getPackage());

# }

# catch(ClassNotFoundException ex) {

# System.out.println(ex.toString());

# }

# }

# }

# Q-52: What does Connection pooling mean ?

# A: Opening/Closing database connections is an expensive process and hence connection pools improve the performance of execution of commands on a database for which we maintain connection objects in the pool. It facilitates reuse of the same connection object to serve a number of client requests. Every time a client request is received, the pool is searched for an available connection object and it's highly likely that it gets a free connection object. Otherwise, either the incoming requests are queued or a new connection object is created and added to the pool (depending upon how many connections are already there in the pool). As soon as a request finishes using a connection object, the object is given back to the pool from where it's assigned to one of the queued requests Since most of the requests are served using existing connection objects only so the connection pooling approach brings down the average time required for the users to wait for establishing the connection to the database.

# Use of Connection Pooling->

# It's normally used in a web-based enterprise application where the application server handles the responsibilities of creating connection objects, adding them to the pool, assigning them to the incoming requests, taking the used connection objects back, returning them back to the pool, etc.

# Q-53: What is the diff b/w pooling and caching?

# Q-54: Can a Constructor make final.

# A: No

# Q-55: What is the super class of Wrapper class.

# A: Number

Q-56: **What will happen in this code.**

**Short a=5; short a1=5;**

**a= (a+2);//error a1= (a1+2); //error**

**+2); a= (short)a+2; ; a1= (short)a1+2;**

# Q-57: Can I access the static variable in non static method

# A: No

# Q-58: In java Where compiler use and Where interpreter used.

# A: Javac is Java Compiler 🡪 Compiles your Java code into Bytecode

# JVM is Java Virtual Machine -- >Runs/ Interprets/ translates Bytecode into Native

# Machine Code

# JIT is Just In Time Compiler -- >Compiles the given bytecode instruction sequence to machine code at runtime before executing it natively. It's main purpose is to do heavy optimizations in performance.

# what exactly is the JVM:

# JVM is a virtual platform that resides on your RAM

# Its component, Class loader loads the .class file into the RAM

# The Byte code Verifier component in JVM checks if there are any access restriction violations in your code. (This is one of the principle reasons why java is secure)Next, the Execution Engine component converts the Bytecode into executable machine code

# Java uses a two step compilation process. Java source code is compiled down to "bytecode" by the Java compiler. The bytecode is executed by Java Virtual Machine (JVM). The current version of Sun HotSpot JVM uses a technique called Just-in-time (JIT) compilation to compile the bytecode to the native instructions understood by the CPU on the fly at run time.

# Some implementations of JVM might interpret the bytecode instead of JIT compiling it to machine code and running it directly. While this is still considered an "interpreter."

# Q-59: Give the example of polymorphism in terms of java.

# A: interface . because we create one interface and declare some method inside interface and give the different implementation according to the requirement .So one method deceleration and different implementation.

**Q-60: Why String is immutable and final in java.**

**A:** String is Immutable in Java because String objects are cached in String pool. Since cached String literal is shared between multiple client there is always a risk, where one client's action would affect all other client. For example, if one client changes value of String "Test" to "TEST", all other client will also see that value as explained in first example.

At the same time, ***String was made final***so that no one can compromise invariant of String class .g. Immutability, Caching, hascode calculation etc by extending and overriding behaviors.  
**String immutable Benefits**

1- [String pool](http://www.journaldev.com/797/what-is-java-string-pool) is possible only because String is immutable in java, this way Java Runtime saves a lot of java heap space because different String variables can refer to same String variable in the pool.

### 2- If String is not immutable then it would cause severe security threat to the application. For example, database username, password are passed as String to get database connection and in [socket programming](http://www.journaldev.com/741/java-socket-server-client-read-write-example) host and port details passed as String. Since String is immutable it’s value can’t be changed otherwise any hacker could change the referenced value to cause security issues in the application.

3-Since String is immutable, it is safe for multithreading and a single String instance can be shared across different threads. This avoid the usage of synchronization for thread safety, Strings are implicitly thread safe.

4- Since String is immutable, its **hashcode** is cached at the time of creation and it doesn’t need to be calculated again. This is why String is mostly used Object as HashMap keys.

**Q-61: what is aggregation and also explain “Is-A “ and “Has-A” Relationship.**

**A: IS-A Relationship:**

In object oriented programming, the concept of **IS-A** is a totally based on Inheritance, which can be of two types Class Inheritance or Interface Inheritance. It is just like saying "A is a B type of. For example, Apple is a Fruit, Car is a Vehicle etc.

Inheritance is uni-directional. For example House is a Building. But Building is not a House.

Wherever you see an extends keyword or implements keyword in a class declaration, then this class is said to have IS-A relationship.

**HAS-A Relationship**

Has-A means an instance of one class “has a” reference to an instance of another class or another instance of same class.

It is also known as “composition” or “aggregation”.

There is no specific keyword to implement HAS-A relationship but mostly we are depended upon “new” keyword.

**Association**

Association is a relationship between two objects. In other words, association defines the multiplicity between objects. You may be aware of one-to-one, one-to-many, many-to-one, many-to-many all these words define an association between objects..

A Student and a Faculty are having an association.

1-A Student has a faculty.

A faculy has multiple student

2-A Student has Courses.

A Course has multiple student.

**Aggregation**

It is a specialized form of association. In aggregation, the part may have an independent lifecycle, it can exist independently. When the whole is destroyed the part may continue to exist.

**Ex:** a car has many parts. A part can be removed from one car and installed into a different car. a car has many parts. A part can be removed from one car and installed into a different car.

**Ex:** A “department” has several “professors”. Without existence of “departments” there is good chance for the “professors” to exist. Hence “professors” and “department” are loosely associated and this loose association is known as Aggregation.

**Composition :**

It is a specialized form of Aggregation. Composition is a stronger form of aggregation. The lifecycle of the part is strongly dependent on the lifecycle of the whole. When the whole is destroyed, the part is destroyed too.

**Ex:** a building has rooms. A room can exist only as part of a building. The room cannot be removed from one building and attached to a different one..

A “university” has several “departments”. Without existence of “university” there is no chance for the “departments” to exist. Hence “university” and “departments” are strongly associated and this strong association is known as composition.

A Library contains students and books. Relationship between library and student is aggregation. Relationship between library and book is composition. A student can exist without a library and therefore it is aggregation. A book cannot exist without a library and therefore its a composition.

![car class](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUMAAACzCAMAAAAkCI6YAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAtUExURf////Ly8vn5+fb29vz8/P7+/uTk5D4+Ppubm1dXV5OTk8jIyHl5eSQkJAAAAPC0UmcAAAgFSURBVHja7Z2NurIqEIVTir8Zuv/LPTOAZmVWlvQd9xp9qISUeVsDWEqHAwwG24mx+4XxrhgGe2pvNoDh5wytBUMwBMMvMzy2t/0xPDVfoEPoEAzBEAzBEAzBcEOGfeMFOoQOocMtGPbtbYcMWwuxhw6hQzAEQzD8ywyPFMBwNUMKKSXuKT0uwlLiLT3vj6FZWmwKyvEBQy0iCEmSeLt9aad/S4fBVTkKQxuZtXjMwGLFZpOv6irZRJ476PCy9BLGI0PHHOQhBGKqqbIcFFqz2TnJgA4vlujCsL4uuhvUJ8w0di/FOaE9vNFhnDD0zBmShmxJc48yoKnZ7mmL+Nd0OI3lQKS6lK56TIXcGMsl+0qXf0SHZtFEWZKSoaSrdNP60gS+pCYFTWnIZmee2Q4ZLoWdcUm7CgVoE5NLZIP3yZc0E/EpSBDHmp0ZLoey+WM6FETMwspGkRozRWt80A0lLbJiyRizyUOHd6rJ1s/TGAv0d5uhw00NDMEQDMEQDLN1e2TYtV2hQ+jwnmHX3nbIsHUw75KhLE3X/TE0zZddtoema5futD3sajw3SXcZy+2FiLENxjZgCIZgCIZgCIZgCIZ7Zhj9Wotx9Rv3xZDEo5XGYfVb/Z4Ynk4HszYeyfIHDcEBZvWCMUlAYn0TkC8XNh0D4mcI9coZJtBYZcNF6wYQVyMc7qPIP3QC4gqLfrwJpUD0YPKe9eWOinzJ9XC9MSC+ZV1FeNEhIL47LBwRTnRougiIL5/VyJnJsb/XYdf5CDqvDgt1FpL+OOqw9My6eAaeF0fWx+OcDvWU2/MJhF5AaI4XhlftYYHYg9HTkXWZJGl6m/JFhmIEiE9H1scnDAUivtFaHFmHyRfR3ZTh5PtpDoC4wDB/hV8t0DjVAxnrpl9Q2yNYLYwNOztYHmcLwLPepae/L00NEJfO8kZj0slGWG+2LQyn3/GD4UvGxHkmgrTD+3XaMeyiTnwBhutbxtwe2ujOgcBwtQ5rv6wTFYDheh0O40Mw/ESHgcDwUx06MIQO0R7+33VodfYlOVfxYLj+PIV1rjRLyYLhWoaB+k5O94zD+HA1w+hIJ5cEw0/6ZXYhT8GJ9hD98g91KJ1KMfQpH7SH1dAefnaeglhGewgdQofQIRhCh9AhdAiDDqFD6BA6hEGH0CF0CB3CoEPoEDr8P/Bwn1rg9/fB/5oTqxwfDh/saYV11/dTvPt2G77LcJ0Tn5r7McPvxv+PGA5OfOHw2s2AYWvbHcNje/s+wx84cZwyPDVfNmDY3okjdAgdQof70yEYgiEY7oRh33jZhGHffIEOocN/TId9e/s+wx840V8xbP0JbsKwvRChQ+gQOtyhDsFwS4a8B4aRfsPQOxd836eHh2dXZhont8SZ5nfQiCEF56L4+rCGPv/Eebc5xbcZmrulD8mTdzTPMJdwLpWJMZK7zc3TnEoOFyHf7/7h7/opJzp3vk86W7SVo4w/ozq3xHDGCX/Wyd3iPMNcgh2JPRaumZa+2/+yDulc96IMbTlKebDDIR1nvjaxMqw1oZ66Xp91VgVKfU9vxfKFYQhKLLDQrHnkEr2nw8RDVXMNc5laTxqCqfp7yabqAQ2F5iDPxPK9DAdtJb3bW8Rge59YhFXSUrGgQRCC1kOLOI3rPJNaqVxIScJdQd/t/rkObeqSlJheDxEihyWG9zJM/cjQJ6mhl088SK1LOmWYJOi1pi6Ec8rCpeqSoOAUZpX4RIdjGyE7ptJAlIC4hIXCslpA66Fq1aJnr01grVwu+6g9pDnrkt4SrQyZswYpBbrwtYK4m33jrBM8Ydjlj7syY3cporcPK8NCWjK4PFVXOql8DMW193U4Zahqlp2WGQ9LWisma6z1khBXhqmfYzijQ8dzRiNDESFlUYoIDl5yDl5E6OLBzr7RzTkxZahOSJ3ozLavaaFZIlVrKdlxwjBVH0Ou0QodXsVyCqwtiw/Kr6RDgPQSrYpLBM+PGT5oD2eulxhimc4SbefcEooYojKU/lO6r8PcNRUPnIgThiJoVqcoqCslncZyYWjVVX/PkO0KHfp06VPqTscj1uPqphRSfk2pK2Gfci9jy4ewpMMn7aHG8UGaPzt0MdpAKk/7entobBmidDVkasVzHWt6y1A+K2/7K4YhPOyZpwzNjLkytjFJ1mhiYsNkQqhpLsHGhLMk7IzEsTwnUybmlDZM2hnJDWR1BzP2jGFmJR+G6KJeoVb6kxAeMZw7CuexDWtVpdIkdZLqx1TTXCKPbUyupfihPY9OEyxvyK7Io4yxDEUza1OG94x1jzLGFg7WyDiUY8wbTE3VguyYnNQ9ls0xCMOcJ4MQ1o2ksz3M7/4RQ6oJDa9kyFEuvbV54u3OPmY4cxgdQks1xREZbQcftGpSp5KK1TF2dlP9ENVQVD344or66KUwzw0PrxneW28Wbfi3hf79ty7rcOH65dPyeYpZ48VtCeeH5KWdPInlje3753pfqZb0ndLzvFwcDOdMhgBkwLChgeH/nGG3R4Zd23UbHXatV+jwqzrcwf/R/8SJ7oph6yDYgmH7UL5hqP9L1nLdQoem+TplaJov2zBsvdy0h+Wfydqk27WHjb24ieUaz03SjWK5vRe3/XLbj3CrfrmtF3c6bFqDzXTY1AuMD788PgRDMARDMARDMATDf4RhnPx/coMkP4nfZjhxopkXfmRIPv7A/HcZ/taJ0+lwM1dNK/siwvsJd1o7YX7RlnTm8FXbhRMw2Gr7D7skRiKimO6zAAAAAElFTkSuQmCC)

**Q-62:How many objects will be created in the following code?**

String s1="Welcome";

String s2="Welcome";

String s3="Welcome";

**A:** Only one object.

**Q-63: How many objects will be created in the following code?**

**String s = new String("Welcome");**

**A:** Two objects, one in string constant pool and other in non-pool(heap).