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# Introduction

Here we will recreate the ZooMSS model (version 2) in Heneghan et al. (2020) using mizer.

There are some benefits to doing this. The main things for us are that mizer has a lot of functionality already that we would like to bring to ZooMSS, and a growing community that we can learn from and contribute to.

There are a few important differences between the models (as I found out along the way). The most fundamental of these is that the governing PDE is in a different form in each model (ZooMSS works in absolute abundance over log-weight size classes, and mizer uses normalised abundance and absolute-weight size classes), and hence the numerics work out a bit differently. As we will see, “recreating” ZooMSS in mizer required changing the numerics in mizer to match how they work out in ZooMSS.

Let’s get started! We begin with some setup of required packages.

#get required packages  
library(devtools)  
#most up to date master branch of mizer  
#install\_github("sizespectrum/mizer")  
#install\_github("astaaudzi/mizer-rewiring", ref = "temp-model-comp")  
#documentation here:  
#https://sizespectrum.org/mizer/dev/index.html  
library(mizer)  
require(tidyverse)  
  
#remotes::install\_github("sizespectrum/mizerExperimental")  
library(mizerExperimental)  
  
#library(plotly)

## Set-up mizer model

Next let’s read in the parameters from ZooMSS.

groups <-read\_csv("data/TestGroups\_mizer.csv")

## Parsed with column specification:  
## cols(  
## species = col\_character(),  
## Type = col\_character(),  
## FeedType = col\_character(),  
## Prop = col\_double(),  
## w\_min = col\_double(),  
## w\_inf = col\_double(),  
## w\_mat = col\_double(),  
## gamma = col\_double(),  
## q = col\_double(),  
## PPMRscale = col\_double(),  
## PPMR = col\_double(),  
## FeedWidth = col\_double(),  
## GrossGEscale = col\_double(),  
## Carbon = col\_double(),  
## Repro = col\_double(),  
## PlotColour = col\_character(),  
## interaction\_resource = col\_double()  
## )

groups$w\_min <- 10^groups$w\_min #convert from log10 values  
groups$w\_inf <- 10^groups$w\_inf  
groups$w\_mat <- 10^groups$w\_mat  
groups$h <- 1e50 # should be Inf, but that breaks the calculations. Massive value still works out to effectively unlimited feeding as allowed in ZooMSS - not currently being used anyway.  
groups$ks <- 0 #turn off standard metabolism  
#todo - ramp up constant repro for coexistence  
  
# read interaction matrix  
# get the interaction matrix - actually I think we can leave this out. Default is all 1s, which is the same as in ZooMSS. Included for completeness; it may be useful in future to keep this in.  
theta <- readRDS("data/zoomss\_inter.rds")[,-1]

We will pass these parameters to mizer to set up a new multispecies model.

ID <- 223 #index of environmental data to choose  
envirofull <- readRDS("data/envirofull\_20200317.RDS")  
enviro\_row <- envirofull[envirofull$cellID==ID,]  
  
#set up the fixed phyoplankton spectrum  
phyto\_fixed <- function(params, n, n\_pp, n\_other, rates, dt, kappa=params@resource\_params$kappa, lambda=params@resource\_params$lambda, ... ) {  
 npp <- kappa\*params@w\_full^(1-lambda) / params@dw\_full #returns the fixed spectrum at every time step  
 npp[params@w\_full > params@resource\_params$w\_pp\_cutoff\* (1 - 1e-06)] <- 0  
 return(npp)  
}  
  
mf.params <- newMultispeciesParams(species\_params=groups,  
 interaction=NULL, #NULL sets all to 1, no strict herbivores  
 no\_w = 178, #number of zoo+fish size classes;  
 min\_w\_pp = 10^(-14.4), #minimum phyto size. Note: use -14.4, not -14.5, otherwise it makes an extra size class  
 w\_pp\_cutoff = 10^(enviro\_row$phyto\_max), #maximum phyto size  
 n = 0.7, #The allometric growth exponent used in ZooMSS  
 z0pre = 1, #external mortality (senescence)  
 z0exp = 0.3,  
 resource\_dynamics = "phyto\_fixed",  
 kappa = 10^(enviro\_row$phyto\_int),   
 lambda = 1-enviro\_row$phyto\_slope,  
 #RDD = constantRDD(species\_params = groups) #first go at this  
 #pred\_kernel = ... #probably easiest to just import this/pre-calculate it, once dimensions are worked out  
)

## Note: Using z0 = z0pre \* w\_inf ^ z0exp for missing z0 values.

#checks that there are as many phytoplankton size classes as ZooMSS  
length(which(mf.params@initial\_n\_pp>0)) == length(seq(-14.5,enviro\_row$phyto\_max, by = 0.1))

## [1] TRUE

Now do some fiddling to make the new MizerParams object match the ZooMSS parameters. Note: this chunk is adapted from fZooMSS\_setup.R, found at <https://github.com/MathMarEcol/ZooMSS/>.

mf.params@other\_params$temp\_eff <- matrix(2.^((enviro\_row$sst - 30)/10), nrow = length(mf.params@species\_params$species), ncol = length(mf.params@w))  
  
setZooMizerConstants <- function(params, Groups, sst){  
 #### CALCULATES CONSTANT BITS OF THE MODEL FUNCTIONS FOR EACH GROUP  
 SearchVol <- getSearchVolume(params)  
 M\_sb <- getExtMort(params)  
 ZSpre <- 1 # senescence mortality prefactor  
 ZSexp <- 0.3 # senescence mortality exponent  
  
 pred\_kernel <- getPredKernel(params)  
 prey\_weight\_matrix <- matrix(params@w\_full, nrow = length(params@w), ncol = length(params@w\_full), byrow = TRUE)  
 pred\_weight\_matrix <- matrix(params@w, nrow = length(params@w), ncol = length(params@w\_full))  
  
 for (i in 1:nrow(params@species\_params)) {  
 ## Senescence mortality  
 if (params@species\_params$Type[i] == "Zooplankton") {  
 M\_sb[i,] <- ZSpre\*(params@w/(params@species\_params$w\_mat[i]))^ZSexp  
 M\_sb[i, params@species\_params$w\_inf[i] < params@w \* (1 + 1e-06)] <- 0  
 M\_sb[i, params@species\_params$w\_mat[i] > params@w \* (1 - 1e-06)] <- 0  
 }  
  
 if (params@species\_params$Type[i] == "Fish") {  
 M\_sb[i,] <- 0.1\*ZSpre\*(params@w/(params@species\_params$w\_mat[i]))^ZSexp  
 M\_sb[i, params@species\_params$w\_inf[i] < params@w \* (1 + 1e-06)] <- 0  
 M\_sb[i, params@species\_params$w\_mat[i] > params@w \* (1 - 1e-06)] <- 0  
 }  
  
 ### Search volume  
 SearchVol[i,] <- (params@species\_params$gamma[i])\*(params@w^(params@species\_params$q[i]))  
 SearchVol[i, params@species\_params$w\_inf[i] < params@w \* (1 + 1e-06)] <- 0  
 SearchVol[i, params@species\_params$w\_min[i] > params@w \* (1 + 1e-06)] <- 0  
  
 ### Predation Kernels  
 if (is.na(params@species\_params$PPMRscale[i]) == FALSE){ # If group has an m-value (zooplankton)  
 # Calculate PPMR for zooplankton, which changes according to body-size (Wirtz, 2012)  
 D.z <- 2\*(3\*params@w\*1e12/(4\*pi))^(1/3) # convert body mass g to ESD (um)  
 betas <- (exp(0.02\*log(D.z)^2 - params@species\_params$PPMRscale[i] + 1.832))^3 # Wirtz's equation  
 beta\_mat <- matrix(betas, nrow = length(params@w), ncol = length(params@w\_full))  
  
 # Calculate feeding kernels  
 pred\_kernel[i, , ] <- exp(-0.5\*(log((beta\_mat\*prey\_weight\_matrix) /  
 pred\_weight\_matrix)/params@species\_params$FeedWidth[i])^2) /  
 sqrt(2\*pi\*params@species\_params$FeedWidth[i]^2)  
 # The feeding kernel of filter feeders is not expected to change with increasing size so we fix it here  
  
 # if (param$fixed\_filterPPMR == TRUE){  
 if (i == 3) {  
 pred\_kernel[i, , ] <- matrix(pred\_kernel[i,44,], nrow = length(params@w), ncol = length(params@w\_full), byrow = TRUE)  
 }  
 if (i == 8) {  
 pred\_kernel[i, , ] <- matrix(pred\_kernel[i,61,], nrow = length(params@w), ncol = length(params@w\_full), byrow = TRUE)  
 }  
 # }  
  
 } else { # If group does not have an m-value (fish)  
 beta\_mat <- matrix(params@species\_params$PPMR[i], nrow = length(params@w), ncol = length(params@w\_full))  
  
 # Calculate feeding kernels  
 pred\_kernel[i, , ] <- exp(-0.5\*(log((beta\_mat\*prey\_weight\_matrix) /  
 pred\_weight\_matrix) / params@species\_params$FeedWidth[i])^2) /  
 sqrt(2\*pi\*params@species\_params$FeedWidth[i]^2)  
 }  
  
 }  
 SearchVol[12,178] <- (params@species\_params$gamma[12])\*(params@w[178]^(params@species\_params$q[12])) #adding last size class by hand  
  
 #temperature effect  
 M\_sb <- params@other\_params$temp\_eff \* M\_sb \* 10 # Incorporate temp effect on senscence mortality  
  
  
 params@initial\_n\_pp <- params@resource\_params$kappa \* params@w\_full^(1 - params@resource\_params$lambda)/params@dw\_full  
 params@initial\_n\_pp[params@w\_full > params@resource\_params$w\_pp\_cutoff] <- 0  
  
  
 a\_dynam <- (params@resource\_params$kappa)\*(params@w[1]^(2 - params@resource\_params$lambda))#/params@dw[1] # calculate coefficient for initial dynamic spectrum, so that N(w\_phyto) equals N(w\_dynam) at w[1]  
  
 # Initial abundances form a continuation of the plankton spectrum, with a slope of -1  
 tempN <- matrix(a\_dynam\*(params@w)^(-1)/params@dw, nrow = nrow(params@species\_params), ncol = length(params@w), byrow = TRUE)  
 props\_z <- params@species\_params$Prop[params@species\_params$Type == "Zooplankton"] # Zooplankton proportions  
 tempN[params@species\_params$Type == "Zooplankton",] <- props\_z \* tempN[params@species\_params$Type == "Zooplankton",] # Set abundances of diff zoo groups based on smallest size class proportions  
 tempN[params@species\_params$Type == "Fish",] <- (1/sum(params@species\_params$Type == "Fish")) \* tempN[params@species\_params$Type=="Fish",] # Set abundandances of fish groups based on smallest size class proportions  
  
 # For each group, set densities at w > Winf and w < Wmin to 0  
 params@species\_params$w\_min <- params@w[params@w\_min\_idx]  
 tempN[unlist(tapply(round(log10(params@w), digits = 2), 1:length(params@w), function(wx,Winf) Winf < wx, Winf = log10(params@species\_params$w\_inf)))] <- 0  
 tempN[unlist(tapply(params@w, 1:length(params@w), function(wx,Wmin) Wmin > wx, Wmin = params@species\_params$w\_min))] <- 0  
 #dimnames(tempN) <- dimnames(params@initial\_n)  
 params@initial\_n[] <- tempN  
   
 SearchVol <- readRDS("data/SearchVol.rds")  
   
 params <- setExtMort(params, z0 = M\_sb)  
 params <- setSearchVolume(params, search\_vol = SearchVol)  
 params <- setPredKernel(params, pred\_kernel)  
  
 return(params)  
}  
  
  
mf.params <- setZooMizerConstants(params = mf.params, Groups = groups, sst= enviro\_row$sst)

Try running it:

sim <- project(mf.params)  
plot(sim) #note feeding level means satiation - 0 since there's no satiation in this model.
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plotBiomass(sim)
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#plotlyGrowthCurves(sim,species="macrozooplankton")  
#plotlyFeedingLevel(sim)  
# feeding level satiation for some groups, except for the seabirds  
# macrozooplankton - they are not growing enough,why?  
#tuneParams(mf.params)  
#plotlyGrowthCurves(sim,percentage = T)  
plotSpectra(sim, power = 1)
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Next thing to do is reproduction. In ZooMSS, this is handled by simply setting the abundance in the smallest size class to be a fixed proportion of the community size spectrum; in short

where is the density of species in weight class , and is a (fixed) proportion depending on the species.

In mizer, reproduction is linked to metabolism. The abundance in the smallest size class is proportional to the energy available to mature individuals for reproduction - i.e. the energy left over after subtracting metabolic costs (including energy to support growth) from the energy assimilated (by mature individuals) from feeding on prey.

Now, to recreate this in mizer, we need to rewrite mizer’s project\_simple() function. We do this by making a new function, new\_project\_simple(), and using it in place of the default one. Note that there are two key changes in here: to change the boundary conditions (“reproduction”) and to account for the conversion from absolute abundance over logged weight classes in ZooMSS to normalised abundance over absolute weight classes in ZooMizer (see the PDF write-up of this - it was a bit of journey to first realise that this could be a problem and then work out how to fix it).

new\_project\_simple <- function(params, n, n\_pp, n\_other, t, dt, steps,  
 effort, resource\_dynamics\_fn, other\_dynamics\_fns,  
 rates\_fns, ...) {  
 # Handy things  
 no\_sp <- nrow(params@species\_params) # number of species  
 no\_w <- length(params@w) # number of fish size bins  
 idx <- 2:no\_w  
 w\_max\_idx <- params@w\_min\_idx  
 for (i in 1:length(w\_max\_idx)) {  
 w\_max\_idx[i] <- which(round(log10(params@w),2) == round(log10(params@species\_params$w\_inf[i]),2))  
 }  
   
 fish\_grps <- which(params@species\_params$Type == "Fish")  
   
 if(sum(params@species\_params$Type == "Zooplankton") > 1){ # If there's only one zoo group, then you do not need w0idx. All this stuff gives you info about all zoo groups except the smallest zoo group.  
 w0idx <- which(params@w\_min\_idx > min(params@w\_min\_idx) & is.na(params@species\_params$Prop) == FALSE)  
 w0mins <- params@w\_min\_idx[w0idx]  
 props\_z <- params@species\_params$Prop[w0idx] # Zooplankton proportions  
 }  
  
 # Hacky shortcut to access the correct element of a 2D array using 1D notation  
 # This references the egg size bracket for all species, so for example  
 # n[w\_min\_idx\_array\_ref] = n[,w\_min\_idx]  
 w\_min\_idx\_array\_ref <- (params@w\_min\_idx - 1) \* no\_sp + (1:no\_sp)  
 # Matrices for solver  
 a <- matrix(0, nrow = no\_sp, ncol = no\_w)  
 b <- matrix(0, nrow = no\_sp, ncol = no\_w)  
 S <- matrix(0, nrow = no\_sp, ncol = no\_w)  
  
 for (i\_time in 1:steps) {  
 r <- rates\_fns$Rates(  
 params, n = n, n\_pp = n\_pp, n\_other = n\_other,  
 t = t, effort = effort, rates\_fns = rates\_fns, ...)  
  
 # Update time  
 t <- t + dt  
  
 # Update other components  
 n\_other\_current <- n\_other # So that the resource dynamics can still  
 # use the current value  
 # for (component in names(params@other\_dynamics)) {  
 # n\_other[[component]] <-  
 # other\_dynamics\_fns[[component]](  
 # params,  
 # n = n,  
 # n\_pp = n\_pp,  
 # n\_other = n\_other\_current,  
 # rates = r,  
 # t = t,  
 # dt = dt,  
 # component = component,  
 # ...  
 # )  
 # }  
  
 # Update resource  
 # n\_pp <- resource\_dynamics\_fn(params, n = n, n\_pp = n\_pp,  
 # n\_other = n\_other\_current, rates = r,  
 # t = t, dt = dt, ...)  
 n\_pp <- n\_pp  
 # Iterate species one time step forward:  
 # a\_{ij} = - g\_i(w\_{j-1}) / dw\_j dt  
 a[, idx] <- sweep(-r$e\_growth[, idx - 1, drop = FALSE] \* dt, 2,  
 params@w[idx-1], "/") \* 10^(-0.1) / log(10)  
 # b\_{ij} = 1 + g\_i(w\_j) / dw\_j dt + \mu\_i(w\_j) dt  
 b[] <- 1 + sweep(r$e\_growth \* dt , 2, params@w, "/") /log(10) + r$mort \* dt \* 0.1  
 # S\_{ij} <- N\_i(w\_j)  
 S[,idx] <- n[, idx, drop = FALSE]  
 # Update n  
 # for (i in 1:no\_sp) # number of species assumed small, so no need to  
 # vectorize this loop over species  
 # for (j in (params@w\_min\_idx[i]+1):no\_w)  
 # n[i,j] <- (S[i,j] - A[i,j]\*n[i,j-1]) / B[i,j]  
 # This is implemented via Rcpp  
 n <- inner\_project\_loop(no\_sp = no\_sp, no\_w = no\_w, n = n,  
 A = a, B = b, S = S,  
 w\_min\_idx = params@w\_min\_idx)  
   
  
 # Update first and last size groups of n  
 #TODO: Make this a little less hacky  
 #n[1,1] <- params@species\_params$Prop[1]\*n\_pp[length(params@w\_full)-length(params@w)+1]  
 if(sum(params@species\_params$Type == "Zooplankton") > 1){ # If you only have one zoo group, it will be locked to phyto spectrum so you do not need to do this  
 for(i in 1:length(w0idx)){  
 w\_min\_curr <- w0mins[i]  
 exclude\_mins <- w0idx[which(w0mins == w\_min\_curr)]  
 n[w0idx[i], w\_min\_curr] <- props\_z[i] \* sum(n[-exclude\_mins, w\_min\_curr])  
 }  
 }  
   
 fish\_mins <- unlist(params@w\_min\_idx[params@species\_params$Type == "Fish"])  
   
   
 if(sum(params@species\_params$Type == "Fish") > 1 && sum(params@species\_params$Type == "Zooplankton") > 1){  
 n[fish\_grps,fish\_mins] <- (1/length(fish\_grps))\*(colSums(n[-fish\_grps,fish\_mins]))  
 }else{  
 n[fish\_grps, fish\_mins] <- (1/length(fish\_grps))\*sum(n[-fish\_grps, fish\_mins])  
 }  
  
 for (i in 1:no\_sp) {  
 n[i, w\_max\_idx[i]] <- 0  
 }  
   
  
}  
 return(list(n = n, n\_pp = n\_pp, n\_other = n\_other, rates = r))  
}  
  
  
#assign new project function in namespace  
environment(new\_project\_simple) <- asNamespace('mizer')  
assignInNamespace("project\_simple", new\_project\_simple, ns = "mizer")

Now let’s try that out:

sim2 <- project(mf.params, t\_max = 100, dt = 001)  
plot(sim2)
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plotSpectra(sim2, power = 0)

![](data:image/png;base64,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)

Still missing is the differential prey nutrition based on prey carbon content. We’ll do that by editing the mizerEncounter() function found in project\_methods.R, and using setRateFunction(params, "Encounter", "myEncounter"). It might be possible to instead edit the chunk above too to incorporate the different method (since we’ve gone there anyway…)

#set up matrix of pred nutrition given prey, dims (pred species) x (prey species)  
setassim\_eff <- function(groups){  
 assim\_eff = matrix(groups$GrossGEscale \* groups$Carbon, nrow = nrow(groups), ncol = nrow(groups))  
 return(t(assim\_eff))  
}  
  
new\_Encounter <- function(params, n, n\_pp, n\_other, t, ...) {  
  
 # idx\_sp are the index values of params@w\_full such that  
 # params@w\_full[idx\_sp] = params@w  
 idx\_sp <- (length(params@w\_full) - length(params@w) + 1):length(params@w\_full)  
  
 # Note: removed the FFT code because it does not apply to this case.  
  
 # If the feeding kernel does not have a fixed predator/prey mass ratio  
 # then the integral is not a convolution integral and we can not use fft.  
 # In this case we use the code from mizer version 0.3  
  
 # n\_eff\_prey is the total prey abundance by size exposed to each  
 # predator (prey not broken into species - here we are just working out  
 # how much a predator eats - not which species are being eaten - that is  
 # in the mortality calculation  
 # \sum\_j \theta\_{ij} N\_j(w\_p) w\_p dw\_p  
 assim\_prey <- params@other\_params$assim\_eff \* params@interaction  
 n\_eff\_prey <- sweep(assim\_prey %\*% n, 2,  
 params@w \* params@dw, "\*", check.margin = FALSE)  
 # pred\_kernel is predator species x predator size x prey size  
 # So multiply 3rd dimension of pred\_kernel by the prey biomass density  
 # Then sum over 3rd dimension to get consumption rate of each predator by  
 # predator size  
 # This line is a bottle neck  
 phi\_prey\_species <- rowSums(sweep(  
 params@pred\_kernel[, , idx\_sp, drop = FALSE],  
 c(1, 3), n\_eff\_prey, "\*", check.margin = FALSE), dims = 2)  
 # Eating the background  
 # This line is a bottle neck  
 phi\_prey\_background <- params@other\_params$assim\_phyto \* params@species\_params$interaction\_resource \*  
 rowSums(sweep(  
 params@pred\_kernel, 3, params@dw\_full \* params@w\_full \* n\_pp,  
 "\*", check.margin = FALSE), dims = 2)  
 encounter <- params@other\_params$temp\_eff \* params@search\_vol \* (phi\_prey\_species + phi\_prey\_background)  
 dimnames(encounter) <- dimnames(params@metab)  
  
 # Add contributions from other components  
 for (i in seq\_along(params@other\_encounter)) {  
 encounter <- encounter +  
 do.call(params@other\_encounter[[i]],  
 list(params = params,  
 n = n, n\_pp = n\_pp, n\_other = n\_other,  
 component = names(params@other\_encounter)[[i]], ...))  
 }  
  
 return(encounter)  
}

There are a few more things to fix up so that the temperature effect is taken into account, and to ensure that Type I feeding is used:

new\_PredRate <- function(params, n, n\_pp, n\_other, t, feeding\_level, ...)  
{  
 n\_total\_in\_size\_bins <- sweep(n, 2, params@dw, "\*",  
 check.margin = FALSE)  
 pred\_rate <- sweep(params@pred\_kernel, c(1, 2), (1 - feeding\_level) \* params@other\_params$temp\_eff \* params@search\_vol \* n\_total\_in\_size\_bins,  
 "\*", check.margin = FALSE)  
 pred\_rate <- colSums(aperm(pred\_rate, c(2, 1, 3)), dims = 1)  
 return(pred\_rate)  
}  
  
new\_EReproAndGrowth <- function(params, n, n\_pp, n\_other, t, encounter, feeding\_level, ...)  
{  
 return(encounter - params@metab)  
}  
  
newFeedingLevel <- function (params, n, n\_pp, n\_other, t, encounter, ...)  
{  
 return(encounter \* 0) #zero feeding level corresponds to type 1 feeding  
}

fZooMizer\_run <- function(groups, input){  
  
 kappa = 10^(input$phyto\_int)  
 lambda = 1-input$phyto\_slope  
 chlo = input$chlo  
 sst = input$sst  
 dt = input$dt  
 tmax = input$tmax  
  
 #data  
 # groups$w\_min <- 10^groups$w\_min #convert from log10 values  
 # groups$w\_inf <- 10^groups$w\_inf  
 # groups$w\_mat <- 10^groups$w\_mat  
 # groups$h <- 1e50 # should be Inf, but that breaks the calculations. Massive value still works out to effectively unlimited feeding as allowed in ZooMSS  
 # groups$ks <- 0 #turn off standard metabolism  
 #todo - ramp up constant repro for coexistence  
  
 mf.params <- new\_newMultispeciesParams(species\_params=groups,  
 interaction=NULL, #NULL sets all to 1, no strict herbivores  
 #min\_w = 10^(-10.7),  
 #max\_w = 10^7\* (1 + 1e-06),  
 #no\_w = 178, #number of zoo+fish size classes;  
 w\_full = 10^seq(from = -14.5, to = (log10(max(groups$w\_inf)) + 0.1), by = 0.1),  
 #min\_w\_pp = 10^(-14.4), #minimum phyto size. Note: use -14.4, not -14.5, otherwise it makes an extra size class  
 w\_pp\_cutoff = 10^(input$phyto\_max)\* (1 + 1e-06), #maximum phyto size  
 n = 0.7, #The allometric growth exponent used in ZooMSS  
 z0pre = 1, #external mortality (senescence)  
 z0exp = 0.3,  
 resource\_dynamics = "phyto\_fixed",  
 kappa = kappa,  
 lambda = lambda,  
 RDD = constantRDD(species\_params = groups), #first go at this  
 #pred\_kernel = ... #probably easiest to just import this/pre-calculate it, once dimensions are worked out  
 )  
  
 mf.params@species\_params$w\_min <- groups$w\_min #fix Mizer setting the egg weight to be one size larger for some groups.  
 #mf.params@initial\_n[] <- readRDS("data/initialn.RDS")  
  
 temp\_eff <- matrix(2.^((sst - 30)/10), nrow = length(mf.params@species\_params$species), ncol = length(mf.params@w))  
  
 mf.params@other\_params$assim\_eff <- setassim\_eff(groups)  
 cc\_phyto <- 0.1 #carbon content of phytoplankton  
 mf.params@other\_params$assim\_phyto <- mf.params@species\_params$GrossGEscale \* cc\_phyto #assimilation efficiency when eating phytoplankton  
  
 mf.params@other\_params$temp\_eff <- matrix(2.^((sst - 30)/10), nrow = length(mf.params@species\_params$species), ncol = length(mf.params@w))  
  
 mf.params <- setZooMizerConstants(params = mf.params, Groups = groups, sst = input$sst)  
 #mf.params@initial\_n[] <- readRDS("data/initialn.RDS")  
  
 #mf.params <- setParams(mf.params)  
  
 # mf.params <- setRateFunction(mf.params, "PredRate", "new\_PredRate")  
 mf.params <- setRateFunction(mf.params, "EReproAndGrowth", "new\_EReproAndGrowth")  
 mf.params <- setRateFunction(mf.params, "FeedingLevel", "newFeedingLevel")  
 mf.params <- setRateFunction(mf.params, "Encounter", "new\_Encounter")  
 mf.params <- setRateFunction(mf.params, "PredRate", "new\_PredRate")  
 mf.params <- setReproduction(mf.params, repro\_prop = matrix(0, nrow = nrow(mf.params@psi), ncol = ncol(mf.params@psi)))  
  
  
 #mf.params <- setmort\_test(mf.params, sst)  
 M\_sb <- getExtMort(mf.params)  
 M\_sb[] <- readRDS("data/mu\_b.RDS")  
 temp\_eff <- matrix(2.^((sst - 30)/10), nrow = length(mf.params@species\_params$species), ncol = length(mf.params@w))  
 M\_sb <- temp\_eff \* M\_sb \*10 # Incorporate temp effect on senscence mortality  
  
 mf.params <- setExtMort(mf.params, z0 = M\_sb)  
  
 sim <- project(mf.params, dt = dt, t\_max = tmax, t\_save = 1) #TODO: make t\_save an input to fZooMizer\_run  
  
 return(sim)  
}

(There’s a bit more going on behind the scenes - usually you can’t directly specify w\_full, but I made changes to the newMultispeciesParams and emptyParams functions in order to allow this. I’m planning to roll this change back soon.)

So we load the new versions of mizer functions and then run the new function:

environment(new\_project\_simple) <- asNamespace('mizer')  
assignInNamespace("project\_simple", new\_project\_simple, ns = "mizer")  
  
environment(new\_newMultispeciesParams) <- asNamespace('mizer')  
assignInNamespace("newMultispeciesParams", new\_newMultispeciesParams, ns = "mizer")  
  
environment(new\_emptyParams) <- asNamespace('mizer')  
assignInNamespace("emptyParams", new\_emptyParams, ns = "mizer")  
  
enviro\_row$tmax <- 25  
  
sim3 <- fZooMizer\_run(groups, enviro\_row)

## Note: Using z0 = z0pre \* w\_inf ^ z0exp for missing z0 values.

## Warning: Unknown or uninitialised column: `constant\_reproduction`.

plot(sim3)
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plotSpectra(sim3, power = 0)
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Using a bit of a hack, we can compare this over several grid cells of both models, just to make sure everything works:

require(ggplot2)  
  
hack <- sim2 #making a "fake" MizerSim object that we can use plots on.  
  
#match ZooMSS data to that collected from zoomizer  
enviro <- readRDS("data/enviro\_test20.RDS")  
zoomssgrid <- readRDS("Output/res\_ZooMizer50yrs.RDS")  
zoomssgrid <- zoomssgrid[rank(enviro$CellID)]  
  
w <- matrix(hack@params@w, nrow = nrow(hack@params@species\_params), ncol = length(hack@params@w), byrow = TRUE)  
dw <- matrix(hack@params@dw, nrow = nrow(hack@params@species\_params), ncol = length(hack@params@dw), byrow = TRUE)  
  
#load in ZooMizer data for comparison  
zoomizergrid <- readRDS("test\_grid\_50yrs.RDS")  
  
tmax <- dim(zoomizergrid[[1]]@n)[1]  
  
pzoomizer <- list()  
for (i in 1:length(zoomizergrid)) {  
 zoomizergrid[[i]]@n[tmax,,] <- apply(as.array(zoomizergrid[[i]]@n[ceiling(tmax/2):tmax,,]),c(2,3),'mean') #apples-to-apples comparison  
 pzoomizer[[i]] <- plotSpectra(zoomizergrid[[i]], time\_range = tmax-1, power = 1)+labs(title = paste("ZooMizer plot",i))  
}  
  
#fill fake MizerSim object with ZooMSS data and plot  
pzoomss <- list()  
for (i in 1:length(zoomssgrid)) {  
 hack@n[i,,] <- zoomssgrid[[i]] / w  
 hack@n\_pp[i,] <- zoomizergrid[[i]]@n\_pp[1,]  
 pzoomss[[i]] <- plotSpectra(hack, time\_range = i-1, power = 1)+labs(title = paste("ZooMSS plot",i))  
}  
  
  
  
  
  
#have a look  
pzoomss[[ceiling(length(zoomizergrid))/2]]

![](data:image/png;base64,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)

pzoomizer[[ceiling(length(zoomizergrid))/2]]

![](data:image/png;base64,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)

#compare them all  
# p <- list(length(zoomizergrid)\*2)  
# for (i in 1:length(zoomizergrid)) {  
# p[[2\*i-1]] <- pzoomss[[i]]  
# p[[2\*i]] <- pzoomizer[[i]]  
# }  
#p  
  
testdf <- data.frame(zoomsstcb = numeric(length(zoomizergrid)),zoomizertcb = numeric(length(zoomizergrid)))  
for (i in 1:nrow(testdf)) {  
testdf$zoomsstcb[i] = sum(hack@n[i,,]\*w\*dw)  
testdf$zoomizertcb[i] = sum(zoomizergrid[[i]]@n[tmax,,]\*w\*dw)  
}  
  
(scatter <- ggplot(testdf, aes(x=log10(zoomsstcb), y=log10(zoomizertcb)))+  
 geom\_point()+  
 geom\_smooth(method = 'lm'))

## `geom\_smooth()` using formula 'y ~ x'
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ggsave("zoomss\_zoomizer\_comparison\_tcb.png",scatter)

## Saving 5 x 4 in image  
## `geom\_smooth()` using formula 'y ~ x'

testdf$chlo <- enviro$chlo[1:nrow(testdf)]  
(chlotcb <- ggplot(data=testdf, aes(x=log10(chlo),y=log10(zoomizertcb)))+  
 geom\_point())
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ggsave("zoomizer\_tcb\_vs\_chlo.png", chlotcb)

## Saving 5 x 4 in image

fit <- lm(testdf$zoomizertcb~testdf$zoomsstcb)

## Next steps

There are a few benefits to using (Zoo)Mizer for the next steps in our model development.

* **Modularity**: it’s easy to customise the functions used for ingestion (feeding response type), growth, mortality, reproduction, etc. without changing anything else.
* **Fish and fishing**: the functionality already exists in mizer to model different fishing rates and selectivity types, catchability, fishing effort and so on.
* **Phytoplankton**: the phytoplankton abundance function can easily be changed to use semi-chemostat (default) or logistic models, fixed spectrum as in ZooMSS, inputs from ESMs and so on.
* **Extra slots in the MizerParams and MizerSim classes**: we can use the other\_params slot to load in extra parameters and include unstructured resources (such as detritus) in the n\_other slot. Additional slots can also be added by editing the emptyParams() function.