10주차 결과보고서

전공: 컴퓨터공학과 학년: 2학년 학번: 20231515 이름: 김다은

**1. 실습 시간에 작성한 프로그램의 알고리즘과 자료구조를 요약하여 기술하시오. 완 성한 알고리즘(추가 구현하게 되는 효율성을 고려한 tree도 포함)의 시간 및 공간 복잡도를 보이시오.**

**1-1. 실습 시간에 작성한 프로그램**

RecNode 구조체를 초대로 트리구조를 구현하였다. RecNode에는 현재 lv(depth)와 score, field 정보, child RecNode를 가리키는 포인터배열, 추천된 위치정보와 회전정보가 들어 있다.

typedef struct \_RecNode{

    int lv,score; *// lv: tree의  level(depth) 나타냄*

    char f[HEIGHT][WIDTH];

    struct \_RecNode \*c[CHILDREN\_MAX]; *// child를 가리키는 pointer*

    int recBlockX, recBlockY, recBlockRotate; *// 추천된 위치 및 회전수*

} RecNode;

너비우선탐색(BFS)를 이용하여 최선의 블록을 찾아내는 프로그램을 구현하였다. recommend함수가 호출되었을 때, 먼저 child RecNode에 메모리 동적할당을 한다.

if(root->lv < VISIBLE\_BLOCKS) {

        for(int i=0; i<CHILDREN\_MAX; i++) {

            root->c[i] = (RecNode\*)malloc(sizeof(RecNode));

            root->c[i]->lv = root->lv + 1;

            root->c[i]->score = root->score;

        }

    }

이후 블록의 모든 회전 경우에 대해 child의 경우를 계산한다.

*// 각 rotation의 경우에 대해 child의 경우들 계산*

    for(int r=0; r<NUM\_OF\_ROTATE; r++) {

        for(int j=0; j<WIDTH; j++) {

            if(child\_idx >= CHILDREN\_MAX) break;

*// 블럭을 놓는 것이 불가능한 경우*

            if(CheckToMove(root->f, nextBlock[root->lv], r, 0, j)==0) {

                root->c[child\_idx++]->score = -1;

                continue;

            }

*// child에 field 복사*

            memcpy(root->c[child\_idx]->f, root->f, sizeof(field));

            int i;

            for(i=0; i<HEIGHT; i++) {

*// x = j, y = i+1 자리에 블럭을 놓을 수 없을 때까지 i 증가*

                if(CheckToMove(root->c[child\_idx]->f, nextBlock[root->lv], r, i+1, j)==0) break;

            }

*// 위치 저장*

            root->c[child\_idx]->recBlockRotate = r;

            root->c[child\_idx]->recBlockX = j;

            root->c[child\_idx]->recBlockY = i;

*// 점수 계산*

            root->c[child\_idx]->score += AddBlockToField(root->c[child\_idx]->f, nextBlock[root->lv], r, i, j);

            root->c[child\_idx]->score += DeleteLine(root->c[child\_idx]->f);

*// 다음 child node를 계산하도록 child\_idx 1 증가*

            child\_idx++;

        }

    }

아직 목표 depth에 도달하지 않은 경우, recommend 함수를 다시 한번 호출한다.

*// 아직 탐색 목표 depth에 도달하지 않은 경우*

    if(root->lv < VISIBLE\_BLOCKS-1) {

        for(int i=0; i<CHILDREN\_MAX; i++) {

*// child node 존재?? 걍 0점 제외??*

            root->c[i]->score += recommend(root->c[i]);

        }

    }

최상위 노드인 경우 최적의 블록을 두는 경우를 도출해야 한다. 이때, 점수가 더 높은 경우를 선택한다. 만약 점수가 같은 경우들이 존재한다면, 블록이 설치되는 높이(recY)가 낮은 경우를 선택한다. 이 부분이 최선의 해를 구하는 기준이 되므로 추천 프로그램에서 제일 중요한 부분이라고 할 수 있겠다.

    for(int i=0; i<CHILDREN\_MAX; i++) {

        if(maxscore <= root->c[i]->score) {

            if(root->lv == 0) { *// 최상위 노드인 경우*

*// 블록이 더 아래에 놓이거나 score가 더 높은 경우*

                if(maxscore < root->c[i]->score || (maxscore == root->c[i]->score && recY < root->c[i]->recBlockY))

{

                    recX = root->c[i]->recBlockX;

                    recY = root->c[i]->recBlockY;

                    recRotate = root->c[i]->recBlockRotate;

                }

            }

            maxscore=root->c[i]->score;

        }

*// 할당한 메모리 해제*

        free(root->c[i]);

    }

    return maxscore;

<시간복잡도>

편의를 위해 한 child들을 탐색하는데 소모되는 비용을 CHILD 라고 표현하겠다. 이때 시간복잡도는 (O(CHILD)\*CHILDREN\_MAX)^VISIBLE\_BLOCKS가 된다. nextBlock를 많이 고려하게 될수록 연산 시간은 급격하게 증가하게 된다는 것을 확인할 수 있다.

<공간복잡도>

편의를 위해 한 child들을 탐색하는데 소모되는 비용을 CHILD 라고 표현하겠다. 이때 공간복잡도는 O(CHILD)\*CHILDREN\_MAX)^VISIBLE\_BLOCKS가 된다. 마찬가지로 nextBlock를 많이 고려하게 될수록 메모리 사용량이 급격하게 증가하게 된다는 것을 확인할 수 있다.

1-2. 과제로 작성한 프로그램(업그레이드 된 프로그램)

**(1) 데이터 단순화**

실습시간에 구현한 recommend함수의 경우 field에 추가 가능한 블록의 경우를 찾기 위해 모든 좌표에 대해 CheckToMove 함수를 호출한다. 이는 매우 비효율적이다.

시간을 절약하기 위해 RecNode 구조체에 minifield라는 1차원 배열을 추가하였다.

typedef struct \_RecNode{

    int lv,score; *// lv: tree의  level(depth) 나타냄*

    char f[HEIGHT][WIDTH];

    char minifield[WIDTH];

    struct \_RecNode \*c[CHILDREN\_MAX]; *// child를 가리키는 pointer*

    int recBlockX, recBlockY, recBlockRotate; *// 추천된 위치 및 회전수*

} RecNode;

minifield는 index값으로 width 값을 갖는다. minifield[width]는 해당 width의 최상위에 있는 블록의 높이가 저장되어 있다.

먼저, modified\_recommend 함수가 호출되기 직전에 다음과 같이 field\_to\_minifield 함수를 호출한다.

    RecNode root;

    root.lv = 0;

    root.score = 0;

    memcpy(root.f, field, sizeof(field));

    field\_to\_minifield(root.f, &root);

    modified\_recommend(&root);

field\_to\_minifield함수는 field 값을 토대로 minifield를 생성한다.

void field\_to\_minifield(char f[HEIGHT][WIDTH], RecNode \*root) {

~

    for(int j=0; j<WIDTH; j++) {

        int i=0;

        for(i=0; i<HEIGHT && f[i][j]==0; i++);

        root->minifield[j] = i;

    }

}

이후 modified\_recommend 함수 안에는 현재 블록의 모든 회전의 경우에 대해 블록을 어디에 추가할 수 있는지 고려하게 된다. 이때, 다음과 같이 i를 minifield[j]-1의 값으로 초기 설정한다. 이를 통해 전에는 0~HEIGHT까지 순환하며 CheckToMove 함수를 호출하는 과정을 생략할 수 있다.

for(int r=0; r<rotatemax; r++) {

        for(int j=-1; j<WIDTH; j++) {

            ~

            char flag = 1;

            int i;

            if(j<0) i = 21;

            else i = root->c[child\_idx]->minifield[j] - 1;

            for(int tmpi = 0; i-tmpi>=0; tmpi++) {

                if(recommend\_CheckToMove(root->c[child\_idx]->f, nextBlock[root->lv], r, i-tmpi, j, root->c[child\_idx]->minifield)==1) {

                    flag = 0;

                    i = i-tmpi;

                    break;

                }

            }

            if(flag==1) continue;

}

}

이때 recommend\_CheckToMove 함수를 살펴보겠다.

int recommend\_CheckToMove(char f[HEIGHT][WIDTH], int currentBlock, int blockRotate, int blockY, int blockX, char minif[WIDTH]) {

    for(int i=0; i<BLOCK\_HEIGHT; i++) {

        for(int j=0; j<BLOCK\_WIDTH; j++) {

            if(block[currentBlock][blockRotate][i][j] == 1) {

*// 블록이 게임판 밖에 위치하는 경우 또는 이미 블럭이 존재하는 경우*

                if(i+blockY<0 || HEIGHT <= i+blockY || j+blockX<0 || WIDTH <= j+blockX || f[i+blockY][j+blockX] == 1) {

                    return 0;

                }

*// 블록이 사이에 존재하는 경우*

                if(minif[blockX+j] <= blockY+i) return 0;

            }

        }

    }

    return 1;

}

기존 CheckToMove 함수를 사용할 경우, 다음 사진과 같이 불가능한 위치에 블록을 추천하는 문제가 발생한다.

![스크린샷, 텍스트, 도표, 디자인이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

이는 다양한 블록을 4\*4로 표현하다 보니 4\*4 중 비어 있는 줄이 발생했기 때문이다. 이 문제를 해결하기 위해 if(minif[blockX+j] <= blockY+i) return 0; 를 추가해 주었다.

**(2) Pruning Tree**

최선의 경우가 될 확률이 적은 노드를 탐색에서 제외하여 시간을 절약하는 방법이다.

modified\_recommend 함수에서 다음과 같이 변수를 선언했다.

int sumscore = 0; *// child 경우의 score 합*

int childcnt = 0; *// 유효한 child의 갯수*

이후 유효한 child의 score를 sumscore에 더하고 childcnt를 +1 해 주었다.

sumscore += root->c[child\_idx]->score;

childcnt++;

이후 score 평균(sumscore/childcnt)를 구하여, 해당 child의 score가 평균 이상인 경우에만 modified\_recommend 함수를 호출하여 탐색을 이어가도록 했다.

if(root->lv < VISIBLE\_BLOCKS-1) {

        for(int i=0; i<CHILDREN\_MAX; i++) {

*// score가 child들의 평균 score보다 큰 경우*

            if(childcnt == 0) return 0;

            if(root->c[i]->score >= sumscore/childcnt) {

                root->c[i]->score += modified\_recommend(root->c[i]);

            }

        }

}

<시간복잡도>

편의를 위해 한 child들을 탐색하는데 소모되는 비용을 CHILD 라고 표현하겠다. 이때 시간복잡도는 (O(CHILD)\*CHILDREN\_MAX)^VISIBLE\_BLOCKS가 된다. nextBlock를 많이 고려하게 될수록 연산 시간은 급격하게 증가하게 된다는 것을 확인할 수 있다.

<공간복잡도>

편의를 위해 한 child들을 탐색하는데 소모되는 비용을 CHILD 라고 표현하겠다. 이때 공간복잡도는 O(CHILD)\*CHILDREN\_MAX)^VISIBLE\_BLOCKS가 된다. 마찬가지로 nextBlock를 많이 고려하게 될수록 메모리 사용량이 급격하게 증가하게 된다는 것을 확인할 수 있다.

**2. 모든 경우를 고려하는 tree 구조와 비교해서 어떤 점이 더 향상되고, 어떤 점이 그렇지 않은지 아울러 기술하시오.**

데이터 단순화(field를 1차원 minifield로 압축하여 표현)은 2차원 배열을 순환하며 블록의 이동 가능 여부를 판단하는 대신, 빠르게 블록의 최적 위치를 찾도록 해주어 시간을 절약하는 역할을 한다. 다만 minifield라는 새로운 변수를 선언하고 관리해야 하므로 추가적인 메모리가 필요하다는 단점이 존재한다.

pruning tree는 child들의 평균 점수를 구하고, 평균보다 적은 점수를 가진 child는 고려하지 않는다. 이를 통해 연산시간을 효과적으로 단축할 수 있다. 다만 현재 관점에서는 평균보다 점수가 낮아 고려되지 않았지만, 장기적으로 보았을 때는 더 많은 점수를 얻게 해줄 수 있는 경우가 존재한다. 하지만 이를 고려하지 못한다는 점에서 항상 최적의 해를 보장하지 못한다는 단점을 가진다.

이러한 단점에도 불구하고 필자가 데이터 단순화와 pruning tree 기법을 사용한 이유는 다음과 같다. 게임은 ‘실시간’ 진행이 핵심이다. 게임 연산에 시간이 오래 걸려 버퍼링이 생기는 것은 치명적인 문제이다. 따라서 메모리 사용량을 조금 올리고, 완벽한 최적의 해 대신 연산 시간을 줄이는 것이 합리적이라고 판단했다.

**3. 테트리스 프로젝트 3주 과정을 통해 습득한 내용이나 느낀 점을 기술하시오.**

코딩 과정에서 segment error가 많이 발생했다. segment error의 원인을 찾기 위해 자연스럽게 gdb 사용법을 익히게 되었는데, 이제는 breakpoint를 설정하고 변수의 값을 확인하거나 대입해보면서 잘못된 부분을 쉽게 찾을 수 있게 되었다.

프로그램에서 공간복잡도와 시간복잡도를 어떻게 분배할 것인지가 중요하다고 느꼈다. 효율적인 알고리즘을 통해 최대한 시간복잡도를 줄였다고 가정했을 때, 프로그램의 목적에 맞춰서 공간복잡도를 조금 희생해서 연산 시간을 단축할 것인지, 혹은 시간복잡도를 조금 희생해서 메모리 사용량을 절약할 것인지 잘 판단하는 것이 중요한 것 같다. 다시 말해 프로그램의 목적에 대해서도 잘 파악하는 것이 중요하다고 느꼈다.