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**Цели и задачи работы**: Изучение алгоритмов работы с абстрактными структурами данных.

**Задание к работе**:

1. Обратная польская запись.

Постфиксная (или обратная польская) запись арифметического выражения — это способ записи выражений, в котором знак операции записывается после операндов. Так, операторы больше не являются неоднозначными по отношению к своим операндам. Например, запишем выражение 3+1\*4 в постфиксную форму и произведем вычисление. В постфиксной форме получим выражение 314\*+. Мы умножаем числа 4 и 1, и результат складываем с 3. Необходимо реализовать алгоритм, который вычисляет выражения в обратной польской записи с использованием стека.

1. Схожие подмножества.

Необходимо реализовать алгоритм, который должен разбить множество натуральных чисел на непересекающиеся подмножества, разница между суммами которых была бы минимальна. Вывести получившиеся подмножества и разницу их сумм.

Пример:

Множество S = {5, 8, 1, 14, 7}. Получим два подмножества {5, 14} и {8, 1, 7}. Разница между их суммами - 3.

1. Сопоставление с паттерном.

Необходимо реализовать алгоритм, который сравнивает последовательность символов с шаблоном и выводит сообщение о соответствии. Учтите, что символ "?" может заменять один символ, а "\*" - любую последовательность, в том числе нулевую.

Пример:

Последовательность "meow@stud.nstu.ru" соответствует шаблону "\*@stud.nstu.ru". Последовательность "hello" не соответствует шаблону "h?lo".

1. Удаление узла.

Дано бинарное дерево поиска, в котором хранятся уникальные целые числа. Найдите вершину с заданным значением и удалите её из дерева так, чтобы дерево осталось корректным бинарным деревом поиска.

1. Поиск правого соседа BST.

Задано двоичное дерево. Необходимо для каждого узла вывести узел, который находится "справа" от него, используя очередь. Если соседа нет, вывести null.

Пример:

22 – null, 16 – 51, 51 – null, 7 – 19, 19 – 43, 43 – 57, 57 – null

1. Метод цепочек

Реализовать хеш-таблицу, в которой коллизии будут обрабатываться при помощи метода цепочек.

**Текст программы**

LB2.1.c

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <ctype.h>

#define MAXOP 100 // Макс. размер операнда или оператора

#define NUMBER '0' // Сигнал, что обнаружено число

int getop(char[]);

void push(double);

double pop(void);

// Обратная польская запись

int main() {

int type;

double op2;

char s[MAXOP];

while ((type = getop(s)) != EOF) {

switch (type) {

case NUMBER:

push(atof(s));

break;

case '+':

push(pop() + pop());

break;

case '\*':

push(pop() \* pop());

break;

case '-':

op2 = pop();

push(pop() - op2);

break;

case '/':

op2 = pop();

if (op2 != 0.0)

push(pop() / op2);

else

printf("error: zero divisor\n");

break;

case '\n':

printf("%.8g\n", pop());

if (pop() != 0.0 || pop() != 0.0) printf("Problems\n");

else printf("Its OK\n");

break;

default:

printf("error: unknown command %s\n", s);

break;

}

}

return 0;

}

#define MAXVAL 100 // Максимальная глубина стека

int sp = 0; // Следующая свободная позиция в стеке

double val[MAXVAL]; // Стек

// push: положить значение f в стек

void push(double f) {

if (sp < MAXVAL)

val[sp++] = f;

else

printf("error: stack full, can't push %g\n", f);

}

// pop: взять значение с вершины стека

double pop(void) {

if (sp > 0)

return val[--sp];

else {

printf("error: stack empty\n");

return 0.0;

}

}

// getop: получить следующий оператор или операнд

int getop(char s[]) {

int i, c;

while ((s[0] = c = getchar()) == ' ' || c == '\t')

;

s[1] = '\0';

if (!isdigit(c) && c != '.')

return c; // Не число

i = 0;

if (isdigit(c)) // Накапливаем целую часть

while (isdigit(s[++i] = c = getchar()))

;

if (c == '.') // Накапливаем дробную часть

while (isdigit(s[++i] = c = getchar()))

;

s[i] = '\0';

if (c != EOF)

ungetc(c, stdin);

return NUMBER;

}
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LB2.2.c

#include <stdio.h>

#include <locale.h>

#include <limits.h>

// Функция для нахождения разницы между двумя числами

int findDifference(int a, int b) {

return a > b ? a - b : b - a;

}

// Глобальные переменные для хранения подмножеств с минимальной разницей

int minDifference = INT\_MAX;

int minSubset1[100], minSubset2[100];

int minSubsetSize1 = 0, minSubsetSize2 = 0;

// Функция для вывода подмножеств и их разницы

void printSubsets(int set[], int subsets[], int n, int subsetSize) {

int i, j;

int sumSubset1 = 0, sumSubset2 = 0;

// Вычисляем сумму каждого подмножества и находим минимальную разницу

for (i = 0; i < n; i++) {

if (subsets[i] == 1) {

sumSubset1 += set[i];

}

else {

sumSubset2 += set[i];

}

}

int difference = findDifference(sumSubset1, sumSubset2);

// Если разница меньше минимальной, сохраняем подмножества

if (difference < minDifference) {

minDifference = difference;

minSubsetSize1 = 0;

minSubsetSize2 = 0;

for (i = 0; i < n; i++) {

if (subsets[i] == 1) {

minSubset1[minSubsetSize1++] = set[i];

}

else {

minSubset2[minSubsetSize2++] = set[i];

}

}

}

}

// Функция для разбиения множества на непересекающиеся подмножества

void divideIntoSubsets(int set[], int subsets[], int subsetSize, int n, int current, int count) {

// Если достигли конца подмножества

if (current == subsetSize) {

printSubsets(set, subsets, n, subsetSize);

return;

}

// Если все элементы рассмотрены

if (count == n) {

return;

}

// Включаем текущий элемент в подмножество

subsets[count] = 1;

divideIntoSubsets(set, subsets, subsetSize, n, current + 1, count + 1);

// Исключаем текущий элемент из подмножества

subsets[count] = 0;

divideIntoSubsets(set, subsets, subsetSize, n, current, count + 1);

}

int main() {

setlocale(LC\_ALL, "Rus");

int set[] = { 5, 8, 1, 14, 7 };

const int n = sizeof(set) / sizeof(set[0]);

int subsets[n];

// Инициализируем все элементы подмножеств нулями

for (int i = 0; i < n; i++) {

subsets[i] = 0;

}

// Размер каждого подмножества

int subsetSize = n / 2;

divideIntoSubsets(set, subsets, subsetSize, n, 0, 0);

// Выводим подмножества с минимальной разницей

printf("Первое подмножество: ");

for (int i = 0; i < minSubsetSize1; i++) {

printf("%d ", minSubset1[i]);

}

printf("\n");

printf("Второе подмножество: ");

for (int i = 0; i < minSubsetSize2; i++) {

printf("%d ", minSubset2[i]);

}

printf("\n");

printf("Минимальная разница: %d\n", minDifference);

return 0;

}
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LB2.3.с

#include <stdio.h>

#include <stdbool.h>

#include <locale.h>

// Функция match проверяет, соответствует ли строка sequence шаблону pattern

bool match(char\* sequence, char\* pattern) {

// Если шаблон пуст, возвращаем true, если строка тоже пуста

if (\*pattern == '\0') return \*sequence == '\0';

// Если в шаблоне встречается '\*', проверяем оставшуюся часть строки

if (\*pattern == '\*') {

pattern++; // Пропускаем символ '\*'

if (\*pattern == '\0') return true; // Если после '\*' ничего нет, возвращаем true

// Продолжаем проверку до конца строки или пока не найдем соответствие

while (\*sequence != '\0' && !match(sequence, pattern)) {

sequence++;

}

return \*sequence != '\0';

}

// Если в шаблоне '?', или символы совпадают, проверяем следующие символы

else if (\*pattern == '?' || \*pattern == \*sequence) {

return match(sequence + 1, pattern + 1);

}

// Если ни одно условие не выполнено, возвращаем false

return false;

}

int main() {

setlocale(LC\_ALL, "Rus"); // Установка русской локализации

// Проверка соответствия строки шаблону с использованием функции match

char sequence[] = "meow@stud.nstu.ru";

char pattern[] = "\*@stud.nstu.ru";

if (match(sequence, pattern)) {

printf("Последовательность \"%s\" соответствует шаблону \"%s\".\n", sequence, pattern);

}

else {

printf("Последовательность \"%s\" не соответствует шаблону \"%s\".\n", sequence, pattern);

}

// Проверка другой строки и шаблона

char sequence2[] = "hello";

char pattern2[] = "h?lo";

if (match(sequence2, pattern2)) {

printf("Последовательность \"%s\" соответствует шаблону \"%s\".\n", sequence2, pattern2);

}

else {

printf("Последовательность \"%s\" не соответствует шаблону \"%s\".\n", sequence2, pattern2);

}

return 0;

}
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LB2.4.c

#include <stdio.h>

#include <stdlib.h>

#include <locale.h>

// Определение структуры для узла дерева

typedef struct TreeNode {

int value; // Значение в узле

struct TreeNode\* left; // Указатель на левое поддерево

struct TreeNode\* right; // Указатель на правое поддерево

} TreeNode;

// Функция для поиска узла с минимальным значением в дереве

TreeNode\* findMin(TreeNode\* node) {

while (node->left != NULL) node = node->left; // Перемещение в самый левый узел

return node; // Возврат узла с минимальным значением

}

// Функция для удаления узла из дерева

TreeNode\* deleteNode(TreeNode\* root, int key) {

if (root == NULL) return root; // Если дерево пустое, возвращаем NULL

// Поиск узла для удаления

if (key < root->value)

root->left = deleteNode(root->left, key); // Переход к левому поддереву

else if (key > root->value)

root->right = deleteNode(root->right, key); // Переход к правому поддереву

else {

// Найден узел для удаления

if (root->left == NULL) {

TreeNode\* temp = root->right; // Узел имеет только правое поддерево

free(root); // Освобождение памяти удаляемого узла

return temp; // Возврат правого поддерева

}

else if (root->right == NULL) {

TreeNode\* temp = root->left; // Узел имеет только левое поддерево

free(root); // Освобождение памяти удаляемого узла

return temp; // Возврат левого поддерева

}

// Узел имеет оба поддерева

TreeNode\* temp = findMin(root->right); // Поиск минимального значения в правом поддереве

root->value = temp->value; // Замена значения удаляемого узла

root->right = deleteNode(root->right, temp->value); // Удаление узла с минимальным значением

}

return root; // Возврат корня дерева

}

// Функция для создания нового узла

TreeNode\* newNode(int item) {

TreeNode\* temp = (TreeNode\*)malloc(sizeof(TreeNode)); // Выделение памяти для нового узла

temp->value = item; // Присвоение значения узлу

temp->left = temp->right = NULL; // Инициализация указателей на поддеревья как NULL

return temp; // Возврат нового узла

}

void printTree(TreeNode\* root, int space) {

int i;

// Базовый случай: если дерево пустое

if (root == NULL)

return;

// Увеличение расстояния между уровнями

space += 10;

// Обработка правого поддерева сначала (вывод в обратном порядке)

printTree(root->right, space);

// Печать текущего узла после пробелов

printf("\n");

for (i = 10; i < space; i++)

printf(" ");

printf("%d\n", root->value);

// Обработка левого поддерева

printTree(root->left, space);

}

// Функция для печати дерева

void print(TreeNode\* root) {

// Первоначальный пробел

int space = 0;

// Вызов функции printTree

printTree(root, space);

}

int main() {

setlocale(LC\_ALL, "Rus");

// Создание дерева с корнем и поддеревьями

TreeNode\* root = newNode(50);

root->left = newNode(30);

root->right = newNode(70);

root->left->left = newNode(20);

root->left->right = newNode(40);

root->right->left = newNode(60);

root->right->right = newNode(80);

printf("Исходное дерево: ");

print(root); // Вывод исходного дерева

printf("\n");

root = deleteNode(root, 30); // Удаление узла с ключом 50

printf("Дерево после удаления узла: ");

print(root); // Вывод дерева после удаления узла

printf("\n");

return 0;

}
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LB2.5.c

#include <stdio.h>

#include <stdlib.h>

#include <locale.h>

// Определение структуры узла дерева

typedef struct Node {

int data;

struct Node\* left, \* right;

} Node;

// Функция для создания нового узла

Node\* newNode(int data) {

Node\* node = (Node\*)malloc(sizeof(Node));

node->data = data;

node->left = node->right = NULL;

return node;

}

// Функция для печати правого соседа каждого узла

void printRightNeighbor(Node\* root) {

if (root == NULL) return;

// Создаем очередь для уровневого обхода

Node\* queue[100];

int front = 0, rear = 0;

// Добавляем корень дерева в очередь

queue[rear++] = root;

queue[rear++] = NULL; // Маркер конца уровня

while (front < rear) {

Node\* current = queue[front++];

if (current == NULL) {

if (front < rear) {

queue[rear++] = NULL; // Добавляем маркер конца уровня

}

}

else {

// Печатаем данные текущего узла и его правого соседа

printf("%d – ", current->data);

if (queue[front] != NULL) {

printf("%d", queue[front]->data);

}

else {

printf("null");

}

printf(", ");

// Добавляем дочерние узлы в очередь

if (current->left != NULL) queue[rear++] = current->left;

if (current->right != NULL) queue[rear++] = current->right;

}

}

}

int main() {

setlocale(LC\_ALL, "Rus");

// Создаем узлы дерева согласно примеру

Node\* root = newNode(22);

root->left = newNode(16);

root->right = newNode(51);

root->left->left = newNode(7);

root->left->right = newNode(19);

root->right->left = newNode(43);

root->right->right = newNode(57);

// Печатаем правого соседа каждого узла

printRightNeighbor(root);

return 0;

}
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LB2.6.c

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <locale.h>

#define MAX\_SIZE 100

typedef struct NodeHashTable {

char\* key;

char\* element;

struct NodeHashTable\* next;

struct NodeHashTable\* prev;

} NodeHashTable;

typedef struct HashTable {

NodeHashTable\*\* nodes;

int count;

} HashTable;

// Функция для инициализации хеш-таблицы

HashTable\* initHashTable() {

HashTable\* ht = (HashTable\*)malloc(sizeof(HashTable));

ht->nodes = (NodeHashTable\*\*)malloc(MAX\_SIZE \* sizeof(NodeHashTable\*));

ht->count = 0;

for (int i = 0; i < MAX\_SIZE; i++) {

ht->nodes[i] = NULL;

}

return ht;

}

// Функция для вычисления хеша

int calculateHashT(const char\* element) {

int hash = 0;

for (int i = 0; element[i] != '\0'; i++) {

hash = 31 \* hash + element[i];

}

return abs(hash) % MAX\_SIZE;

}

// Функция для добавления элемента в хеш-таблицу

void HSET(HashTable\* ht, const char\* key, const char\* value) {

int hash = calculateHashT(key);

// Создаем новый узел для хранения ключа и значения

NodeHashTable\* newNode = (NodeHashTable\*)malloc(sizeof(NodeHashTable));

newNode->key = \_strdup(key);

newNode->element = \_strdup(value);

newNode->next = NULL; // Устанавливаем указатель на следующий узел как NULL

newNode->prev = NULL; // Устанавливаем указатель на предыдущий узел как NULL

// Обработка коллизий и проверка на дубликаты ключей

NodeHashTable\* current = ht->nodes[hash]; // Получаем узел по хеш-ключу

while (current != NULL) {

if (strcmp(current->key, key) == 0) { // Если ключ уже существует

// Освобождаем память нового узла

free(newNode->key);

free(newNode->element);

free(newNode);

printf("Ключ уже существует.\n");

return;

}

if (current->next == NULL) { // Если достигли конца цепочки

break;

}

current = current->next; // Переходим к следующему узлу

}

// Добавление нового узла

if (current == NULL) { // Если цепочка пуста

ht->nodes[hash] = newNode; // Устанавливаем новый узел как начало цепочки

}

else {

current->next = newNode; // Добавляем новый узел в конец цепочки

newNode->prev = current; // Устанавливаем предыдущий узел для нового узла

}

ht->count++;

}

// Функция для получения элемента из хеш-таблицы

char\* HGET(HashTable\* ht, const char\* key) {

int hash = calculateHashT(key);

NodeHashTable\* current = ht->nodes[hash]; // Получаем узел по хеш-ключу

while (current != NULL) { // Перебираем узлы в цепочке

if (strcmp(current->key, key) == 0) { // Если ключ совпадает

return current->element;

}

current = current->next; // Переходим к следующему узлу

}

return NULL;

}

// Функция для удаления элемента из хеш-таблицы

void HDEL(HashTable\* ht, const char\* key) {

int hash = calculateHashT(key);

NodeHashTable\* current = ht->nodes[hash]; // Получаем узел по хеш-ключу

NodeHashTable\* nodeToRemove = NULL;

while (current != NULL) { // Перебираем узлы в цепочке

if (strcmp(current->key, key) == 0) { // Если ключ совпадает

nodeToRemove = current; // Устанавливаем узел для удаления

break;

}

current = current->next; // Переходим к следующему узлу

}

if (nodeToRemove != NULL) {

if (nodeToRemove->prev != NULL) { // Если у узла есть предыдущий узел

nodeToRemove->prev->next = nodeToRemove->next; // Удаляем узел из цепочки

}

else {

ht->nodes[hash] = nodeToRemove->next; // Устанавливаем следующий узел как начало цепочки

}

if (nodeToRemove->next != NULL) { // Если у узла есть следующий узел

nodeToRemove->next->prev = nodeToRemove->prev; // Устанавливаем предыдущий узел для следующего узла

}

// Освобождаем память удаляемого узла

free(nodeToRemove->key);

free(nodeToRemove->element);

free(nodeToRemove);

ht->count--;

}

else {

printf("Ключ не найден.\n");

}

}

// Функция для вывода хеш-таблицы

void printHashTable(HashTable\* ht) {

printf("Хеш-таблица:\n");

for (int i = 0; i < MAX\_SIZE; i++) {

NodeHashTable\* current = ht->nodes[i];

if (current != NULL) {

printf("Индекс %d: ", i);

while (current != NULL) {

printf("(%s, %s) ", current->key, current->element);

current = current->next;

}

printf("\n");

}

}

}

// Функция для освобождения памяти хеш-таблицы

void freeHashTable(HashTable\* ht) {

for (int i = 0; i < MAX\_SIZE; i++) {

NodeHashTable\* current = ht->nodes[i];

while (current != NULL) {

NodeHashTable\* temp = current;

current = current->next;

free(temp->key);

free(temp->element);

free(temp);

}

}

free(ht->nodes);

free(ht);

}

int main() {

setlocale(LC\_ALL, "Rus");

// Инициализация хеш-таблицы

HashTable\* ht = initHashTable();

// Добавление элементов в хеш-таблицу

HSET(ht, "AXkLn", "элемент1");

HSET(ht, "kqyzI", "элемент2");

HSET(ht, "ключ3", "элемент3");

// Вывод хеш-таблицы

printHashTable(ht);

// Получение элемента из хеш-таблицы

char\* element = HGET(ht, "kqyzI");

if (element != NULL) {

printf("Элемент с ключом 'ключ2': %s\n", element);

}

else {

printf("Элемент с ключом 'ключ2' не найден.\n");

}

// Удаление элемента из хеш-таблицы

HDEL(ht, "kqyzI");

printHashTable(ht);

// Освобождение памяти хеш-таблицы

freeHashTable(ht);

return 0;

}

![](data:image/png;base64,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)

**Вывод**: Все программы корректно работают: в контрольном примере были взяты, если оно было, дано из самих заданий, и ответы моих программных кодов совпадали с заданиями.