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  + [Property Configurations using Entity Framework Fluent API](https://dotnettutorials.net/lesson/property-configurations-using-entity-framework-fluent-api/)
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* **Automapper in ASP.NET Core Web API**
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  + [HTTP GET Method in ASP.NET Core Web API](https://dotnettutorials.net/lesson/http-get-method-in-asp-net-core-web-api/)
  + [HTTP Post Method in ASP.NET Core Web API](https://dotnettutorials.net/lesson/http-post-method-in-asp-net-core-web-api/)
  + [HTTP PUT Method in ASP.NET Core Web API](https://dotnettutorials.net/lesson/http-put-method-in-asp-net-core-web-api/)
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  + [Logging in ASP.NET Core Web API](https://dotnettutorials.net/lesson/logging-in-asp-net-core-web-api/)
  + [Default Logging in ASP.NET Core Web API](https://dotnettutorials.net/lesson/default-logging-in-asp-net-core-web-api/)
  + [How to Implement Logging using Serilog in ASP.NET Core Web API](https://dotnettutorials.net/lesson/logging-using-serilog-in-asp-net-core-web-api/)
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  + [How to Create Custom In-Memory Cache in ASP.NET Core Web API](https://dotnettutorials.net/lesson/how-to-create-custom-in-memory-cache-in-asp-net-core-web-api/)
  + [How to Implement Redis Cache in ASP.NET Core Web API](https://dotnettutorials.net/lesson/how-to-implement-redis-cache-in-asp-net-core-web-api/)
  + [In-Memory Caching vs Distributed Caching in ASP.NET Core](https://dotnettutorials.net/lesson/difference-between-in-memory-caching-and-distributed-caching-in-asp-netcore/)
  + [NCache Cluster and Its Types in Distributed Caching](https://dotnettutorials.net/lesson/ncache-cluster-and-its-types-in-distributed-caching/)
  + [How to Download and Install NCache in Windows](https://dotnettutorials.net/lesson/how-to-download-andinstall-ncache-in-windows/)
  + [How to Implement NCache in ASP.NET Core Web API](https://dotnettutorials.net/lesson/how-to-implement-ncache-in-asp-net-core-web-api/)
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  + [How to Store Password in Hash Format in ASP.NET Core Web API](https://dotnettutorials.net/lesson/how-to-store-password-in-hash-format-in-asp-net-core-web-api/)
  + [HMAC Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/hmac-authentication-in-asp-net-core-web-api/)
  + [Encryption and Decryption in ASP.NET Core Web API](https://dotnettutorials.net/lesson/encryption-and-decryption-in-asp-net-core-web-api/)
  + [Asymmetric Encryption in ASP.NET Core Web API](https://dotnettutorials.net/lesson/asymmetric-encryption-in-asp-net-core-web-api/)
  + [Basic Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/basic-authentication-in-asp-net-core-web-api/)
  + [Role-Based Basic Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/role-based-basic-authentication-in-asp-net-core-web-api/)
  + [JWT Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/jwt-authentication-in-asp-net-core-web-api/)
  + [Refresh Token in ASP.NET Core Web API using JWT Authentication](https://dotnettutorials.net/lesson/refresh-token-in-asp-net-core-web-api-using-jwt-authentication/)
  + [Role Based JWT Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/role-based-jwt-authentication-in-asp-net-core-web-api/)
  + [Client Validation using JWT Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/client-validation-using-jwt-authentication-in-asp-net-core-web-api/)
  + [CORS in ASP.NET Core Web API](https://dotnettutorials.net/lesson/cors-in-asp-net-core-web-api/)
* **SSO Implementation**
  + [SSO Authentication in ASP.NET Core Web API](https://dotnettutorials.net/lesson/sso-authentication-in-asp-net-core-web-api/)
  + [Authentication Server using ASP.NET Core Web API](https://dotnettutorials.net/lesson/authentication-server-using-asp-net-core-web-api/)
  + [Resource Server using ASP.NET Core Web API](https://dotnettutorials.net/lesson/resource-server-using-asp-net-core-web-api/)
  + [Client Application One using ASP.NET Core MVC](https://dotnettutorials.net/lesson/client-application-one-using-asp-net-core-mvc/)
  + [Client Application Two using ASP.NET Core MVC](https://dotnettutorials.net/lesson/client-application-two-using-asp-net-core-mvc/)
* **API Versioning in ASP.NET Core**
  + [ASP.NET Core Web API Versioning](https://dotnettutorials.net/lesson/asp-net-core-web-api-versioning/)
  + [ASP.NET Core Web API Versioning using Query String](https://dotnettutorials.net/lesson/asp-net-core-web-api-versioning-using-query-string/)
  + [ASP.NET Core Web API Versioning using URL Path](https://dotnettutorials.net/lesson/asp-net-core-web-api-versioning-using-url-path/)
  + [Header Versioning in ASP.NET Core Web API](https://dotnettutorials.net/lesson/header-versioning-in-asp-net-core-web-api/)
  + [Media Type Versioning in ASP.NET Core Web API](https://dotnettutorials.net/lesson/media-type-versioning-in-asp-net-core-web-api/)
* **Real-Time Application using ASP.NET Core Web API**
  + [E-Commerce Real-Time Application Development using ASP.NET Core Web API](https://dotnettutorials.net/lesson/e-commerce-real-time-application-using-asp-net-core-web-api/)
* **Unit Testing – ASP.NET Core Web API**
  + [Introduction to Unit Testing in ASP.NET Core](https://dotnettutorials.net/lesson/introduction-to-unit-testing-in-asp-net-core/)
  + [Unit Testing in ASP.NET Core Web API using xUnit Framework](https://dotnettutorials.net/lesson/unit-testing-in-asp-net-core-web-api-using-xunit-framework/)
  + [xUnit Framework Theory Attribute in ASP.NET Core](https://dotnettutorials.net/lesson/xunit-framework-theory-attribute-in-asp-net-core/)
  + [Asynchronous Tests using xUnit Framework in ASP.NET Core](https://dotnettutorials.net/lesson/asynchronous-test-using-xunit-framework-in-asp-net-core/)
  + [Fluent Assertions with xUnit Framework in ASP.NET Core](https://dotnettutorials.net/lesson/fluent-assertions-with-xunit-framework-in-asp-net-core/)
* **Minimal API – ASP.NET Core**
  + [Minimal API in ASP.NET Core](https://dotnettutorials.net/lesson/minimal-api-in-asp-net-core/)
  + [Error Handling and Logging in ASP.NET Core Minimal API](https://dotnettutorials.net/lesson/error-handling-and-logging-in-asp-net-core-minimal-api/)
  + [Asynchronous Programming in ASP.NET Core Minimal API](https://dotnettutorials.net/lesson/asynchronous-programming-in-asp-net-core-minimal-api/)
  + [ASP.NET Core Minimal API using Entity Framework Core](https://dotnettutorials.net/lesson/asp-net-core-minimal-api-using-entity-framework-core/)
  + [Endpoint Filters in ASP.NET Core Minimal API](https://dotnettutorials.net/lesson/endpoint-filters-in-asp-net-core-minimal-api/)
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  + [Map Method in ASP.NET Core](https://dotnettutorials.net/lesson/map-method-in-asp-net-core/)
  + [Custom Middleware in ASP.NET Core](https://dotnettutorials.net/lesson/custom-middleware-in-asp-net-core/)
* **Microservices in ASP.NET Core**
  + [Microservices using ASP.NET Core](https://dotnettutorials.net/lesson/microservices-using-asp-net-core/)
* **Social Media Integration:** When a website integrates Facebook login, it uses Facebook’s API to authenticate users.
* **Payment Gateways:** E-commerce sites use APIs from payment processors like PayPal or Stripe to handle transactions.
* **Weather Data:** Apps that provide weather updates use APIs from weather services to fetch real-time weather data.
* **Google Maps API:** Allows developers to embed maps and location services into their applications.
* **Twilio API:** Enables applications to send SMS, make phone calls, and manage communications.

**Key Characteristics of Web APIs:**

* **HTTP-Based Communication:** Web APIs are designed to work over HTTP, the same protocol used for Web Browsing. This means APIs can be accessed using standard HTTP methods like GET, POST, PUT, DELETE, etc. The API endpoints are typically represented as URLs (Uniform Resource Locators).
* **Data Exchange Formats:** Web APIs use standardized data exchange formats such as JSON (JavaScript Object Notation) and XML (Extensible Markup Language) to structure and transmit data between the client and server. JSON has become the most popular format due to its simplicity and ease of use.
* **RESTful Architecture:** Web APIs are designed to follow Representational State Transfer (REST) principles. A RESTful API is stateless, uses standard HTTP methods, and organizes resources into a hierarchy with unique URLs for each resource.
* **Authentication and Authorization:** Web APIs implement security mechanisms for authentication and authorization to ensure that only authorized clients can access resources or perform specific actions. Common authentication methods include API keys, OAuth, and JWT (JSON Web Tokens).

**What is ASP.NET Core Web API?**

ASP.NET Core Web API is a framework for building scalable and high-performance Restful Web Services (APIs) using the ASP.NET Core platform. It allows developers to create robust and flexible APIs that various clients can consume, such as web applications, mobile apps, desktop applications, and third-party services.

**Prerequisites to Learn ASP.NET Core Web API**

Learning to develop with ASP.NET Core Web API involves understanding general development concepts and specific technologies related to Web API development. Here are the prerequisites that are good if you know before learning ASP.NET Core Web API:

* **Basic Knowledge of C#:** ASP.NET Core is built on C#, so a solid understanding of [**C# Programming**](https://dotnettutorials.net/course/csharp-dot-net-tutorials/) is essential. You should be comfortable with C# syntax, basic programming constructs like loops and conditionals, classes and objects, and more advanced concepts such as LINQ, async/await, and exception handling. This is Mandatory.
* **Understanding .NET Core Basics:** Familiarity with the .NET Core framework is important. This includes understanding the .NET Core CLI, the structure of .NET Core applications, basic concepts like dependency injection, and how to use NuGet packages. We have already discussed this in our [**ASP.NET Core Basic**](https://dotnettutorials.net/course/asp-net-core-tutorials/) course, and it is mandatory.
* **Familiarity with Entity Framework Core:** [**Entity Framework Core (EF Core)**](https://dotnettutorials.net/lesson/entity-framework-core/)is the recommended ORM for data access in ASP.NET Core applications. Understanding EF Core for performing CRUD operations with databases is highly beneficial. This is mandatory.
* **Basic Database Knowledge:** Basic knowledge of databases, especially relational databases like [**SQL Server**](https://dotnettutorials.net/course/ms-sql-server/), [**MySQL**](https://dotnettutorials.net/course/mysql-tutorials-for-beginners-and-professionals/), or [**Oracle**](https://dotnettutorials.net/course/oracle-tutorials/), is important. You should know how to design databases, write basic SQL queries, and understand concepts like tables, keys, and relationships. This is mandatory.

**Why Do We Need Web API?**

Suppose you have an idea for developing and launching a product. To do this, you need to develop a website and launch this product. Then what will you do? You will develop a website using any web technologies like ASP.NET MVC, PHP, ASP.NET Core, JSP, etc., that are available on the market. Of course, you will need a database, such as MySQL, Oracle, SQL Server, etc., to store your product’s business data.

So, by combining the website and the database, you will have a fully functional, dynamic website that interacts with the database. Now, after some time, your business grows. Now, along with the website, you also want Android and iOS apps. That means you want three different applications (Website, Android, and iOS) for your business. But remember, you only have one database in the backend, which stores all the business data. So, we have three different applications and one database. So, all three applications have to interact with the same database, as shown in the image below.

If all three applications interact directly with the database, we have some problems. Let us understand the problems first, and then we will see how to overcome the above problems.

**Problems Without Web APIs:**

1. **Duplicate logic for each Application:** The business should have some business logic. We will write the same logic for each application type, which means repeating the same logic for each type of application. This will duplicate our code.
2. **Error-Prone Code:** The business logic is written for each type of application. We have to write the code in three different applications in our example. So, you might miss some code or logic in some applications. This will add more errors to your application.
3. **Some Front-end frameworks cannot communicate directly with the Database:** If you are developing the website (i.e., front-end) using the angular framework, then the angular framework cannot communicate directly with the database. Angular is a front-end framework.
4. **Hard to Maintain:** This type of structure is hard to maintain. We have written the code in many places, and if we want to improve our application, we need to do the same thing in many places.

There are also many other problems that we face in this structure. Let’s see how to overcome the above problems, or we can say why we need Web APIs.

**Need for Web APIs:**

As you can see in the image below, we have three applications on the left and the database on the right.

* **Platform Independence:** Web APIs can be consumed by any client that understands standard web protocols like HTTP, regardless of the underlying programming language.
* **Low Bandwidth:** APIs typically exchange data using JSON or XML, which is much lighter than full HTML views, reducing the amount of data transmitted.
* **Reusability:** APIs promote code reuse. Once an API is defined and implemented, it can be used by multiple clients or applications without requiring significant changes. That means we write the logic in one place, i.e., in our Web API project, and all applications will use the same logic.
* **Security:** APIs can be secured using authentication and authorization mechanisms, ensuring that only Authenticated and authorized clients can access sensitive data or perform certain actions.
* **Extend Application Functionality:** Suppose, first, we develop the website. Then, we can extend and develop an Android App. Again, in the future, if you want to add another type of application, such as iOS, we don’t have to write any logic.

So, the Website, Android, and iOS applications do not have direct access to the database. They only need to communicate with the Web API Project, and it is the Web API project’s responsibility to interact with the database. The entire business logic will be written in the Web API project only, so we need Web API for our project. So, Web API acts as a mediator between the Front-End and Back-End.

ASP.NET Core Web API is cross-platform, supporting Windows, macOS, and Linux, and it uses the features of ASP.NET Core, such as dependency injection, middleware pipeline, versioning, asynchronous programming, and routing to handle HTTP requests and responses efficiently.

##### ****Why We Need ASP.NET Core Web API?****

Nowadays, a web application is not sufficient to reach all customers. People are becoming very smart; they use different types of devices, such as mobile phones, iPhones, tablets, etc., in their daily lives. These devices have many apps that make their lives easy. In simple words, we can say that we are moving toward the app world from the web.

So, if we want to expose our data (business data) to browsers and modern device apps in a fast, secure, and simple way, then we should have an API that is compatible with browsers and all these modern devices.

The ASP.NET Core Web API is a great framework for building HTTP services that can be consumed by a broad range of clients, including browsers, mobiles, iPhones, and tablets. ASP.NET Core Web API provides several benefits:

* **Performance:** ASP.NET Core is known for its high performance and scalability, making it suitable for building high-traffic APIs. It is faster than its predecessor, ASP.NET.
* **Cross-platform:** ASP.NET Core runs on Windows, Linux, and macOS, allowing developers to deploy their APIs on different operating systems.
* **Modularity:** The framework is built with modularity in mind, allowing developers to include only the necessary components, which keeps the application light and responsive.
* **Modern Features:** It supports modern web development features like dependency injection, middleware, and asynchronous programming.
* **Security:** It includes built-in features for securing APIs, such as authentication and authorization mechanisms.
* **Integration:** It easily integrates with various front-end frameworks, databases, and third-party services.

##### ****What are the REST Principles?****

The REST architectural pattern specifies a set of constraints that a system should adhere to. Here are the REST constraints or principles.

##### ****Client-Server Architecture:****

The client and server should be separate entities that communicate over a standardized interface. REST applications are built around the separation of concerns between client and server. Client-server architecture separates the user interface (client) from data storage (database) and processing (server). This separation allows both sides to develop and deploy independently.

For example, in a social media platform, the client (a mobile app or web browser) interacts with the server (RESTful API) to retrieve user profiles (GET /users/{userId}), post updates (POST /posts), or upload media (POST /media). The server processes these requests and returns appropriate responses, maintaining the separation of concerns between client-side and server-side operations.

##### ****Stateless:****

The stateless constraint specifies that client-server communication must be stateless between requests. That means the server should not store any information related to the client on the server. The client’s request should contain all the necessary information so that the server can identify the client and process that request. This ensures that each request can be treated independently by the server.

For example, a client querying a user’s profile would send a request like GET /users/456, including an authentication token. The server responds using only the information in the request.

##### ****Cacheable:****

In real-time applications, some data provided by the server is not changed that frequently, like the list of Countries, States, Cities, Products, etc. RESTful APIs can take advantage of HTTP caching mechanisms. Responses from the server should explicitly indicate whether they can be cached by clients or not. Caching improves performance and reduces server load.

For example, when a client requests a frequently accessed resource (GET /products/{productId}), the server can include caching headers like Cache-Control or Expires in the response. Subsequent requests for the same resource can be served from the client’s cache, reducing the need to fetch data from the server again until the cache expires or is invalidated.

##### ****Resource Identification****

Resource Identification means that each resource (e.g., a user, a book, an order) is uniquely identifiable by a URI (Uniform Resource Identifier). This allows each resource to be accessed and manipulated independently using standard HTTP methods.

For example, consider a blog platform where each blog post is a resource. Each post can be uniquely identified by a URI like https://example.com/posts/{postId}. Here, {postId} represents the unique identifier for each blog post.

##### ****Uniform Interface:****

The Uniform Interface Constraint defines an interface between the client and the server to communicate. The four principles of the uniform interface are:

1. **Resource-based URIs:** Individual resources are identified in the request using URIs.
2. **HTTP Methods:** Standard methods (GET, POST, PUT, DELETE) are used to perform operations on resources.
3. **Self-Descriptive Messages:** Each message includes enough information to describe how to process the request, i.e., whether to fetch the data, update the data, add a new entity, delete an entity, etc.
4. **Hypermedia as the Engine of Application State (HATEOAS):** Clients interact with the application entirely through hypermedia provided, such as body contents, query-string parameters, request headers, and the requested URI (the resource name).

For example, using HTTP methods such as GET, POST, PUT, and DELETE, clients can interact uniformly:

* GET /books to retrieve a list of books.
* GET /books/123 retrieves the book with ID 123.
* POST /books to create a new book.
* PUT /books/123 updates the book with ID 123.
* DELETE /books/123 deletes the book with ID 123.

##### ****Content Negotiation:****

Clients and servers should be able to negotiate the representation of a resource based on client preferences or capabilities. The client specifies its preferences using the Accept header, and the server responds with the appropriate format if it supports it.

For example, a RESTful API for a news website can provide news articles in both JSON and XML formats. When a client sends a request (GET /articles/{articleId}), it can include an Accept header (**Accept: application/json**) to specify that it prefers JSON format. The server then responds with the requested article in JSON format (**Content-Type: application/json**) if it supports it, ensuring flexibility in how clients consume resources.

##### ****Layered System:****

A Layered System architecture allows an API to be composed of multiple layers, such as security, caching, load balancing, and data storage. Each layer is unaware of the other layers except for the one it directly interacts with. For example, we deploy the APIs in server A, store data on server B, and authenticate requests in server C. A client cannot simply tell whether it is connected directly to the server or an intermediary.

For example, consider an e-commerce application where clients interact with a web server that communicates with a database server. The client is unaware of the database server; it only interacts with the web server via HTTP requests. The web server, in turn, interacts with the database server to fetch and store data.

##### ****Code on Demand (Optional)****

Code on Demand allows servers to extend the functionality of clients by sending executable code (like JavaScript) to clients, which the client can execute locally. This is an optional constraint and is used to add flexibility to the client.

For example, a RESTful service might provide filtering logic as JavaScript code, which a client can execute locally to dynamically adjust the interface based on certain criteria, reducing server load and improving user experience.

##### ****Difference Between ASP.NET Web API and ASP.NET Core Web API****

ASP.NET Web API and ASP.NET Core Web API represent two different approaches to building Web APIs (Restful Services) within the ASP.NET framework, with several key distinctions:

###### **Platform Support:**

* ASP.NET Web API: It is built on the .NET Framework, which means it runs only on Windows operating systems.
* ASP.NET Core Web API: It is part of the ASP.NET Core framework, which runs on .NET Core. This allows it to be cross-platform, operating on Windows, Linux, and macOS. This is a significant advantage for developers aiming for broader application deployment across various environments.

###### **Performance**

* ASP.NET Web API: While efficient, it does not match the performance improvements that have been realized in ASP.NET Core, mainly due to the older architecture and its dependence on the .NET Framework.
* ASP.NET Core Web API: Designed to be lightweight and high-performance. ASP.NET Core has been optimized from the ground up to be faster and more modular. It can handle more requests per second and uses fewer resources because of its ability to support asynchronous programming more extensively.

###### **API Design Features**

* ASP.NET Web API: Supports RESTful services but does not have native support for features like versioning and response compression without additional packages or libraries.
* ASP.NET Core Web API: Includes built-in support for advanced API design features, such as API versioning, response caching, and response compression, making it easier to build robust APIs.

###### **Configuration and Hosting**

* ASP.NET Web API: Typically hosted in IIS (Internet Information Services), it heavily relies on system configuration through web.config files for both application settings and dependency configurations.
* ASP.NET Core Web API: Offers more flexibility in hosting options. It can be hosted in IIS, Kestrel (a cross-platform web server built for ASP.NET Core), or even in Docker containers. Configuration can be achieved through various sources like JSON files, environment variables, command-line arguments, etc., without relying on web.config.

###### **Dependency Injection**

* ASP.NET Web API: Supports dependency injection, but it is not built into the framework. Developers often need to use third-party libraries like Unity or Ninject to achieve dependency injection.
* ASP.NET Core Web API: Dependency injection is a first-class citizen in ASP.NET Core. The framework has built-in support for dependency injection, which promotes more loosely coupled code and better manageability.

###### **Middleware Support**

* ASP.NET Web API: This does not have middleware support the way ASP.NET Core does. Custom handlers and modules can be created, but they are generally more complex to implement and integrate.
* ASP.NET Core Web API: Uses a middleware pipeline that is easy to customize and configure. Middleware components can be used to execute code before and after your application handles a request, enabling scenarios like authentication, error handling, and logging with less complexity.

###### **Community and Future Support**

* ASP.NET Web API: While still supported, it is part of the older .NET Framework, which does not receive new feature updates; it only receives bug fixes and security updates.
* ASP.NET Core Web API: Being part of ASP.NET Core, it benefits from active development and new features. The community and Microsoft’s focus are more on ASP.NET Core due to its modern architecture and flexibility.

##### ****Choosing Between ASP.NET Web API and ASP.NET Core Web API:****

* **Platform Requirements:** If you need cross-platform compatibility or want to deploy on Linux or macOS, ASP.NET Core Web API is the better choice.
* **Performance:** For applications requiring high performance and scalability, ASP.NET Core Web API is generally preferred due to its lightweight nature and optimized performance.
* **Legacy Systems:** If you are maintaining or integrating with older systems built on .NET Framework, ASP.NET Web API might still be necessary due to compatibility requirements.

##### ****What is HTTP?****

HTTP stands for Hypertext Transfer Protocol. It is the foundation of data communication for the World Wide Web. It defines how messages are formatted and transmitted and how web servers and browsers should respond to various commands. HTTP operates as a request-response protocol between a client (typically a web browser) and a server.

For example, when we type a website URL like **https://www.example.com** into our browser and press the Enter button, our browser sends an HTTP request to the server hosting example.com and then receives an HTTP response that includes the website’s HTML content.

##### ****Why Do We Need to Know HTTP?****

Understanding HTTP is essential because it is the primary protocol for web browsing and data communication over the internet. Knowledge of HTTP enables developers to build and troubleshoot web applications effectively, understand the flow of data across the internet, optimize web performance, and ensure secure data transmission. So, understanding HTTP is essential for web development and networking for several reasons, such as:

* **Web Development:** Knowing how data is exchanged allows you to build more efficient web applications.
* **Troubleshooting:** Knowledge of HTTP helps diagnose and solve web-related issues.
* **Security:** Understanding HTTP is crucial for implementing web security measures, such as HTTPS (HTTP Secure).

HTTP is used for communication between the client and server. Let us understand what it means by client and server with an example. Suppose you open your web browser, type the URL in the browser, and press the enter button. When you press the enter button, a request is going to the server (called a web server where the application is hosted). Whatever data you send from the web browser to the web server is called a Request, and whatever data you receive from the web server is called a Response. This is how the browser and web server communicate with each other in the form of Requests and Responses. This type of communication is only possible through the HTTP protocol. So, the request can be termed an HTTP Request, and the response can be called HTTP Response.

###### **User Initiates a Request:**

The process begins when a user enters a URL into a web browser or clicks on a hyperlink. The browser interprets this URL to determine which server to contact and what resource to request. For example, the user enters https://www.example.com.

###### **DNS Resolution:**

Before the browser can send an HTTP request, it needs to determine the IP address of the server that hosts the URL. This is done through a Domain Name System (DNS) lookup. The browser checks its cache to see if it has recently requested the IP address for this domain name (e.g., www.example.com). If not found, it makes a DNS query to resolve the domain name into an IP address. Let’s assume the DNS server returns 192.0.2.1 as the IP address for www.example.com.

###### **Establishing a TCP Connection:**

The browser establishes a TCP (Transmission Control Protocol) connection to the server using the resolved IP address and port (typically port 80 for HTTP and port 443 for HTTPS). This involves a TCP handshake to set up the connection parameters. For example, the browser initiates a TCP connection to 192.0.2.1 on port 443.

###### **Sending an HTTP Request:**

Through the established TCP connection, the browser sends an HTTP request to the server. This request includes:

* An HTTP method (e.g., GET, POST).
* The path to the resource.
* HTTP headers (e.g., User-Agent, Accept types).
* Optionally, a body (for methods like POST).

**For example:**

* GET /index.html HTTP/1.1
* Host: www.example.com
* User-Agent: Mozilla/5.0
* Accept: text/html

###### **Server Processes Request:**

The server receives the HTTP request and processes it:

* **Request Parsing:** The server parses the HTTP method, URL, headers, and any data in the request body.
* **Handle Request:** Depending on the URL and method, the server retrieves or modifies resources. For instance, it might fetch a file, query a database, or execute server-side scripts.

###### **Server Send an HTTP Response:**

After processing the request, the server sends an HTTP response back to the browser. This response includes:

* Status Line: Includes the HTTP version, a status code (e.g., 200 OK, 404 Not Found), and a status message.
* Headers: Provide additional information (e.g., Content-Type, Content-Length).
* Response Body: Contains the actual data being sent back, such as HTML content, images, etc.

**For example:**

HTTP/1.1 200 OK

Content-Type: text/html

Content-Length: 137

**<html>**

**<body>**

**<h1>**Welcome to Example.com!**</h1>**

**</body>**

**</html>**

###### **Browser Displays Content**

Upon receiving the HTTP response, the browser reads the status code to understand the result of the request (e.g., success, redirection, error). If the response is successful (e.g., status code 200), the browser interprets the body of the response—typically HTML—and renders it on the screen. It may also process additional resources like CSS, JavaScript, or media files linked within the HTML. For example, the browser renders the HTML content and displays “Welcome to Example.com!” on the webpage.

###### **Closing the Connection**

Depending on the HTTP headers (e.g., Connection: keep-alive), the TCP connection might be closed after the response is delivered. The connection might stay open for a period, allowing subsequent requests to the same server to reuse it, which speeds up those transactions.

##### ****Start Line or Request Line****

The Request Line of an HTTP request contains three parts:

* **HTTP Method:** This indicates the action the client wants to perform. Common methods include GET (retrieve data), POST (submit data to be processed), PUT (update data), DELETE (remove data), and others like PATCH, HEAD, and OPTIONS.
* **Request Target/URL:** This specifies the resource being requested. It can be a full URL or just a path to a resource on the server that the client wants to interact with, such as/index.html.
* **HTTP Version:** This specifies the version of the HTTP protocol being used (e.g., HTTP/1.1, HTTP/2).

Example of Start Line or Request Line: GET /index.html HTTP/1.1

##### ****Request Headers:****

Each HTTP Request can contain one or more Request Headers. Headers provide additional information about the request. They are key-value pairs separated by a colon and are sent one per line after the request line. Common request headers include:

* Host: Specifies the domain name of the server.
* User-Agent: Identifies the client software initiating the request (e.g., the browser or application).
* Accept:  Tells the server what content types the client can handle.
* Content-Type:  When the request includes a body (like a POST, PUT, or PATCH request), this header indicates the media type of the body.
* Authorization: Credentials for authenticating the client.
* Cookie: Includes any cookies that the client has for this domain. This is used for state management.
* Cache-Control: Directives for caching mechanisms in both requests and responses.

#### ****HTTP Response Components:****

An HTTP response is what a server sends back to the client after processing an HTTP request. The response consists of several key components that convey the status of the request and any data or resources the server is sending back. The HTTP response contains the following key components.

1. **HTTP Status Code:** It must have a Status Code indicating the status of the HTTP Request. 200 Indicates successful, 500 indicates internal server error, 404 indicates resource not found, etc.
2. **Response Headers:** It can have one or more response headers.
3. **Data:**Response can have data, i.e., return to the client.

###### **Status Line:**

The status line of an HTTP response contains three parts:

* **HTTP Version:** Specifies the version of the HTTP protocol that the server is using (e.g., HTTP/1.1, HTTP/2).
* **Status Code:** A three-digit number that indicates the outcome of the request. These codes are categorized into various classes (e.g., 2xx for success, 4xx for client errors, 5xx for server errors).
* **Status Text:** A brief, human-readable phrase provides a description of the status code (e.g., “OK”, “Not Found”).

Example Status Line: HTTP/1.1 200 OK

##### ****Response Headers:****

Each HTTP Response can have one or more Response Headers. HTTP response headers provide additional information about the response and also about the server itself. They are key-value pairs separated by a colon and are sent one per line after the status line. Some common response headers include:

* Content-Type: Specifies the media type of the response body (e.g., text/html, application/json).
* Content-Length: The length of the response body in bytes.
* Server: Information about the server software handling the request.
* Set-Cookie: Used to send cookies from the server to the client browser.
* Cache-Control: Specifies directives for caching mechanisms in both requests and responses.
* Date: The date and time at which the message was sent.

##### ****Summary of HTTP Response Status Codes:****

1. **1xx Informational:** The request was received and is continuing.
2. **2xx Successful:** The request was successfully received, understood, and accepted.
3. **3xx Redirection:** Further action is needed to complete the request.
4. **4xx Client Error:** There was an error in the request sent by the client.
5. **5xx Server Error:** The server failed to fulfill a valid request.

<https://dotnettutorials.net/lesson/405-http-status-code-in-asp-net-core-web-api/>

###### **PUT HTTP Method:**

The HTTP PUT request is used to update all the properties of the current resource in the database. What does it mean? For example, we have a table called Product in our database. If we want to update all properties of a particular product, then we need to use

###### **PATCH HTTP Method:**

In some situations, you don’t want to update all the properties of an existing resource; instead, you want to update a few of the properties of an existing resource. In that case, you need to use the PATCH method. So, the PATCH method is similar to the PUT method but is used to update a few resource properties.

For example, if you want to update a few properties (columns) of an existing product, then you need to use the PATCH method. That means if your Product table contains 10 columns, and you want to update only four columns of an existing product, then you need to use the PATCH method. So, it applies partial modifications to a resource.

##### ****Install Postman:****

As we will work with the Web API, we also need one Web API client tool. And for the client tool, we are going to use Postman. To install Postman, click on the below link.

[**https://www.postman.com/downloads/**](https://www.postman.com/downloads/)

Once you click the above link, it will open the webpage below. From the below page, click on the Download the App link to download Postman on your machine. Depending upon your operating system, you can choose either 32-bit or 64-bit. I have installed a 64-bit operating system, so I chose Windows 64-bit, as shown in the image below.

Once you download it, then install it. A postman is an API tool. Postman provides a complete and nice interface to work with APIs. That’s it. We are ready with our environment to develop ASP.NET Core Web API Applications.

In the next article, I will discuss [**Creating an ASP.NET Core Web API Project using .NET Core CLI**](https://dotnettutorials.net/lesson/creating-asp-net-core-web-api-project-using-net-core-cli/). In this article, I explain the **Environment Setup for ASP.NET Core Web API Application Development,** and I hope you enjoy this ASP.NET Core Web API Environment setup for Development article.

#### ****Creating ASP.NET Core Web API Project****

In .NET Core, there are two ways to create a project. They are as follows:

* **Using .NET Core CLI (Command Line Interface)**
* **Using Visual Studio**

<https://dotnettutorials.net/lesson/creating-asp-net-core-web-api-project-using-net-core-cli/>

As you can see in the above image, our ASP.NET Core Web API Application is running on the following port.

**http://localhost:5008**

Now, open the above URL in any of your browsers, and you will get a 404 error.

The swagger will display the details of all the Web APIs available in your project. As you can see in the above image, it shows one API, i.e., /WeatherForecast, and the type is Get. Now click on the /WeatherForecast API to see the details shown in the image below.

**Note:**Swagger is also a client API Tool, and using Swagger, we can also test the Web APIs. If you are using the default ASP.NET Core Web API project, then by default, swagger is installed into the project.