cars = ["Ford", "Volvo", "BMW"]

for x in cars:

    print("hello world")

cars = ["Ford", "Volvo", "BMW"]

for x in cars:

    print("hello world")

cars = ["Ford", "Volvo", "BMW"]

cars.remove("Volvo")

print(cars)

fruits = ["apple", "banana", "cherry"]

x = fruits.count("cherry")

print(x)

fruits = [1, 4, 2, 9, 7, 8, 9, 3, 1]

x = fruits.count(9)

print(x)

fruits = ["apple", "banana", "cherry"]

cars = ["Ford", "Volvo", "BMW"]

fruits.extend(cars)

print(fruits)

fruits = ["apple", "banana", "cherry"]

x=fruits.index("cherry")

fruits=[5, 55, 64, 32, 16, 32]

x=fruits.index(32)

print(x)

cars = ["Ford", "Volvo", "BMW"]

cars.sort()

print(cars)

cars = [5, 2, 89, 56, 44]

cars.sort()

print(cars)

fruits = ["apple", "banana", "cherry"]

fruits.reverse()

print(fruits)

str1=["Hello World"]

str2=["I love python"]

str3=["Hello World"]

#compare

print(str1==str2)

print(str1==str3)

str1=["Hello World"]

str2=["I love python"]

str3=["Hello World"]

mm = str1 + str2

print(mm)

str1= "hello world"

str2="I LOVE PYTHON"

print(str1.upper())

print(str2.lower())

t=[[1,2,3,4],[1,2,3],[10,4,6,7],[4,3,7,8]]

for r in t:

    for c in r:

        print(c,end =" ")

    print()

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

1. **Add 2 matrix:**

t=[[1,2,3,],

   [11,12,13],

   [10,4,6],

   [4,3,7]]

tt=[[5, 8, 3],

    [33, 23, 6],

    [12, 3, 8],

    [35, 54, 66]]

result = [[0,0,0],

          [0,0,0],

          [0,0,0],

          [0,0,0]]

for i in range (len(t)):

    for j in range(len(t[0])):

            result[i][j]= t[i][j] + tt[i][j]

for r in result:

    print(r)

**Result:**

**![](data:image/png;base64,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)**

1. **Transpose a Matrix**

t=[[1,2,3,],

   [11,12,13],

   [10,4,6],

   [4,3,7]]

result = [[0,0,0,0],

          [0,0,0,0],

          [0,0,0,0]]

for i in range (len(t)):

    for j in range(len(t[0])):

            result[j][i]= t[i][j]

for r in result:

    print(result)

**Output:**

**![A screenshot of a computer program

Description automatically generated with low confidence](data:image/png;base64,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)**

1. **Multiply 2 matrices**

t=[[1,2,3,],

   [11,12,13],

   [10,4,6],

   [4,3,7]] #4\*3 matrix

tt=[[5, 8, 3],

    [33, 23, 6],

    [12, 3, 8]] #3\*3

result = [[0,0,0],

          [0,0,0],

          [0,0,0],

          [0,0,0]] #4\*3

for i in range (len(t)):

    for j in range(len(tt[0])):

            for k in range(len(tt)):

                result[i][j]= t[i][k] \* tt[k][j]

for r in result:

       print(r)

**Output:**

**![](data:image/png;base64,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)**

1. **Search an element with linear search**

def linear\_Search(list, position, find):

    for i in range(0, position):

        if (list[i] == find):

            return i

    return -1

list = [5, 9, 56, 32, 55, 21, 6, 90]

find = 89

position = len(list)

result = linear\_Search(list, position, find)

if (result == -1):

    print("Element not found")

else:

    print("Element found at index: ", result)

**Output:**

**![A black screen with white text
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1. **Search an element with binary search**

def binary\_search(array, findArray, lower, higher):

    while lower <= higher:

        mid = lower + (higher - lower)//2

        if array[mid] == findArray:

            return mid

        elif array[mid] < findArray:

            lower = mid + 1

        else:

            higher = mid - 1

    return -1

# we need sorted array

array = [1, 2, 3, 4, 5, 6, 7]

findArray = 6

print("The given array is", array)

index = binary\_search(array, findArray, 0, len(array)-1)

if index != -1:

    print("Element 6 found in index " + str(index))

else:

    print("Element Not found")

**Output:**
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