**Assignment 4**

1. **Write a java program to create an user defined exception called PayOutOfBoundsException. This exception is thrown when basicpay is not in between 10000 and 30000.**

**Source Code :**

**import** java.util.Scanner;

**class** PayOutOfBoundsException **extends** Exception{}

**public** **class** UserDefExcep {

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.***in***);

System.***out***.print("Enter the Amount to be paid : ");

**int** basicpay = sc.nextInt();

sc.close();

**try** {

**if**(basicpay>=10000 && basicpay <= 30000)

System.***out***.print("Thank you for selecting the correct amount ! ");

**else**

**throw** **new** PayOutOfBoundsException();

}

**catch**(PayOutOfBoundsException e) {

**if**(basicpay<10000)

System.***out***.println("Your Amount is less than 10,000!");

**else**

System.***out***.println("Your Amount is greater than 30,000!");

}

}

}

**Output :**
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1. **Write a java program to create two threads which display a message every half second.**

**Source Code :**

**public** **class** MyThread {

**public** **static** **void** main(String[] args) {

Thread1 t1 = **new** Thread1();

Thread2 t2 = **new** Thread2();

t1.start();

t2.start();

}

}

**class** Thread1 **extends** Thread{

**public** **void** run(){

**try** {

System.***out***.print("Thread 1 Started \n");

**for**(**int** i=8;i>0;i--) {

Thread.*sleep*(500);

System.***out***.println("T1 : "+i);

}

}

**catch** (InterruptedException e) {

e.printStackTrace();

}

**finally** {

System.***out***.println("Thread 1 Completed");

}

}

}

**class** Thread2 **extends** Thread{

**public** **void** run(){

**try** {

System.***out***.println("Thread 2 Started ");

**for**(**int** i=1;i<5;i++) {

Thread.*sleep*(500);

System.***out***.println("T2 : "+i);

}

}

**catch** (InterruptedException e) {

e.printStackTrace();

}

**finally** {

System.***out***.println("Thread 2 Completed");

}

}

}

**Output :**
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1. **Write a java program to implement interthread communication.**

**Source Code :**

**import** java.util.Scanner;

**class** Customer{

**int** amount =10000;

**synchronized** **void** withdraw(**int** amount) {

System.***out***.println("Going to withdraw.... Amount is : "+amount);

**if**(**this**.amount<amount) {

System.***out***.println("Less balance; Waiting to deposit ...");

**try** {

wait();

}

**catch**(Exception e) { }

}

**else** {

**this**.amount-=amount;

System.***out***.println("Withdraw Completed.....\nReamining Balance is : "+**this**.amount);

}

}

**synchronized** **void** deposit(**int** amount){

System.***out***.println("---Another Thread---\nGoing to deposit...");

**this**.amount+=amount;

System.***out***.println("Deposit completed... \n Total Balance is : "+**this**.amount);

notify();

}

}

**public** **class** InterProComm {

**public** **static** **void** main(String[] args) {

**final** Customer c =**new** Customer();

System.***out***.println("Amount is : 10000 ");

**new** Thread(){

**public** **void** run(){

c.withdraw(10000);

}

}.start();

**new** Thread(){

**public** **void** run(){

c.deposit(15000);

}

}.start();

}

}

**Output :**
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1. **Write a java program to implement Thread Synchronization.**

**Source Code :**

**class** Table{

**synchronized** **void** printTable(**int** n) {

**for**(**int** i=1;i<=5;i++)

System.***out***.println(n+" \* "+i+" = "+(n\*i));

**try** {

Thread.*sleep*(400);

}

**catch**(Exception e) {

System.***out***.println(e);

}

}

}

**class** MyThread1 **extends** Thread{

Table t;

MyThread1(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(5);

}

}

**class** MyThread2 **extends** Thread{

Table t;

MyThread2(Table t){

**this**.t=t;

}

**public** **void** run(){

t.printTable(100);

}

}

**class** Sync{

**public** **static** **void** main(String args[]) {

Table t =**new** Table();

MyThread1 t1 = **new** MyThread1(t);

MyThread2 t2 = **new** MyThread2(t);

t1.start();

t2.start();

}

}

**Output :**

![](data:image/png;base64,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)

1. **Write a java program to implement Generic Class,Generic Method and Generic Constructor.**

**Source Code :**

**class** Gen<T>{//generic class

T ob;

Gen(T o){//generic constructor

ob=o;

}

**public** T getOb() {

**return** ob;

}

}

**public** **class** GenericExample {

**public** **static** <E> **void** printArray(E[] inputArray) {//generic block

**for**(E element:inputArray) {

System.***out***.print(element+" ");

}

System.***out***.println();

}

**public** **static** **void** main(String[] args) {

Gen <Integer> iob = **new** Gen<>(100);

**int** x=iob.getOb();

System.***out***.println(x);

Gen <String> sob = **new** Gen<>("Hellooo");

String s=sob.getOb();

System.***out***.println(s);

Integer[] intArray = {1,2,3,4,5};

Double[] doubleArray= {5.8,4.5,2.3,3.3,8.6};

Character[] charArray = {'S','A','T','Y','A'};

System.***out***.print("Array integer contains : ");*printArray*(intArray);

System.***out***.print("Array integer contains : ");*printArray*(doubleArray);

System.***out***.print("Array integer contains : ");*printArray*(charArray);

}

}

**Output :**

![](data:image/png;base64,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)

1. **Write a java program to count no of vowels in a given file.**

**Source Code :**

**import** java.util.Scanner;

**import** java.io.FileNotFoundException;

**import** java.io.File;

**public** **class** CountVowels{

**public** **static** **void** main(String[] args) **throws** FileNotFoundException {

**int** vCount = 0;

File file = **new** File("Sample.txt");

Scanner sc = **new** Scanner(file);

sc.useDelimiter("\\Z");

**while**(sc.hasNextLine()){

String str=sc.nextLine();

str = str.toLowerCase();

**for**(**int** i = 0; i < str.length(); i++) {

**if**(str.charAt(i) == 'a' || str.charAt(i) == 'e' || str.charAt(i) == 'i' || str.charAt(i) == 'o' || str.charAt(i) == 'u') {

vCount++;

}

}

}

System.***out***.println("Number of vowels: " + vCount);

}

}

**Output :**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR4AAAApCAIAAABso9EgAAAAAXNSR0IArs4c6QAABDJJREFUeF7tmjt26jAQhsVdC6TgsAJnBUBDRZvOKeMmHWU6GlPGHa0rmpgVxCvgUMTei+/oZWyQeWYccvKrcXCkkfQx/8xIh05RFEK15XKp/0ADARC4nUCnlNbttmABBECgJPAPLEAABDgIQFocVGETBASkBScAARYC3y6t9XPnec2yVKfRfPHY0e1xkbc3rRC0T93a3G2bG8RcNxI4kJZyGeum0nHv2nXW80CEGV3FFMXnS/dGFhcNH77TnFnoXTToVGdHoNi9go5P4buv/7uylueJ+KPVFHAtk/xrIwYPrUrq2qWeMS5fPG1nKkxkoQiedlnYT9Rbau/DM+ygy10QcBaE09k0ntequkqZZzMZPR8XC53j1KOS32y1tCvSKsG3TIPS6KIs6I5mx4Ph+kUvSEU0Ol6XyZ6VYpEmNZ/2bR6k6LKra/Hub6/Ss1agKiCn8n/35dNIp/swEOk2uwsPwSKuJOA+a/XG083q9IkpDbaTIvHTIO5nVBttvnSqi0arST32rp97Jh4XRSJGO6+LYrFU4Tjxo8YJyV978VSXfVm4UcPJDU1BZkJ6Yzzvvsz8tMzC61Xkz6h0dNiU/qy2YOKITYmNiz9ETvXpwGaYWwpUObU/KTOUiR5tHyevdCkM0wQarjHIH8Xb6XsB8/V703G1KPMT7efd8dRTsVd6inWPziiqsFduLhsdXZrEkX/EadlPCeXCeD6cWG3li7dIrdlps9dXJ6f1auOZwOL1e0cWf+hDZEHu8zA9qZPZudUcaZkUahOYiiE2UvVOZT749d0QaLwhHE4Gwfzje9aZbVPPXDb8xI2DGL6G6vRIghLha+NxhdIWqTb/ElQQk7Zo1fIcd8nidS4tJqurrxxkRTkSiUuGMlLptIr2Gwg0X76TP27ieLcH/aXSUZvON+c1Ko9SlSNk2gjqh7fzLKhe0qUim0Jl3pG55LJGJkhba1KWya9um5R0Nqv5tj8eUv8VJS850RWLpxxF9XG1wj3rrKWqVFlRutObxLlXH1xGAb3bJWDvnuwz8UWZYehvIfRZprxm9sLQV+/kG/k0A+ijGqfGmFZJVdVravuauu7uvvbXUf+8s1pLf3YNxwebw1y5F9PbYVO+0hOo9drVORa/f+2uutZe1rZWIdm41oOb/H2bta2fsWV0+VEC+Hluu5EMs/0ZAt/+a4w/Qw4bBYGjBCAtOAgIsBCAtFiwwigIQFrwARBgIQBpsWCFURCAtOADIMBCANJiwQqjIABpwQdAgIUApMWCFUZBANKCD4AACwFIiwUrjIIApAUfAAEWApAWC1YYBQFICz4AAiwEIC0WrDAKApAWfAAEWAhAWixYYRQEIC34AAiwEIC0WLDCKAhAWvABEGAhAGmxYIVREIC04AMgwEIA0mLBCqMgAGnBB0CAhQCkxYIVRkEA0oIPgAALgf8YJIdwFD+VYgAAAABJRU5ErkJggg==)

1. **Write a java program to implement autoboxing and unboxing.**

**Source Code :**

**public** **class** AutoUnBox {

**static** **int** add(Integer a, Integer b) {//autoboxing in parameters

**return** a+b;//unboxing in return

}

**public** **static** **void** main(String args[]) {

**int** sum=*add*(10,22);

System.***out***.println("Sum = "+sum);

}

}

**Output :**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVMAAABDCAIAAACuiHEMAAAAAXNSR0IArs4c6QAAA81JREFUeF7t2zFy2lAUhWGRLktIkwpcMKwAVoDTUNG6gxKadC7TpTGl3dFSpYIVmBV4KAxNmiwhLdFDEtbYI9uMjxUf6VdhM4x9dfVdDu8Jjxu///yNoujrl8/x1/iYz+fJAw4EEKiwQONR8it8qVwaAggcBT5hgQACNRQg+TUcOpeMQETyeREgUEcBkl/HqXPNCBQnfzfrNbJjvCpZajU+nrs322Unf2gp92TJnXE6BCohUJD8OGOtxXC7T4/rfskX279Oz7y9iqYXSfZ3s4vN5eHp3JMl98XpEKiIwEm7/Xglzlb/sPyGx/H33mwWVuj02/EndECds2Yo1pzcpu9AzbNOtN5sdWegEgJ1EyhIfnMyjxfbVsjzca9dRLOebgb75Wg9XbS326vu3X3Bb+RvHw57+WfvIdL9fth5PNlx7O7votGg7H1I3V4aXG+lBQrX/HiFDfvq4SKO/wv5T0PYHX47rM1FR1Ixdzx7D5Ht9y83rUdvEatxa9pZln4DUumXARdXO4EXdvuHtIb1/OfbP+M7bc3PJtEfjKKHbUSocR4t9+S+dq9ULlgr8Ir7/LC37rZbyXmTEMYftk3XpzZy2pqfVV/9usk2E+Fjx3i1J/anyvPzCDwRKEh+7q9qjZC220nYyPe/Jzf/jfju+2r0jpq50/9ob5OTp+82N+f/7U+N73jBlEagZAH+Y6dkcE6HwIcQeMVu/0P0SRMIIKAUIPlKTWoh4CJA8l0mRZ8IKAVIvlKTWgi4CJB8l0nRJwJKAZKv1KQWAi4CJN9lUvSJgFKA5Cs1qYWAiwDJd5kUfSKgFCD5Sk1qIeAiQPJdJkWfCCgFSL5Sk1oIuAiQfJdJ0ScCSgGSr9SkFgIuAiTfZVL0iYBSgOQrNamFgIsAyXeZFH0ioBQg+UpNaiHgIkDyXSZFnwgoBUi+UpNaCLgIkHyXSdEnAkoBkq/UpBYCLgIk32VS9ImAUoDkKzWphYCLAMl3mRR9IqAUIPlKTWoh4CJA8l0mRZ8IKAVIvlKTWgi4CJB8l0nRJwJKAZKv1KQWAi4CJN9lUvSJgFKA5Cs1qYWAiwDJd5kUfSKgFCD5Sk1qIeAiQPJdJkWfCCgFSL5Sk1oIuAiQfJdJ0ScCSgGSr9SkFgIuAiTfZVL0iYBSgOQrNamFgIsAyXeZFH0ioBQg+UpNaiHgIkDyXSZFnwgoBUi+UpNaCLgIkHyXSdEnAkoBkq/UpBYCLgIk32VS9ImAUoDkKzWphYCLAMl3mRR9IqAUIPlKTWoh4CJA8l0mRZ8IKAVIvlKTWgi4CPwDXQPNuBITpwAAAAAASUVORK5CYII=)

1. **Write a java program to copy a file.**

**Source Code :**

**import** java.io.BufferedReader;

**import** java.io.File;

**import** java.io.FileReader;

**import** java.io.FileWriter;

**import** java.io.IOException;

**public** **class** FileCopy

{

**public** **static** **void** main(String[] args) **throws** IOException

{

File fsrc=**new** File("Sample.txt"); //File Descriptor for source file

File fdes=**new** File("output.txt"); //File Descriptor for destination file

FileReader fr=**new** FileReader(fsrc); //Creation of file reader object

BufferedReader br=**new** BufferedReader(fr); //Creation of buffer reader object

FileWriter fw= **new** FileWriter(fdes); //Creation of file writer object

String s=**null**;

**while**((s=br.readLine())!=**null**) //Copying Content to the new file

{

fw.write(s);

fw.write("\n");

fw.flush();

}

fw.close();

System.***out***.print("Please Check the File \" Output.txt \" ");

}

}

**Output :**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbQAAAAlCAIAAAClG4tDAAAAAXNSR0IArs4c6QAABSlJREFUeF7tnDFW4zAQhpPt9gjbbEUoeJwge4KEhoqWLpSkoduSjiaUpEtLRbPJCcgJ8ihImm32CNtmJcuWZVt25NhBWvL5URCj0fz+xh7PSHl0f//524mO79++ql9ms5n6hQMCEIDA0RLoFpPj0bLgwiEAAQhoAl9gAQEIQAACRQIkR+4KCEAAAhYCJEduCwhAAAJtJMfFTVcdN4tAgApFTbRsHn80sW/ovZyh1JUR1pB8Mp+c5sfjJpDgeZQBEI/w/wvXFZWjfhgzqXDwtN1u15O+t6szZH38M94wk1qgZShXZumG5E9OzyP3vbOdsYvShtsrsCEQd/P2R9YA4u1mx7FPAtVt9WguMmGUDFfDj89ERS7yCRl2YlHb7evtiU92bflOKAvQTwM96cnta+ZzG976Z71omvPTCnCLm974XDEOJe5tXLt1DicgB/POxIETEF/lUT8qDRrHfNTRj60sFY1nOPcxU0rqYcJeH6mtUXT2J+vYnXHS8FJQVHAbjYh0Js52zmmoUq7SSZWKMgGFalm5que9cEnK3oJeoSv8yYl80Yv7mZwDIS+6TkNmMqICyCTpLJJwuJtblNodRYFM+MgPwleJJPerZyQEUgJuGzKLh/EyeclaW8Pe2894znknqTGjNlAXIPGyoJgprkrSwk+UKhZzS93467lExXT4cqny5HL8EK2F2ucUPaxReBplmjTo9p6vRBrInDVERJWcmTp03erqvew1OR0mTWxSnTt30K7o3N/Q67cMY9GEL9/WVvMKIGMVz/WkM74uW94sN897s48UjOaj6VDeV4ub4WqyFvFwn9MdCCOPlkB1ckwe2/jeK6G0eV919AM+nOpRejmtN14mJ8XDJoeaOyhl5jViMpqrlKbX0+xzLl6m/cld2rlqD0KSTJp7tumO3kuvJy0P6wpoAV0Nys5DEyAnF1elqdV5soqBgyfZ93dl7OqSa8M9c3xyAm5rjtVpQxYbukMWBYO6UdXrPK4c9R5A9G7fbi9f0l0eu7mFu1xBLytjcsOd51R2si1XRUgrR03v+/s8gKNcqZgrJPeXejDLfn/nBtPBfDPxpybg1lZXIxhc6m42HSiLmviQTXluBtETiQ51+iLTkdXc6nFwJ2yccph9Tvngx213fv64CNmVH2V+Xr3v+h6M+xU1vLcO4EhWe9P7uBfePN5P+1cXavdGXffm8dqMZiUQGfjRZVyp1zGPeo5sLGyOxKLC89XsdZbdLnSLUUPymB8DAbcNGb1ImV/yjltC87SxCK8A9ieTZNchY27dpVHr/+WHuc1jbIkki5vpvpFNUvZLSPkNGbnrEK3rV/lPp93Du2Vi24aMFXIN8k0X1VPGlv0tI5q5tkAD0c/NHuZqrdK2M5YjH+/BpBpse3E7gtkUFPafmgD/eOIY3oAfeY2i6hO7Y2XbWh+pBF8QaESgjba6kQCMIQABCIRIgOQYYlTQBAEIeCdAW+09BAiAAARCJEDlGGJU0AQBCHgnQHL0HgIEQAACIRIgOYYYFTRBAALeCZAcvYcAARCAQIgESI4hRgVNEICAdwIkR+8hQAAEIBAiAZJjiFFBEwQg4J0AydF7CBAAAQiESIDkGGJU0AQBCHgnQHL0HgIEQAACIRIgOYYYFTRBAALeCZAcvYcAARCAQIgESI4hRgVNEICAdwIkR+8hQAAEIBAiAZJjiFFBEwQg4J0AydF7CBAAAQiESIDkGGJU0AQBCHgnQHL0HgIEQAACIRIgOYYYFTRBAALeCfwD5FR+9xcD434AAAAASUVORK5CYII=)

1. **Write a java program to implement Stack using Generic class.**

**Source Code :**

**import** java.util.\*;

**public** **class** GenericStack <T> {

**private** ArrayList<T> stack = **new** ArrayList<T>();

**private** **int** top=0;

**public** **int** size() {

**return** top;

}

**public** **void** push(T item) {

stack.add(top++,item);

}

**public** T pop() {

**return** stack.remove(--top);

}

**public** **static** **void** main(String args[]) {

GenericStack<Integer> s =**new** GenericStack<Integer>();

GenericStack<String> st =**new** GenericStack<String>();

s.push(17);

st.push("Satya");

s.push(33);

s.push(3);

**int** i =s.pop();

String str=st.pop();

System.***out***.format("Popped from stack is : %d",i);

System.***out***.format("\nPopped from stack is : "+str);;

}

}

**Output :**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOMAAAA0CAIAAAD31xiMAAAAAXNSR0IArs4c6QAABQRJREFUeF7tWz164jAQdbbbI2yzFaTIxwnICSANVdp0UIZmu5TptoEy7tKmogmcIJyAL0Wg2WaPsC0ryZIs2bIlx2A85LkBZP3MvHnWjO3HxZ+//37++B6J4/n5OfmCAwi0DYELk6ltMw72AAGNwDdgAQRIIACmkggTjIzAVJCABgKtYepufn0xWXlA452S43q+owEwtzLIt9Qd4aUXCzruH8ZSJ1NXE8kH/tEiyFa/p9Fsu+fH233nMACEzlKRbaHTnqyfEWMaV33RnjpeCkLst7PNsC2e7D42Ue+yYYaegEqd+7f9/mlw3JUHT0mAWYSj6R2BDOXL/p2b2/76fStQS3Ov3mjZlTmZq5SsGO1sdA43GrvTdXFokpV5l3gotnu50VsraaNydrKG6/mcJwr5UZoojOGJR6LBWFyVHmbqMTOP0Z5NSMncJWlKj7X65EwqY7GYolomJHH9s+ep8uJKP5bjSO2p7GvU5xl3O+snX8RlqL7z07Kvv1HNuWejkqn4cNnKh+sOOYv0snYXbV0yFz/pspO38ZOyO/upPHEsZDhvni21zzhpuKSHy9OmtW4P9TZnY1FgUsEcRkxKVxH92FGCRen4hk9GBUzVF630IxMohZ2Joe7iahRkMQ4xrWasZP9nmJoZ47RTNcr1ypkqLc3a4mKqirXwKxlgumQxNe3ij3B2rQKT/BMF9XBdW0EDm+3kq1MPdeuyfV9b127jd0TBVZ+oEvf70cJ3O7maDDdGkvEsMF4ux/GwWlJWUwabFOyk2XEwGkebj9Y/SvHVqRosVq/Gj7Lw3s0f4/5V18aF3Zivx6PMfYBuZHCsp78zT6G6V/31y2tSCt6V1anhEeB1dbmdgXOxOw62lcULZXLnsmfHk9/fyYN7Kb9yl3J+JucGT/z2tGIFaVEqY1KBJ1Xr1NUi7t/etP9G1VOnmjt8muz09mjmv/LGpIJUh1nxytzpL8byCdg9JmdnlexvlSlWCZCekdbrdfqzWVrZW34mE2TK2JLKMFskifHFJjnzb1CdagSOSJ1aU6HCrt/FKPtExdkYuJWhGxBwIxCa/YEfEDgtAmDqafHH6qEI1Mz+ocugHxCoiQD21JoAYnhDCICpDQGNZWoi0BqmBmmVoPqrGW7Cw6H6Cwxe0JUUOFcruhmqF9/biFb47nubCtVf87RqQPXHuNd9uU30Ruw4tsTwEBj6sj9Uf19B9aeYlNcxOhWPvDEVLae/imSQhyBqVKSlguov86by3FR/8hVt0atUy13na2zzhXhOBBeg4ayqxILqL4vYl1L9Zfnq0DG6FZla3WhJKN3Dq3LS3d9Xp0L1V5i6zkH1J0ripZK5VfBo8GsWcRkck5H1HuR/2ioM/0Q94KtT1ZR+NR1Ufxwrgqo/Ll8UGk63jpE5lVM88rb7h97L63wRa6Vn4fBP0NI1BKo/O9l8DdWflabTfwUV6BhN4aFR2ObkhYXDD5H/a773h+rvQBsGxWlY8B+vtk39eyM0+1NEEjYfEwFWlcZjVaIecyE5N5jaAMjntoR4bsr/RNbkG4Oa2f/cYgB/WosA9tTWhgaGWQiAqSAEDQTAVBpxgpVgKjhAAwEwlUacYCWYCg7QQABMpREnWAmmggM0EABTacQJVoKp4AANBMBUGnGClWAqOEADATCVRpxgJZgKDtBAAEylESdYCaaCAzQQAFNpxAlWgqngAA0EwFQacYKV/wFyjaiVfEWlmQAAAABJRU5ErkJggg==)

**10. Write java program to swap two values using generic method.**

**Source Code :**

**public** **class** GenericSwap {

**static** <T> **void** swap(T first, T second) {

System.***out***.println(" Before Swapping ");

System.***out***.println(first);

System.***out***.println(second);

T temp = first;

first=second;

second=temp;

System.***out***.println("After Swapping ");

System.***out***.println(first);

System.***out***.println(second);

}

**public** **static** **void** main(String[] args) {

*swap*(10,20);

*swap*("Satya","Sri");

}

}

**Output :**
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**1. What is thread?**

A thread is an independent path of execution within a program. A java program can have many threads, and these threads can concurrently, either asynchronously or synchronously.

**2. Write the difference between multithreading and multitasking**

|  |  |
| --- | --- |
| **Multithreading** | **Multitasking** |
| 1.In multithreading, many threads are created from a process through which computer power is increased. | 1. In multitasking, users are allowed to perform many tasks by CPU. |
| 2.CPU switching is often involved between the threads. | 2.CPU switching between the tasks. |
| 3.In multithreading, processes are allocated same memory. | 3.While in multitasking, the processes share separate memory. |
| 4.Component does not involve multiprocessing. | 4.Component involves multiprocessing. |
| 5.Each process share same resources. | 5.Processes don't share same resources, each process is allocated separate recources. |
| 6.Termination of thread takes less time. | 6.Termination of process takes more time. |

**3. What is Enumeration?**

It is one of the predefined interface present in java.util.\* package.

The purpose of enumeration interface object is that to extract the data from any legacy collection framework variable in forward direction only.

Enumeration means a list of named constant. In Java, enumeration defines a class type. An Enumeration can have constructors, methods and instance variables. It is created using **enum** keyword. Each enumeration constant is public, static and final by default.

**4. What is autoboxing?**

Autoboxing refers to the automatic conversion of a primitive type variable to its corresponding wrapper class object. The compiler automatically handles the conversion when a primitive value is passed as an argument to a function which a wrapper class object. assigned to a variable of the type wrapper class.

**5. What is wrapper class?**

The wrapper class in java provides the mechanism to convert the primitives into object and object into primitive.

**6. what is transient modifier?**

The transient modifier tells the java object serialization subsystem to exclude the field when serializing an instance of the class. When the object is then deserialized, the field will be initialized to the default value; i.e., Null for a reference type, and zero or false for a primitive type.

**7. What is Generic class?Write the syntax of generic class.**

A class is generic if it declares one or more type variables. These type variables are known as the type parameters of the class.

**Syntax : Example:**

public class Generic\_class<Type>{ public class ArrayList<E>{

} }

**8. What is stream?**

A stream is an abstraction that either produces or consumes information. Java provides two types of input stream and output stream.

* The InputStream is used to read data from a source
* The OutputStream is used for writing data to a destination.

java.io package is implements all the stream classes.

**9.What is predefined stream?**

Java Provides three predefined stream objects : in ,out, and err defined in the System class of the java.lang packages.

* The out object refers to the standared output stream or console.
* The in object refers to standard input, which is the keyboard.
* The err object refers to a standard error.

**10.What is multithreading?**

Multithreading is a process that allows execution of two or more threads simultaneously to maximum utilization of CPU. A thread is a lightweight sub-process, the smallest unit of processing.

**11. What is the use of toString()?**

A toString() is an in-built method in java that returns the value given to it String format. any object that this method is applied on , will then be returned as a string object. The toString() method is used to return a string representation of an object.

**12.What is deadlock?**

Deadlock is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, i.e., acquired by another thread and second thread is waiting for an object lock that is acquires by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.

**13. Write inter thread communication methods.**

The process of exchanging the data/information between multiple threads with the consistent common is known as Inter Thread Communication.

Inter Thread Communication Methods present in java.lang.object. They are :

1. public final void wait(long)
2. public final void wait()
3. public final void notify()
4. public final void notifyAll()

**14. Write the difference between Checked and Unchecked exception.**

|  |  |
| --- | --- |
| **Checked Exception** | **Unchecked Exception** |
| 1.Checked Exceptions occur at compile time. | 1.Unchecked Exceptions occur at runtime. |
| 2.The compiler checks a checked exception. | 2.The compiler does not check these types of exceptions. |
| 3.These types of exceptions can be handled at the time of compilation. | 3.These types of exceptions cannot be a catch or handle at the time of compilation, because they get generated by the mistakes in the program. |
| 4.They are the sub-class of the exception class. | 4.They are runtime exceptions and hence are not a part of the Exception class. |
| 5.JVM needs the exception to catch and handle. | 5.JVM does not require the exception to catch and handle. |
| 6.Examples of checked exceptions :   * File Not Found Exception * No Such File Exception * No Such Method Exception * Class Not Found Exception * Interrupted Exception | 6.Examples of unchecked exceptions :   * Security Exception * Array Index Out Of Bounds Exeption * No Such Element Exception * Empty Stack Exception * Arithmetic Exception * Null Pointer Exception * Undeclared Throwable Exception |

**15. What is thread synchronization?**

The process of allowing one thread among multiple threads into the shareable area for perform write/ read operations for getting result by eliminating inconsistent results is called synchronization