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实验地点： 实验日期： 2024 年 4 月 14 日

1. 实验目的
2. 实验过程及结果

编写两个函数，一个函数来生成斐波那契数列，另一个函数来生成素数序列通过调用这两个函数生成分子和分母，组合成分数数列，并计算其总和。最后，输出结果。

# 函数1: 生成斐波那契数列

def fibonacci(n):

    fib\_sequence = [0, 1]  # 前两项

    for i in range(2, n):

        fib\_sequence.append(fib\_sequence[-1] + fib\_sequence[-2])

    return fib\_sequence

# 函数2: 判断是否为素数

def is\_prime(num):

    if num <= 1:

        return False

    elif num <= 3:

        return True

    elif num % 2 == 0 or num % 3 == 0:

        return False

    i = 5

    while i \* i <= num:

        if num % i == 0 or num % (i + 2) == 0:

            return False

        i += 6

    return True

# 主函数: 生成分数数列并计算前20项之和

def sum\_fraction\_series(n):

    fib\_sequence = fibonacci(n)  # 生成斐波那契数列

    primes = []

    i = 2

    while len(primes) < n:

        if is\_prime(i):

            primes.append(i)

        i += 1

    fraction\_series = []

    for i in range(n):

        numerator = fib\_sequence[i]  # 分子为斐波那契数列中的值

        denominator = primes[i]  # 分母为素数序列中的值

        fraction\_series.append(numerator / denominator)

    sum\_series = sum(fraction\_series)  # 计算分数数列的和

    return sum\_series

# 计算前20项之和并输出结果

result = sum\_fraction\_series(20)

print("前20项分数数列之和为:", result)

![](data:image/png;base64,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)

通过迭代输入的DNA序列，计算每个可能长度的子序列的GC-Ratio，并记录下最高的GC-Ratio以及对应的子序列长度。

calculate\_gc\_ratio 函数计算了一个给定子序列的GC-Ratio，而 find\_highest\_gc\_ratio 函数找到了最高的GC-Ratio和对应的子序列长度。然后对示例DNA序列调用这两个函数，并输出结果。

def calculate\_gc\_ratio(sequence):

    gc\_count = sequence.count('G') + sequence.count('C')  # 统计GC出现次数

    total\_bases = len(sequence)  # 总碱基数

    gc\_ratio = gc\_count / total\_bases

    return gc\_ratio

def find\_highest\_gc\_ratio(sequence):

    max\_gc\_ratio = 0

    max\_gc\_ratio\_length = 0

    sequence\_length = len(sequence)

    # 迭代不同长度的子序列

    for length in range(1, sequence\_length + 1):

        for start\_index in range(sequence\_length - length + 1):

            sub\_sequence = sequence[start\_index:start\_index + length]

            gc\_ratio = calculate\_gc\_ratio(sub\_sequence)

            if gc\_ratio > max\_gc\_ratio:

                max\_gc\_ratio = gc\_ratio

                max\_gc\_ratio\_length = length

    return max\_gc\_ratio, max\_gc\_ratio\_length

# 示例DNA序列

dna\_sequence = "ATGCGCTAAGCTAGCTAGCTGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCGATCG"

max\_gc\_ratio, max\_gc\_ratio\_length = find\_highest\_gc\_ratio(dna\_sequence)

print("最高的GC-Ratio为:", max\_gc\_ratio)

print("对应的子序列长度为:", max\_gc\_ratio\_length)
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计算两个字符串的最大公共子串长度可以使用动态规划算法。我们可以创建一个二维数组，其中 dp[i][j] 表示以字符串1的第 i 个字符和字符串2的第 j 个字符结尾的公共子串的长度。如果两个字符相同，那么 dp[i][j] 可以通过 dp[i-1][j-1] + 1 来计算；否则，dp[i][j] 应该为0。定义了一个 longest\_common\_substring\_length 函数来计算两个字符串的最大公共子串的长度。在函数中，我们先将两个字符串转换为小写，然后初始化一个二维数组 dp 用于动态规划计算。接着我们遍历两个字符串，如果当前字符相同，则更新 dp[i][j] 为前一个对角线的值加1，同时更新最大公共子串的长度。最后返回最大公共子串的长度。

def longest\_common\_substring\_length(s1, s2):

    # 将两个字符串转换为小写，以便字符不区分大小写

    s1 = s1.lower()

    s2 = s2.lower()

    # 初始化动态规划数组

    dp = [[0] \* (len(s2) + 1) for \_ in range(len(s1) + 1)]

    max\_length = 0  # 记录最大公共子串的长度

    # 动态规划计算公共子串长度

    for i in range(1, len(s1) + 1):

        for j in range(1, len(s2) + 1):

            if s1[i - 1] == s2[j - 1]:

                dp[i][j] = dp[i - 1][j - 1] + 1

                max\_length = max(max\_length, dp[i][j])

    return max\_length

# 示例字符串

string1 = "HelloWorld"

string2 = "WelcomedToTheWorld"

result = longest\_common\_substring\_length(string1, string2)

print("最大公共子串的长度为:", result)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWsAAAA5CAIAAAB/FZ1nAAAAAXNSR0IArs4c6QAABVxJREFUeF7tmj1OJjEMhpetOAZHoGdvQUnNGWjpEBIlgotASbclEkgcgCvQQcdmFSka5dfx8OHBeqba/bBj+0nmTTwze5+fn7+4IAABCKgI/FZ54QQBCEDgPwEUhHUAAQjoCaAgenZ4QgACKAhrAAIQ0BNAQfTs8IQABFAQ1gAEIKAnoFeQP+1LmE4YQGiZmU05ZsZTvrtOr0xGmJ7QrJW/zl3npWOI108hoFeQUOHf2rW7yne9gjuamP60u+rWjyznE+ZNYiyxWZ82I/xoAnvqL8o6yyssUAmUMILQMo6W7KccM+Mp32UVHcfhnVYtszqgML3SrO84zDBWWua5HFaYm2TqsfFDICiI7jo6Oqo6tn4vjeWWwTczlvuqHZcJ98P1Q1R9w4/ZFcNVfxyiG9JYGrT+PZzNYRTdQsLrRxNY1cVUj/0bEddl37HMM55l4iVMdUd777IFXB6y0u+26bVOJcKs5Gb39/fZQnp+fpa7Y2lLQN/FTOUtv12HZ+kUV3hjr+liYtrDVmtYXb87SA2aPNXZhm6YYVmmwmVqSSTjoCCPj49nZ2f7+/u6EfAyJDCtIJKFlerp33s6CRA+m2gJjTDo8lAwOz2SEKVYVO/hFkBJiBYo3aONMuJsDi2MKMjsAtuU/bSClLeWeiVJHIfb8nCQ4QipIvnErFfGVlad23uNdreGHdLrnPiqvh8fH5eXly8vL1dXVwcHBxKkKIiE0mZt9AqyLKl8Oyg5+UevjqVw3+v3GkIFqc6Q5AYT3thZmaVXMpB0KNFGkl5V8bO5k6zOMuIXKsjFxUXK4fr6+vDwUJISNpsgoHsOXD7Pn3rCn96tTD3enzJOda15FyOJWNoofqnS60RPf5JkWL7Jmp302fRmx0/2T09PIdbd3Z16BBy/mYD+XUzYguKVCaFkY0w2wk+bSq3t7/wpt2jW/+8mhHyRxPD41j/9dcpZcsiYbARCOH2cnJyEB6uhG9pISqQxIKBTrM6mJNkVZw8s1V1UEkhXXev80vpiovy4o/W5x9TJSHIGSV+R9CvtnFmGGFsGQ0cd/Jubm9PT07e3N507Xt9M4JcuXlw9y/tEuJR1WlBdrMIV/OO6GIl+lYqgk5shQ/mwuoWUeb2/v5+fnwcR+ZLRGOQbCEw/SV22D/G8nT35m304Wj7qK9uizjlK8VpE0mcNs+o3C8NOpPMktfP6I/tT+ZA4GAy/PYlTFodS0Ounp3gXsyR5e3v78PAgf49Di2FPQKFS1V1d0pj0dzzFdvflA2b7/3CLbvU1Q6qdk1E633UGiae/TlfVaZeymZptUvrpxUPE8fHx6+vrEEI0CCeOdJjl9CGEth0zZRezLKC6mrMfOyt+OJQO1vDmX2/QSmw48rCi4QhDgyxEukU7oiPZA+S96rBGDHwQmO5i7E9NZAABCGyGgP5t7mZKIBEIQMCMAApihp7AEHBAAAVxMImUAAEzAiiIGXoCQ8ABARTEwSRSAgTMCKAgZugJDAEHBFAQB5NICRAwI4CCmKEnMAQcEEBBHEwiJUDAjAAKYoaewBBwQAAFcTCJlAABMwIoiBl6AkPAAQEUxMEkUgIEzAigIGboCQwBBwRQEAeTSAkQMCOAgpihJzAEHBBAQRxMIiVAwIwACmKGnsAQcEAABXEwiZQAATMCKIgZegJDwAEBFMTBJFICBMwIoCBm6AkMAQcEUBAHk0gJEDAjgIKYoScwBBwQQEEcTCIlQMCMAApihp7AEHBAAAVxMImUAAEzAiiIGXoCQ8ABARTEwSRSAgTMCKAgZugJDAEHBFAQB5NICRAwI4CCmKEnMAQcEEBBHEwiJUDAjMA/TqD4hspg74AAAAAASUVORK5CYII=)