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## Abstract

The main aim of this project is to predict the a behavior pattern labelled as "classe" variable from exercise activities. The data for this project come from this source: <http://groupware.les.inf.puc-rio.br/har>. The collected data from accelerometers on belt, forearm, arm, and dumbell of 6 participants will be used to perform machine learning project. Links to the datasets are; <https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv>, for training data set,;<https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv>, for testing data set. ## Download required packages and data We shall download packages required and data.

#Required packages  
library(caret)

## Warning: package 'caret' was built under R version 3.2.5

## Loading required package: lattice

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 3.2.5

library(ggplot2)  
library(lattice)  
library(rattle)

## Warning: package 'rattle' was built under R version 3.2.5

## Rattle: A free graphical interface for data mining with R.  
## Version 4.1.0 Copyright (c) 2006-2015 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 3.2.5

## Loading required package: rpart

## Warning: package 'rpart' was built under R version 3.2.5

library(randomForest)

## Warning: package 'randomForest' was built under R version 3.2.5

## randomForest 4.6-12

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(MASS)  
set.seed(12356)  
PmlTraining <- read.table("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv", header = TRUE, sep = ",", dec = ".", na.strings=c("NA","#DIV/0!",""))  
pmlTesting <- read.table("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv", header = TRUE, sep = ",", dec = ".", na.strings=c("NA","#DIV/0!",""))  
#str(PmlTraining) to check dataset

## Data cleaning

Processing data for analyses, by removing variables with missing data and character observations.

#Replace characters #DIV/0!with NA  
tr <- as.data.frame(sapply(PmlTraining,gsub,pattern="#DIV/0!",replacement="NA"))  
test <- as.data.frame(sapply(pmlTesting,gsub,pattern="#DIV/0!",replacement="NA"))  
# Remove variables with missing values  
PmlTraining1 <-tr[,!sapply(tr,function(x) any(is.na(x)))]  
pmlTesting <- test[,!sapply(test,function(x) any(is.na(x)))]  
#Remove the first seven variables to avoid interferance .  
Training1 <- PmlTraining1[,-c(1:7)]  
Testing1 <- pmlTesting[, -c(1:7)]  
#set all variables as numeric class with exception of classe variable  
Training1[, 1:52] <- lapply(Training1[, 1:52], as.numeric)  
Testing1[, 1:52] <- lapply(Testing1[, 1:52], as.numeric)  
dim(Training1)

## [1] 19622 53

dim(Testing1)

## [1] 20 53

## Splitting training dataset

set.seed(12356)  
inTrain <- createDataPartition(y=Training1$classe, p=0.75, list=FALSE)  
training <- Training1[inTrain,]; validation <- Training1[-inTrain,]  
dim(training);dim(validation)

## [1] 14718 53

## [1] 4904 53

## Exploratory analysis

#Due to the space limited the plots will not be shown  
# check covariance and corrilation using (cov(training[, 1:53]);cor(training[, 1:53]))  
#featurePlot(x=Training1[, c(1:52)], y = Training1$classe, plot = "pairs")

## Fitting three different models.

we shall fit three different models and compare there accuracy and choose the best model for prediction on the testing data set. ### Model 1 : Desicion tree

set.seed(12356)  
Fit <- train(classe~., method = "rpart", data = training)  
fancyRpartPlot(Fit$finalModel)
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fit2Rf <- randomForest(classe~.,data=training, ntree=200, importance=TRUE)  
plot(fit2Rf)

![](data:image/png;base64,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) ### Model 3 : Linear Discriminant Analysis

Fitlda <- train(classe~., method = "lda", data = training)

## Predict on the testing set

pred1 <- predict(Fit, validation)  
pred2 <- predict(fit2Rf, validation)  
pred3 <- predict(Fitlda, validation)  
predDf <- data.frame(pred1, pred2, pred3, classe = validation$classe)  
CombMod <- train(classe~., method = "rf", data = predDf)  
pred4 <- predict(CombMod, predDf)  
  
  
rbind(postResample(pred1, obs = validation$classe), postResample(pred2, obs = validation$classe), postResample(pred3, obs = validation$classe), postResample(pred4, obs = validation$classe))

## Accuracy Kappa  
## [1,] 0.5207993 0.3898592  
## [2,] 0.9942904 0.9927767  
## [3,] 0.6188825 0.5168612  
## [4,] 0.9942904 0.9927767

AccuTest <- confusionMatrix(pred4, validation$classe)  
AccuTest

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 1394 7 0 2 0  
## B 1 939 2 0 0  
## C 0 3 851 7 2  
## D 0 0 2 795 2  
## E 0 0 0 0 897  
##   
## Overall Statistics  
##   
## Accuracy : 0.9943   
## 95% CI : (0.9918, 0.9962)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9928   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9993 0.9895 0.9953 0.9888 0.9956  
## Specificity 0.9974 0.9992 0.9970 0.9990 1.0000  
## Pos Pred Value 0.9936 0.9968 0.9861 0.9950 1.0000  
## Neg Pred Value 0.9997 0.9975 0.9990 0.9978 0.9990  
## Prevalence 0.2845 0.1935 0.1743 0.1639 0.1837  
## Detection Rate 0.2843 0.1915 0.1735 0.1621 0.1829  
## Detection Prevalence 0.2861 0.1921 0.1760 0.1629 0.1829  
## Balanced Accuracy 0.9984 0.9944 0.9962 0.9939 0.9978

From the above comparison result Random Forests model provided the best result with accuracy of 99.43% which gives sample error to 0.57% and so as to the combined models. For this project we shall use Random Forests model to predict on the testing dataset. ## Predicting on the testing dataset

pred5T<- predict(fit2Rf, newdata = Testing1, type = "class")  
pred5T

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20   
## E E E E E E E E E E E E E E E E E E E E   
## Levels: A B C D E