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Q1,

Sol:

1. I think this statement is NOT true.

A hybrid architecture builds agent out of two subsystems: a deliberative one to develop plans and make decision by symbolic reasoning, and a reactive one to react to events without complex reasoning, and those subsystems are arranged into hierarchy of interacting layers. For InteRRap architecture, it satisfies the requirements above. InteRRap contains three layers: behavior-based layer, local planning layer, and cooperative plaining layer, where behavior-based layer plays a role of the reactive subsystem – it deals with reactive behavior, and local planning layer plays a role of the deliberative subsystem – it deals with planning to achieve the agent’s goal. InteRRap uses a vertically layered two-pass architecture, the control may flow to higher layers when the lowest layer receives perceptual input, and flow back to the lowest layer after a decision is made at the higher layer. Moreover, each layer of InteRRap has an associated knowledge base, and which can map raw information to complex models.

Therefore, InteRRap architecture is a hybrid agent architecture.

1. The differences between a Vickrey auction and an English auction are:
2. They have different auction form

* In Vickrey auction, bidders submit their bid to auctioneer, and the highest bidder wins, but he/she pays the price of second-highest bid
* In English auction, bidders raise freely his/her bid publicly, and auction ends if no bidder is willing to raise bid anymore

1. In English auction, bidders have the incentive to speculation; but in Vickrey auction, there is no incentive to speculation
2. In Vickrey auction, the dominant strategy of bidders is to submit valuation truthfully; but in English auction, the dominant strategy of bidders is to bid a small amount above highest current bid until the valuation of bidder is reached
3. 1. Possible percepts: Per = {dirt, clean, hole}, which means the environment is dirt/clean/hole.

Domain predicates describing internal state:

In(x, y) – agent is at (x, y)

Near(x, y) – agent can move to (x, y) by only one step

Dirt(x, y) – there is dirt at (x, y)

ObserveDirt(x, y) – there is dirt at (x, y) observed by agent

ObserveHole(x, y) – there is hole at (x, y) observed by agent

IsAvoid(x, y) – agent should not move to (x, y)

AllTravel – all positions have been traveled or observed

Possible actions: Act = { Move(x, y) – agent moves to (x, y)

Suck – suck dirt

ObserveAndExchange – agents observe all adjacent cells,

and exchange information they

already know, such as the

location of explored area or hole

Wait – agent waits in place

Finish(x, y) – agent complete the clean-up task and

move to specified location (x, y)

Avoid(x, y) – delete (x, y) from locations that agent

possible moving to, i.e., make (x, y)

become IsAvoid(x, y)}

Deduction rules:

In(x, y) ∧ Dirt(x, y) -> Do(Suck)

In(x, y) ∧ ¬ Dirt(x, y) -> Do(ObserveAndExchange)

In(x, y) ∧ ¬ Dirt(x, y) ∧ ¬ AllTravel -> Do(Wait)

Near(x, y) ∧ ObserveHole(x, y) -> Do(Avoid(x, y))

In(x, y) ∧ ¬ Dirt(x, y) ∧ ObserveDirt(¬ x, ¬ y) ∧ ¬ IsAvoid(¬ x, ¬ y) ∧ ¬ AllTravel

-> Do(Move(¬ x, ¬ y))

In(x, y) ∧ ¬ Dirt(x, y) ∧ ¬ IsAvoid(¬ x, ¬ y) ∧ ¬ AllTravel -> Do(Move(¬ x, ¬ y))

In(x, y) ∧ ¬ Dirt(x, y) ∧ AllTravel -> Do(Finish(¬ x, ¬ y))

In the Vacuum World, the robot R could move to adjacent four cells (up, down, left, and right). It can also observe adjacent cells to detect whether there is dirt or hole (ObserveHole, and ObserveDirt), and after observation, the agents will exchange the information they already know, including the location of explored area, the location of hole, and the location of cleaned area. Moreover, each robot maintains a database, which record cells that have traveled or observed (AllTravel is get from this), and cells that should be avoided (IsAvoid), and they will update the database according to the exchanged information as well.

2. Clean task start

|  |  |
| --- | --- |
| Robot agent A | Robot agent B |
| In(1, c) ∧ ¬ Dirt(1, c) -> Do(ObserveAndExchange) | In(2, a) ∧ ¬ Dirt(2, a) -> Do(ObserveAndExchange) |
| In(1, c) ∧ ¬ Dirt(1, c) ∧ ¬ IsAvoid(1, d) ∧ ¬ AllTravel -> Do(Move(1, d)) | In(2, a) ∧ ¬ Dirt(2, a) ∧ ObserveDirt(2, b) ∧ ¬ IsAvoid(2, b) ∧ ¬ AllTravel -> Do(Move(2, b)) |
| In(1, d) ∧ ¬ Dirt(1, d) -> Do(ObserveAndExchange) | In(2, b) ∧ Dirt(2, b) -> Do(Suck) |
| Near(1, e) ∧ ObserveHole(1, e) -> Do(Avoid(1, e)) | In(2, b) ∧ ¬ Dirt(2, b) -> Do(ObserveAndExchange) |
| In(1, d) ∧ ¬ Dirt(1, d) ∧ ¬ IsAvoid(2, d) ∧ ¬ AllTravel -> Do(Move(2, d)) | In(2, b) ∧ ¬ Dirt(2, b) ∧ ¬ IsAvoid(2, c) ∧ ¬ AllTravel -> Do(Move(2, c)) |
| In(2, d) ∧ ¬ Dirt(2, d) -> Do(ObserveAndExchange) | In(2, c) ∧ ¬ Dirt(2, c) -> Do(ObserveAndExchange) |
| In(2, d) ∧ ¬ Dirt(2, d) ∧ ObserveDirt(2, e) ∧ ¬ IsAvoid(2, e) ∧ ¬ AllTravel -> Do(Move(2, e)) | In(2, c) ∧ ¬ Dirt(2, c) ∧ ObserveDirt(3, c) ∧ ¬ IsAvoid(3, c) ∧ ¬ AllTravel -> Do(Move(3, c)) |
| In(2, e) ∧ Dirt(2, e) -> Do(Suck) | In(3, c) ∧ Dirt(3, c) -> Do(Suck) |
| In(2, e) ∧ ¬ Dirt(2, e) -> Do(ObserveAndExchange) | In(3, c) ∧ ¬ Dirt(3, c) -> Do(ObserveAndExchange) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ ¬ IsAvoid(3, e) ∧ ¬ AllTravel -> Do(Move(3, e)) | In(3, c) ∧ ¬ Dirt(3, c) ∧ ¬ IsAvoid(3, c) ∧ ¬ AllTravel -> Do(Move(4, c)) |
| In(3, e) ∧ ¬ Dirt(3, e) -> Do(ObserveAndExchange) | In(4, c) ∧ ¬ Dirt(4, c) -> Do(ObserveAndExchange) |
| In(3, e) ∧ ¬ Dirt(3, e) ∧ ¬ IsAvoid(4, e) ∧ ¬ AllTravel -> Do(Move(4, e)) | Near(4, b) ∧ ObserveHole(4, b) -> Do(Avoid(4, b)) |
| In(4, e) ∧ ¬ Dirt(4, e) -> Do(ObserveAndExchange) | In(4, c) ∧ ¬ Dirt(4, c) ∧ ¬ IsAvoid(5, c) ∧ ¬ AllTravel -> Do(Move(5, c)) |
| Near(5, e) ∧ ObserveHole(5, e) -> Do(Avoid(5, e)) | In(5, c) ∧ ¬ Dirt(5, c) -> Do(ObserveAndExchange) |
| In(4, e) ∧ ¬ Dirt(4, e) ∧ ¬ IsAvoid(3, e) ∧ ¬ AllTravel -> Do(Move(3, e)) | In(5, c) ∧ ¬ Dirt(5, c) ∧ ¬ IsAvoid(5, b) ∧ ¬ AllTravel -> Do(Move(5, b)) |
| In(3, e) ∧ ¬ Dirt(3, e) ∧ ¬ IsAvoid(2, e) ∧ ¬ AllTravel -> Do(Move(2, e)) | In(5, b) ∧ ¬ Dirt(5, b) -> Do(ObserveAndExchange) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ ¬ AllTravel -> Do(Wait) | In(5, b) ∧ ¬ Dirt(5, b) ∧ ¬ IsAvoid(5, a) ∧ ¬ AllTravel -> Do(Move(5, a)) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ ¬ AllTravel -> Do(Wait) | In(5, a) ∧ ¬ Dirt(5, a) -> Do(ObserveAndExchange) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ ¬ AllTravel -> Do(Wait) | In(5, a) ∧ ¬ Dirt(5, a) ∧ ObserveDirt(4, a) ∧ ¬ IsAvoid(4, a) ∧ ¬ AllTravel  -> Do(Move(4, a)) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ ¬ AllTravel -> Do(Wait) | In(4, a) ∧ Dirt(4, a) -> Do(Suck) |
| In(2, e) ∧ ¬ Dirt(2, e) ∧ AllTravel -> Do(Finish(2, e)) | In(4, a) ∧ ¬ Dirt(4, a) ∧ AllTravel -> Do(Finish(4, a)) |

Clean task finish

Q2,

Sol:

1. What I designed is a question answering agent architecture, and its architecture is shown in below:

![](data:image/png;base64,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)

This agent architecture is a vertically layered two-pass architecture, and consists of three layers: impression layer, solution layer, and discussion layer. Impression layer deals with reactive behavior, if question is simple or it has impression, it will answer the question. Solution layer deals with complex questions by reasoning to achieve the goal of agent. Discussion layer deals with social interactions, it will discuss with other agents to solve questions. Moreover, each layer has a relevant knowledge base, which can provide necessary information. Control may flow from lower layers to higher layers if the lower layer cannot deal with the current situation, and then control flow back again after high layer make a decision. For example, the agent needs to solve a question, now control in the impression layer. If the question is simple or agent has solved it before (has an impression), then impression layer will solve it and output result, otherwise, control will flow to solution layer or even discussion layer. After higher layer solved the question by reasoning or discussing with other agents, the control will flow back to impression layer to output the solution.

1. Practical reasoning is reasoning directed towards actions, and it figures out what agent should do. Practical reasoning is a matter of weighing conflicting considerations for and against competing options, where the relevant considerations are provided by what the agent desires/values/cares about and what the agent believes. Moreover, practical reasoning consists of two components: deliberation, and means-ends reasoning, and deliberation decide what state of affairs we want to achieve, and means-ends reasoning decide how to achieve these states of affairs. For instance, an agent now feels weary, so it has an initial intention – {take a rest}. It also has some beliefs – {sleep -> take a rest, and go to bedroom ∩ go to bed -> sleep}. Thus, the agent can generate desires according to intention and beliefs, the desires may be – {sleep, go to bedroom, go to bed}. Finally, the agent will get the intention – {take a rest, sleep, go to bedroom, go to bed}, and it will go to bedroom, and go to bed, then sleep to take a rest.
2. 1. The “Blind Commitment” protocol is used in this code.

2. Delete the 13 – 21 line, and the code will become “Overcommitted”.

3. Change the 9th line to: “while not (empty() or succeeded(I, B) or believeimpossible(I, B)) do”, and the code will become use “Open-minded commitment”.

4. Assume the commitment protocol “Single-minded commitment” is used in the above code, the agent will stop to reconsider its intentions in the 15th line.

1. 1. A STRIPS Planning Strategy is a planner. Planner is a system that takes as input the following: i) a goal, intention or task, ii) the current state of the environment, iii) the actions available to the agent, and generates a plan as output. STRIPS consists of two basic components: a model of the world, and a set of action schemata describing preconditions and effects of all actions. What’s more, STRIPS achieves the goal based on finding the difference between the current state of the world and the goal state, and then reducing this difference by applying an appropriate action.

2. Predicates for describing the robot’s world:

|  |  |
| --- | --- |
| Predicate | Meaning |
| In(x, y) | object x in area y |
| UnderLight(x, y) | object x is under light y |
| LightOn(x) | light x is on |
| LightOff(x) | light x is off |
| ArmEmpty(x) | robot x is not push any object |
| On(x, y) | object x is on top of object y |
| Clear(x) | there is nothing on top of object x |
| SamePlace(x, y) | object x and object y in the same place |
| CanTouch(x, y) | robot x can touch object y |
| Hold(x, y) | robot x is pushing object y |

Stack Operations:

|  |  |  |
| --- | --- | --- |
| Operation | Specification | Meaning |
| Move(x, y, z) | pre {In(x, ¬ y), ArmEmpty(x)}  del {In(x, ¬ y)}  add {In(x, y), SamePlace(x, ¬ x)} | robot x moves to area y through door z |
| Push(x, y, z, k) | pre {SamePlace(x, y), ArmEmpty(x)}  del {ArmEmpty(x)}  add {In(x, z), In(y, z), Hold(x, y), SamePlace(x, ¬ x)} | robot x push object y to area z through door k |
| PushLight(x, y, z) | pre {SamePlace(x, z), SamePlace(x, y)}  del {}  add {UnderLight(y, z), CanTouch(x, z), Hold(x, y)} | robot x push object y under light z |
| ClimbOn(x, y) | pre {SamePlace(x, y), Clear(y), Hold(x, y)}  del {Clear(y)}  add {On(x, y)} | robot x climbs on object y |
| ClimbDown(x, y) | pre {On(x, y)}  del {On(x, y)}  add {Clear(y)} | robot x climbs down object y |
| TurnOff(x, y) | pre {CanTouch(x, y), LightOn(y)}  del {LightOn(y)}  add {LightOff(x)} | robot x turns off light y |
| PutDown(x, y) | pre {Hold(x, y)}  del {Hold(x, y)}  add {ArmEmpty(x)} | robot x put down object y |

The initial state of the robot’s world:

{In(Robot\_1, Corridor\_1), In(Robot\_2, Room\_2), In(Box\_1, Room\_3), In(Box\_2, Corridor\_2), In(Box\_3, Room\_1), In(Box\_4, Room\_4), In(Box\_5, Room\_5), In(Box\_6, Room\_5), ArmEmpty(Robot\_1), ArmEmpty(Robot\_2), Clear(Box\_1), Clear(Box\_2), Clear(Box\_3), Clear(Box\_4), Clear(Box\_5), Clear(Box\_6), LightOn(switch\_1), LightOn(switch\_2), LightOn(switch\_3), LightOn(switch\_4), LightOn(switch\_5), LightOn(switch\_6)}

The goal to achieve:

{In(Box\_1, Room\_1), In(Box\_2, Room\_2), In(Box\_3, Room\_3), In(Box\_4, Room\_4), In(Box\_5, Room\_5), In(Box\_6, Room\_6), LightOff(switch\_1), LightOff(switch\_2), LightOff(switch\_3), LightOff(switch\_4), LightOff(switch\_5), LightOff(switch\_6)}

The plan to achieve the goal:

For robot\_1: Move(robot\_1, Room\_5, door\_5) -> PushLight(robot\_1, Box\_6, switch\_5) -> ClimbOn(robot\_1, Box\_6) -> TurnOff(robot\_1, switch\_5) -> ClimbDown(robot\_1, Box\_6) -> Push(robot\_1, Box\_6, Corridor\_1, door\_5) -> Push(robot\_1, Box\_6, Room\_6, door\_6) -> PushLight(robot\_1, Box\_6, switch\_6) -> ClimbOn(robot\_1, Box\_6) -> TurnOff(robot\_1, switch\_6) -> ClimbDown(robot\_1, Box\_6) -> PutDown(robot\_1, Box\_6) -> Move(robot\_1, Corridor\_1, door\_6) -> Move(robot\_1, Room\_1, door\_1) -> PushLight(robot\_1, Box\_3, switch\_1) -> ClimbOn(robot\_1, Box\_3) -> TurnOff(robot\_1, switch\_1) -> ClimbDown(robot\_1, Box\_3) -> Push(robot\_1, Box\_3, Corridor\_1, door\_1) -> Push(robot\_1, Box\_3, Room\_3, door\_3) -> PushLight(robot\_1, Box\_3, switch\_3) -> ClimbOn(robot\_1, Box\_3) -> TurnOff(robot\_1, switch\_3) -> ClimbDown(robot\_1, Box\_3) -> PutDown(robot\_1, Box\_3) -> Push(robot\_1, Box\_1, Corridor\_1, door\_3) -> Push(robot\_1, Box\_1, Room\_1, door\_1) -> PutDown(robot\_1, Box\_1)

For robot\_2: Move(robot\_2, Corridor\_2, door\_2) -> Push(robot\_2, Box\_2, Room\_2, door\_2) -> PushLight(robot\_2, Box\_2, switch\_2) -> ClimbOn(robot\_2, Box\_2) -> TurnOff(robot\_2, switch\_2) -> ClimbDown(robot\_2, Box\_2) -> PutDown(robot\_2, Box\_2) -> Move(robot\_2, Corridor\_2, door\_2) -> Move(robot\_2, Room\_4, door\_4) -> PushLight(robot\_2, Box\_4, switch\_4) -> ClimbOn(robot\_2, Box\_4) -> TurnOff(robot\_2, switch\_4) -> ClimbDown(robot\_2, Box\_4) -> PutDown(robot\_2, Box\_4)

Q3,

Sol:

1. I believe that “Blocks World” is NOT an example of a “subsumption architecture”. Because the subsumption architecture based the following theses: i) Intelligent behavior can be generated without explicit representations, ii) Intelligent behavior can be generated without explicit abstract reasoning, iii) Intelligence is an emergent property of certain complex systems. However, the Blocks World uses set of formulas of first-order logic to explicitly represent the model of world, and it also need the means-ends reasoning to generate behavior explicitly. Therefore, “Blocks World” is NOT an example of a “subsumption architecture.
2. Individual behaviors:

b0: if detect a hole then avoid the cell

b1: if detect other agents then avoid the cell

b2: if detect a dirt then move to the cell and suck the dirt

b3: if not clean up at least one dirt then move randomly

b4: if not clean up all dirt then move randomly

b5: if clean up all dirt then move to specific cell

The above behaviors are arranged into the hierarchy:

1. In a game, if there is no other outcome that makes one agent better off without making another agent worse off, and we say the outcome is Pareto efficient.

To show that this game has allocations can be Pareto efficient, we assume that for Mary, if she gets one apple, she will get 1 point, if she gets one orange, she gets -1 point. And for Peter, if he gets one orange, he will get 1 point, otherwise -1 point. The payoff matrix may like below:

|  |  |  |
| --- | --- | --- |
|  | Mary: eat apples | Mary: eat oranges |
| Peter: eat apples | (-3.5, 3.5) | (-7, -7) |
| Peter: eat oranges | (7, 7) | (3.5, -3.5) |

In the payoff matrix, the pair (7, 7) is Pareto efficient. Therefore, there is an allocation can be Pareto efficient – Peter eats all oranges, and Mary eat all apples.

1. 1. The payoff matrix is shown in below:

|  |  |  |
| --- | --- | --- |
|  | David: play SD | David: play ST |
| Tina: play SD | (a, b) | (x, c) |
| Tina: play ST | (d, x) | (e, f) |

2. The given property is hold in the given payoff matrix. Because this is no conflict, and we can take the Prisoner’s Dilemma as an example. If strategy SD is confess, and strategy ST is not confess, the payoff matrix will satisfy the above payoff matrix, below is an example.

|  |  |  |
| --- | --- | --- |
|  | Play 2 confesses | Player 2 does not confess |
| Player 1 confesses | (5, 5) | (**0**, 10) |
| Player 2 does not confess | (10, **0**) | (1, 1) |

3. Assume that the payoff matrix is like below:

|  |  |  |
| --- | --- | --- |
|  | David: play SD | David: play ST |
| Tina: play SD | (3, 3) | (5, 1) |
| Tina: play ST | (1, 5) | (1, 1) |

In the above payoff matrix, the pair (3, 3) is Nash equilibrium, and this pair is also a Pareto efficient.

Because if agent i plays strategy s1, agent j can do no better than play strategy s2, and if agent j plays strategy s2, agent i can do no better than play strategy s1, then the outcome is Nash equilibrium. In the above payoff matrix, if Tina plays SD, Davide has two choices: play SD to get 3, and play ST to get 1, so Davide has no reason to play ST. And if David plays SD, Tina also has two choices: play SD to get 3, or play ST to get 1, Tina must choice SD as well. Therefore, (3, 3) is Nash equilibrium. Moreover, (3, 3) is also Pareto efficient. Because if there is no other outcome that makes one agent better off without making another agent worse off, and we say the outcome is Pareto efficient. Pairs (1, 5) and (5, 1) all make one agent better and other agent worse, and pair (1, 1) makes all agents worse. Therefore, the pair (3, 3) is Nash equilibrium, and this pair is also a Pareto efficient.

4. The above example is NOT unique. For example, the payoff matrix below shows another example:

|  |  |  |
| --- | --- | --- |
|  | David: play SD | David: play ST |
| Tina: play SD | (2, 1) | (0, 0) |
| Tina: play ST | (0, 0) | (1, 2) |

In the above example, we have two pairs (2, 1) and (1, 2), and they are both Nash equilibrium and Pareto efficient. Therefore, the example is NOT unique.

5. The case shown below has two Nash equilibria:

|  |  |  |
| --- | --- | --- |
|  | David: play SD | David: play ST |
| Tina: play SD | (4, 5) | (2, 3) |
| Tina: play ST | (1, 2) | (5, 4) |

There are two Nash equilibria in the above case, they are pair (4, 5) and pair (5, 4).

Q4,

Sol:

1. 1. The core of a coalitional game is the set of feasible distributions of payoff to members of a coalition that no sub-coalition can reasonably object to.

2. The question of “is the grand coalition stable” imply another question “is the core non-empty”. Because if the core is non-empty, which means there is nobody can benefit from defection, so sub-coalition has no reason to defection, and the grand coalition is stable.

3. If the core is empty, which means that the coalition will not distribute payoff to its sub-coalition, and this coalition will bring no benefit to sub-coalition, and those sub-coalitions may get benefit from defection. Thus, the coalition is not stable and has a danger of breaking up.

1. μ ({a, b, c}) = 2 + 1 + 2 = 5,

μ ({a, b, d}) = 2 + 1 + 3 = 6,

μ ({a, c, d}) = 2 + 1 = 3,

μ ({b, c, d}) = 1 + 3 = 4,

μ ({a, b, c, d}) = 1 + 2 + 3 + 2 + 1 = 9.

1. The characteristic function is defined by the following:

According to the characteristic function:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Probability | Order | a | b | c |
|  | a -> b -> c |  |  |  |
|  | a -> c -> b |  |  |  |
|  | b -> a -> c |  |  |  |
|  | b -> c -> a |  |  |  |
|  | c -> a -> b |  |  |  |
|  | c -> b -> a |  |  |  |

So, we can get the Shapley value for each agent:

,

,

.

Therefore, the Shapley value for agent a, b, and c are , , and respectively.

Q5,

Sol:

1. I believe that Plurality Voting is not a suitable method to select among four candidates.

There is a counter example: in Plurality Voting, it is possible that two candidates with the most votes have the same number of votes, and this will result in the failure to find the final winner. Therefore, Plurality Voting is not a suitable method to select among four candidates.

1. 1. If Alice will win the election using a plurality vote, the preference should like below:

|  |  |  |
| --- | --- | --- |
| A: 20% | B: 35% | C: 45% |
| Lucy | Jim | Alice |
| Alice | Alice | Lucy |
| Jim | Lucy | Jim |

2. The meant by “sequential majority elections with Lucy, Jim and Alice” is that three candidates decide the winner by using sequential majority elections, and vote will be done in several steps, and in each step, candidates face each other, and the winner progresses to the next election.

According to the preference orders above:

For Lucy and Jim: votes of Lucy beats Jim = 20% + 45% = 65%; votes of Jim beats Lucy = 35%; so, Lucy wins.

For Lucy and Alice: votes of Lucy beats Alice = 20%; votes of Alice beats Lucy = 35% + 45% = 80%; so, Alice wins.

For Jim and Alice: votes of Jim beats Alice = 35%; votes of Alice beats Jim = 20% + 45% = 65%; so, Alice wins.

Therefore, Alice is the winner.

3. If Jim will be the final winner of the election using a Borda count, the preference orders should like below:

|  |  |  |  |
| --- | --- | --- | --- |
| W: 10% | X: 20% | Y: 30% | Z: 40% |
| Alice | Bob | Lucy | Jim |
| Bob | Alice | Jim | Lucy |
| Lucy | Jim | Bob | Alice |
| Jim | Lucy | Alice | Bob |

For Lucy, the votes are: 2×10% + 1×20% + 4×30% + 3×40% = 280%;

For Jim, the votes are: 1×10% + 2×20% + 3×30% + 4×40% = 300%;

For Alice, the votes are: 4×10% + 3×20% + 1×30% + 2×40% = 210%;

For Bob, the votes are: 3×10% + 4×20% + 2×30% + 1×40% = 210%;

Therefore, Jim is the final winner of above election using a Borda count.

4. According to the preference orders above:

For Lucy and Jim: votes of Lucy beats Jim = 10% + 30% = 40%; votes of Jim beats Lucy = 20% + 40% = 60%; so, Jim wins.

For Lucy and Alice: votes of Lucy beats Alice = 30% + 40% = 70%; votes of Alice beats Lucy = 10% + 20% = 30%; so, Lucy wins.

For Lucy and Bob: votes of Lucy beats Bob = 30% + 40% = 70%; votes of Bob beats Lucy = 10% + 20% = 30%; so, Lucy wins.

For Jim and Alice: votes of Jim beats Alice = 30% + 40% = 70%; votes of Alice beats Jim = 10% + 20% = 30%; so, Jim wins.

For Jim and Bob: votes of Jim beats Bob = 30% + 40% = 70%; votes of Bob beats Jim = 10% + 20% = 30%; so, Jim wins.

For Alice and Bob: votes of Alice beats Bob = 10% + 40% = 50%; votes of Bob beats Alice = 20% + 30% = 50%; so, Alice and Bob tie.

Thus, the Majority graph is shown in below:
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Therefore, Jim is the Condorcet winner.

1. Cooperative Distributed Problem Solving (CDPS) focus on how to solve a problem by modular problems and assign tasks, and control component agents to let them work together by efficient protocol, and finally construct a loose coupling network.

For example, agents now face to a problem, they are required to design and build an airplane. This task requires a lot of expertise (such as kinematics, dynamics, and strength of materials) and many resources that are beyond the capabilities of a single agent. Thus, cooperation is necessary because no single agent has sufficient expertise resources and information to solve the problem, and different agents might have expertise for solving different parts of the problem.

Therefore, the manager agent will decompose problem, and then broadcast announcements to invite bids, and announcements include description of task, constraints, and meta-task information. Next, agents that receive the announcement decide for themselves whether they wish to bid for the task, and if they choose to bid, then they submit a tender, and manager agent screens them to determine who to “award the contract” to. Finally, the successful contractor then expedites the task (become component agent), or conduct further sub-contracting (become manager agent). At the end, agents will form manager agents and contractor agents. Manager agents are responsible for management and control, and contractor agents are responsible for using their abilities and resources to solve problems. For example, the task of building airplane may be divided into sub-tasks such as material, engine, model, and the agent who is good at the sub-task will be responsible for the task and communicate the progress with its manager.

The main problems that need to be addressed in CDPS include the following:

1. How can a problem be divided into smaller tasks for distribution among agents?
2. How can a problem solution be effectively synthesized from subproblem results?
3. How can the overall problem-solving activities of the agents be optimized so as to produce a solution that maximizes the coherence metric?
4. What techniques can be used to coordinate the activity of the agents, thus avoiding destructive (and therefore unhelpful) interactions, and maximizing effectiveness (by exploiting any positive interactions)?