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为了对软件架构的选择有更加深刻的了解，我按照老师的要求阅读了《恰如其分的软件架构》这本书，在阅读过程中对架构设计的目标、方法和实践都有了更加深刻的理解。

《恰如其分的软件架构——风险驱动的设计方法》是一本面向软件开发人员和架构师的经典著作，聚焦于如何在项目开发中以风险为导向，合理规划和设计软件架构。本书的核心思想是：**架构设计不必追求“完美”或“复杂”，而是应当根据实际项目的风险制定恰到好处的方案**。围绕着这个思想，作者一步步结合案例讲解了如何以管理项目中的关键风险为目标来进行架构设计。这让我对软件架构有了更加深刻的思考。下面是阅读过程中我对于书本内容受到的一些启发和思考。

**1 怎么理解软件架构**

根据卡内基·梅隆大学软件工程研究所对于软件架构的定义：计算系统的软件架构是解释给系统所需的结构体集合，其中包括：软件元素、元素之间的相互关系，以及二者各自的属性。通俗的来理解，软件架构就是系统设计，以及它对性能、安全和可修改性等系统所产生的影响。因此，软件架构的选择就非常重要，将直接影响系统的质量属性。

说到软件架构的重要性，关键在于其可以影响整个系统，所以选择合适的软件架构，才可以降低风险，规避失败。其重要性可以总结为以下四点：

* 架构扮演系统骨架的角色。
* 架构影响质量属性。
* 架构与功能基本上是正交的。
* 架构是对系统的约束。

因此，我们需要正确的选择软件架构，选择能够最大程度上满足质量属性

的软件架构。

在一些特定的时候，软件架构的选择会变得尤为重要。比如，让问题非常复杂，很难设计出很好的解决方案时，选择合适的架构非常重要；当风险很高时，选择合适的架构非常重要；当设计解决全新领域的问题时，选择合适的架构非常重要；等等。

那么，进行软件架构设计的方式有哪些呢？主要是以下四个方式：

* 不预先设计，在开发者编码的过程中进行同步的设计。
* 分配设计的时间比例。
* 先进行详细的架构设计，形成详尽的架构文档。
* 随机应变。

**2 风险驱动完成架构选择**

首先，需要理解风险驱动模型，其分为以下三步：

1. 识别风险，对风险排定优先级。

从需求开始，找到难以实现的内容，不完整或令人误解的质量属性需求。同时结合工作经验，找到一些领域内的典型风险。最后把风险进行优先级排序。

1. 选择并应用一组技术降低风险

在识别了风险之后，针对风险，运用期望的技术来降低这些风险。但是，任

何特定技术都擅长降低某种风险，而对于其他风险却未必。有些风险可以通过多种技术去缓解，而有些风险甚至需要发明新的技术去解决。因此，判断使用什么技术也是非常困难且重要的。

1. 评估风险降低的程度

综上，如何在风险驱动下进行技术选型呢？首先，技术决策应该和具体需求

相匹配；其次，有些问题可以通过类比模型解决，而其他问题，借助分析模型解决，此时需要分辨不同模型之间的差异；再次，采用特定类型的模型，分析特定的问题；最后，考虑技术之间的关系。

**3 把握设计和架构之间的度**

架构设计是一种平衡的艺术，需要在当前需求和未来发展之间权衡取舍。复杂的架构设计会增加实现时间，而需求变化又快，因此架构设计应满足当前业务发展需求，并能支持未来1到2年的发展即可，无需识别所有当前和未来的风险。为了实现这一目标，可以采用**演进式设计**和**计划式设计**的结合策略。

演进式设计通过重构、测试驱动设计和持续集成等敏捷实践来应对局部设计不协调的问题。重构可以改进代码质量，测试驱动设计确保系统功能不被破坏，持续集成则为团队提供统一的代码库。然而，演进式设计可能难以应对架构规模的转换，而**计划式设计**则强调在项目开始前制定详细的架构计划，但这种预先设计容易因为需求变化而变得过时或不灵活。为此，**最小计划式设计**提供了一种折中方法，即在项目初期做必要的计划式设计以应对最大风险，然后结合演进式设计来处理后续的需求变化。这种方法依赖于敏捷实践的支持，如重构和持续集成，以确保系统的灵活性和可维护性。

此外，理解开发过程中的变化，如从传统开发模型到 DevOps 模型的过渡，也是架构设计的重要考虑点。尽管风险驱动模型能帮助决定架构设计的深度和时间，但它在准确预测设计所需时间方面仍有局限性，需要架构师根据项目具体情况灵活调整设计策略。

**4 建模**

规模越大的系统，复杂度越高，越需要进行建模。建立架构模型是一种理解和解决棘手问题的好方法，因为它可以去掉无关的细节，使得你能够将注意力放在主要部分以及相关关系上，做出预测，评估候选方案。

建模可以从领域模型、设计模型、代码模型等方面来入手进行建模。规范化模型结构顶部是抽象层次最高的模型（领域），底部模型则代表具体（代码）。指定关系和细化关系能确保模型一致性，又使得他们区分不同的抽象层次。

* 领域模型：

领域模型表达了与系统相关的现实世界的不变事实。

* 设计模型：

需要构建的系统不仅会显示在领域模型中，还会在设计模型中体现。

设计模式由递归嵌套的边界模型和内部模型组成。边界模型涉及公共接口，内部模型介绍了内部设计。

* 代码模型：

系统的源代码实现。

**5 架构风格总结**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 视图类型 | 元素和关系 | 约束/导轨 | 质量提升 |
| 分层 | 模块 | 层，使用关系，回调通道 | 只能使用相邻的下一层 | 可修改性、可移植性、可重用性 |
| 大泥球 | 模块 | 无 | 无 | 无，反而有很多损害 |
| 管道-过滤器 | 运行时 | 管道连接器，过滤组件、读写端口 | 独立的过滤器，增量式处理 | 可再配置性（可修改性）、可重用性 |
| 批量顺序处理 | 运行时 | 阶段（步骤）、作业（批量） | 独立的阶段，非增量式处理 | 可重用性、可修改性 |
| 以模型为中心（共享数据） | 运行时 | 模型、视图、控制器组件，更新和通知端口 | 视图和控制器只能通过模型进行交互 | 可修改性、扩展性、并行 |
| 分发-订阅 | 运行时 | 分发和订阅端口，事件总线连接 | 事件生产者和消费者都是耦合松散的，即忘者 | 可维护性、可扩展性 |
| 客户端-服务器和 N 层 | 运行时 | 客户端和服务器组件，请求-响应连接器 | 不对称关系，服务器独立 | 可维护性、可扩展性，现有代码集成 |
| 对等 | 运行时 | 对等组件，请求-响应连接器 | 平等的对等关系，所有节点既是服务端又是客户端 | 可用性、系统弹性、可伸缩性、可扩展性 |
| Map-Reduce | 运行时和部署 | Master、map 和 reduce workers，本地和全局文件系统连接 | 可拆分的数据集供 map 和 reduce function 使用，分配和并行 | 可伸缩性、性能、可用性 |
| 镜像、农场和支架 | 部署 | 多样化 | 多样化 | 多样化、性能、可用性 |

通过这本书，我对架构设计有了更加深刻的理解。我明白了，架构应当从项目需求和风险出发，而不是盲目选择流行的技术栈，有时候“高大上”不一定是最好的。同时，架构设计是一个迭代的过程，而非“一次性完成”，在后续的项目中，应更加注重架构的可扩展性和调整空间，而不是试图“一步到位”。

而本书的核心思想——“恰如其分”，不仅是对架构设计的要求，也是对开发团队时间、资源的尊重。书中曾多次提到过这样的思想，不同规模的项目、不同阶段的需求，决定了架构设计的深度和复杂度。对于一个小型的 MVP 项目，过于复杂的架构设计显然是不必要的，可能会拖慢开发进程。而对于一个面向亿万用户的大型分布式系统，则需要更全面的架构设计。这让我在读完本书后更加理解“恰如其分”的理念：架构设计应服务于项目，而不是成为项目的负担。

总的来说，《恰如其分的软件架构》是一本实用性极强的书，让我对软件架构，特别是风险驱动思想的软件架构学到了很多。这本书让我重新思考了架构设计的意义，也让我意识到，架构师的任务不是追求“完美”，而是找到“刚好足够”的解决方案。未来，我会尝试将书中的方法应用到实际项目中，期待能在实践中更加深入体会如何寻找恰如其分的软件架构。