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library(tidyr)  
library(dplyr)  
library(stringr)  
library(ggplot2)  
library(readr)  
library(zoo)  
library(scales)  
library(sf)  
library(urbnmapr)  
library(plotly)  
library(tidyverse)  
library(mlbench)  
library(caret)

#Merge census data with JHU data

usfacts\_data <- read.csv("census\_data\_0718.csv")  
cases <- counties\_sf  
pop\_density <- read.csv("USA\_Population\_Density.csv")  
names(cases)[7] <- "county\_fips\_code"  
cases\_new <- merge(usfacts\_data, cases, by="county\_fips\_code")  
dim(cases\_new)

## [1] 3142 287

cases\_new <- merge(cases\_new, pop\_density, by="county\_fips\_code")  
#Make characters factor for analysis  
cases\_new <- cases\_new %>% mutate\_if(is.character, factor)  
dim(cases\_new)

## [1] 3140 293

#Select Variables

cases\_sel <- cases\_new %>% select(county\_name.x, state,total\_pop, pop\_density,   
 male\_pop, female\_pop, median\_age, white\_pop,   
 black\_pop, asian\_pop, hispanic\_pop, amerindian\_pop,  
 commuters\_by\_public\_transportation, median\_income,   
 employed\_pop, unemployed\_pop, cases\_category)  
  
summary(cases\_sel)

## county\_name.x state total\_pop pop\_density male\_pop female\_pop median\_age white\_pop black\_pop   
## Washington County: 30 TX : 254 Min. : 74 Min. : 0.0 Min. : 39 Min. : 35 Min. :21.60 Min. : 18 Min. : 0.0   
## Jefferson County : 25 GA : 159 1st Qu.: 10952 1st Qu.: 17.1 1st Qu.: 5518 1st Qu.: 5464 1st Qu.:37.90 1st Qu.: 8112 1st Qu.: 95.0   
## Franklin County : 24 VA : 133 Median : 25704 Median : 45.5 Median : 12808 Median : 12887 Median :41.20 Median : 20215 Median : 761.5   
## Lincoln County : 23 KY : 120 Mean : 102224 Mean : 262.8 Mean : 50321 Mean : 51903 Mean :41.16 Mean : 62827 Mean : 12562.2   
## Jackson County : 22 MO : 115 3rd Qu.: 67501 3rd Qu.: 115.6 3rd Qu.: 33510 3rd Qu.: 34114 3rd Qu.:44.23 3rd Qu.: 53551 3rd Qu.: 5397.5   
## Madison County : 19 KS : 105 Max. :10105722 Max. :70148.7 Max. :4979641 Max. :5126081 Max. :66.40 Max. :2676982 Max. :1226134.0   
## (Other) :2997 (Other):2254   
## asian\_pop hispanic\_pop amerindian\_pop commuters\_by\_public\_transportation median\_income employed\_pop unemployed\_pop cases\_category  
## Min. : 0.0 Min. : 0 Min. : 0.0 Min. : 0.0 Min. : 19264 Min. : 39 Min. : 0 High:1842   
## 1st Qu.: 31.0 1st Qu.: 323 1st Qu.: 24.0 1st Qu.: 6.0 1st Qu.: 41126 1st Qu.: 4555 1st Qu.: 286 Med : 544   
## Median : 138.5 Median : 1028 Median : 95.0 Median : 33.0 Median : 48073 Median : 10710 Median : 745 Low : 754   
## Mean : 5410.7 Mean : 17997 Mean : 662.0 Mean : 2422.9 Mean : 49765 Mean : 47960 Mean : 3363   
## 3rd Qu.: 713.8 3rd Qu.: 4874 3rd Qu.: 347.2 3rd Qu.: 145.2 3rd Qu.: 55771 3rd Qu.: 29548 3rd Qu.: 2102   
## Max. :1442577.0 Max. :4893579 Max. :64102.0 Max. :735534.0 Max. :129588 Max. :4805817 Max. :406426   
##

table(complete.cases(cases\_sel))

##   
## TRUE   
## 3140

#Normalize by population

cases\_sel <- cases\_sel %>% mutate(  
 female\_pop = female\_pop / total\_pop,  
 male\_pop = male\_pop / total\_pop,  
 white\_pop = white\_pop / total\_pop,   
 black\_pop = black\_pop / total\_pop,   
 asian\_pop = asian\_pop / total\_pop,   
 hispanic\_pop = hispanic\_pop / total\_pop,   
 amerindian\_pop = amerindian\_pop / total\_pop,  
 commuters\_by\_public\_transportation = commuters\_by\_public\_transportation/ total\_pop,   
 employed\_pop = employed\_pop / total\_pop,   
 unemployed\_pop = unemployed\_pop / total\_pop,   
 )  
  
summary(cases\_sel)

## county\_name.x state total\_pop pop\_density male\_pop female\_pop median\_age white\_pop black\_pop   
## Washington County: 30 TX : 254 Min. : 74 Min. : 0.0 Min. :0.4190 Min. :0.1917 Min. :21.60 Min. :0.006354 Min. :0.000000   
## Jefferson County : 25 GA : 159 1st Qu.: 10952 1st Qu.: 17.1 1st Qu.:0.4890 1st Qu.:0.4942 1st Qu.:37.90 1st Qu.:0.651267 1st Qu.:0.006043   
## Franklin County : 24 VA : 133 Median : 25704 Median : 45.5 Median :0.4960 Median :0.5040 Median :41.20 Median :0.842359 Median :0.021296   
## Lincoln County : 23 KY : 120 Mean : 102224 Mean : 262.8 Mean :0.5008 Mean :0.4992 Mean :41.16 Mean :0.768057 Mean :0.089016   
## Jackson County : 22 MO : 115 3rd Qu.: 67501 3rd Qu.: 115.6 3rd Qu.:0.5058 3rd Qu.:0.5110 3rd Qu.:44.23 3rd Qu.:0.929511 3rd Qu.:0.098830   
## Madison County : 19 KS : 105 Max. :10105722 Max. :70148.7 Max. :0.8083 Max. :0.5810 Max. :66.40 Max. :1.000000 Max. :0.869207   
## (Other) :2997 (Other):2254   
## asian\_pop hispanic\_pop amerindian\_pop commuters\_by\_public\_transportation median\_income employed\_pop unemployed\_pop cases\_category  
## Min. :0.000000 Min. :0.00000 Min. :0.000000 Min. :0.0000000 Min. : 19264 Min. :0.1017 Min. :0.00000 High:1842   
## 1st Qu.:0.002710 1st Qu.:0.02053 1st Qu.:0.001221 1st Qu.:0.0004087 1st Qu.: 41126 1st Qu.:0.3960 1st Qu.:0.02152 Med : 544   
## Median :0.005766 Median :0.03982 Median :0.002704 Median :0.0013915 Median : 48073 Median :0.4429 Median :0.02822 Low : 754   
## Mean :0.013209 Mean :0.09125 Mean :0.017563 Mean :0.0043925 Mean : 49765 Mean :0.4384 Mean :0.02877   
## 3rd Qu.:0.012262 3rd Qu.:0.09289 3rd Qu.:0.006359 3rd Qu.:0.0032615 3rd Qu.: 55771 3rd Qu.:0.4861 3rd Qu.:0.03494   
## Max. :0.418079 Max. :0.99185 Max. :0.822237 Max. :0.3194996 Max. :129588 Max. :0.7326 Max. :0.12619   
##

##Focus on states with Covid-19 outbreaks

cases\_sel %>% pull(cases\_category) %>% table()

## .  
## High Med Low   
## 1842 544 754

## Filter Hard Hit States - Cases

cases\_sel %>% group\_by(state) %>%   
 summarize(high\_pct = sum(cases\_category == "High")/n()) %>%  
 arrange(desc(high\_pct))

## `summarise()` ungrouping output (override with `.groups` argument)

## # A tibble: 51 x 2  
## state high\_pct  
## <fct> <dbl>  
## 1 TN 0.853  
## 2 WI 0.833  
## 3 MO 0.826  
## 4 CA 0.810  
## 5 MS 0.780  
## 6 OK 0.766  
## 7 KY 0.75   
## 8 ID 0.727  
## 9 WA 0.718  
## 10 SC 0.717  
## # ... with 41 more rows

## Designate States to use for Training model

cases\_train <- cases\_sel %>% filter(  
 state == "NY" |  
 state == "CA" |  
 state == "SC"   
 )  
  
cases\_train %>% pull(cases\_category) %>% table()

## .  
## High Med Low   
## 85 24 57

## Plot Map

counties <- as\_tibble(map\_data("county"))  
counties <- counties %>%   
 rename(c(county = subregion, state = region)) %>%  
 mutate(state = state.abb[match(state, tolower(state.name))]) %>%  
 select(state, county, long, lat, group)  
counties

## # A tibble: 87,949 x 5  
## state county long lat group  
## <chr> <chr> <dbl> <dbl> <dbl>  
## 1 AL autauga -86.5 32.3 1  
## 2 AL autauga -86.5 32.4 1  
## 3 AL autauga -86.5 32.4 1  
## 4 AL autauga -86.6 32.4 1  
## 5 AL autauga -86.6 32.4 1  
## 6 AL autauga -86.6 32.4 1  
## 7 AL autauga -86.6 32.4 1  
## 8 AL autauga -86.6 32.4 1  
## 9 AL autauga -86.6 32.4 1  
## 10 AL autauga -86.6 32.4 1  
## # ... with 87,939 more rows

##Add Variables to Map Data

counties\_all <- counties %>% left\_join(cases\_train %>%   
 mutate(county = county\_name.x %>% str\_to\_lower() %>%   
 str\_replace('\\s+county\\s\*$', '')))

## Joining, by = c("state", "county")

ggplot(counties\_all, aes(long, lat)) +   
 geom\_polygon(aes(group = group, fill = cases\_category)) +   
 coord\_quickmap()
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## Check Variable Importance

library(FSelector)  
cases\_weight <- cases\_train %>% select(-county\_name.x, -state, - total\_pop)  
cases\_weight <- cases\_weight %>% chi.squared(cases\_category ~ ., data = .) %>%  
 as\_tibble(rownames = "feature") %>%  
 arrange(desc(attr\_importance))  
cases\_weight

## # A tibble: 13 x 2  
## feature attr\_importance  
## <chr> <dbl>  
## 1 white\_pop 0.479  
## 2 employed\_pop 0.409  
## 3 black\_pop 0.378  
## 4 median\_income 0.371  
## 5 unemployed\_pop 0.344  
## 6 commuters\_by\_public\_transportation 0.325  
## 7 pop\_density 0   
## 8 male\_pop 0   
## 9 female\_pop 0   
## 10 median\_age 0   
## 11 asian\_pop 0   
## 12 hispanic\_pop 0   
## 13 amerindian\_pop 0

#Plot the importance in descending order

ggplot(cases\_weight,  
 aes(x = attr\_importance, y = reorder(feature, attr\_importance))) +  
 geom\_bar(stat = "identity") +  
 xlab("Importance score") + ylab("Feature")
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#Get the 5 best features:

subset\_tx <- cutoff.k(cases\_weight %>% column\_to\_rownames("feature"), 5)  
subset\_tx

## [1] "white\_pop" "employed\_pop" "black\_pop" "median\_income" "unemployed\_pop"

#Univariate importance scores

library(rpart)  
library(rpart.plot)  
#deaths\_tx\_new <- deaths\_tx %>% select(-county\_name.x, - total\_pop, -state)  
cases\_train %>% gain.ratio(cases\_category ~ ., data = .) %>%  
 as\_tibble(rownames = "feature") %>%  
 arrange(desc(attr\_importance))

## # A tibble: 16 x 2  
## feature attr\_importance  
## <chr> <dbl>  
## 1 state 0.384  
## 2 county\_name.x 0.191  
## 3 white\_pop 0.182  
## 4 black\_pop 0.153  
## 5 employed\_pop 0.129  
## 6 commuters\_by\_public\_transportation 0.124  
## 7 median\_income 0.119  
## 8 unemployed\_pop 0.101  
## 9 total\_pop 0   
## 10 pop\_density 0   
## 11 male\_pop 0   
## 12 female\_pop 0   
## 13 median\_age 0   
## 14 asian\_pop 0   
## 15 hispanic\_pop 0   
## 16 amerindian\_pop 0

## Build a Model - Decision Tree

library(caret)  
fit\_cases <- cases\_train %>%  
 train(cases\_category ~ . - county\_name.x - state - total\_pop,   
 data = . ,  
 method = "rpart",  
 trControl = trainControl(method = "cv", number = 10)  
 )

fit\_cases

## CART   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 150, 148, 149, 150, 150, 151, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.07407407 0.6459232 0.36634434  
## 0.09876543 0.5931373 0.26136782  
## 0.29629630 0.5317402 0.07952407  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.07407407.

library(rpart.plot)  
rpart.plot(fit\_cases$finalModel, extra = 2)
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varImp(fit\_cases)

## rpart variable importance  
##   
## Overall  
## employed\_pop 100.00  
## white\_pop 96.50  
## amerindian\_pop 93.35  
## black\_pop 76.91  
## commuters\_by\_public\_transportation 69.60  
## pop\_density 54.92  
## median\_income 52.71  
## hispanic\_pop 0.00  
## median\_age 0.00  
## male\_pop 0.00  
## female\_pop 0.00  
## unemployed\_pop 0.00  
## asian\_pop 0.00

## Build a Model - Conditional Inference Tree

ctreeFit\_cases <- cases\_train %>%  
train(cases\_category ~ . - county\_name.x - state - total\_pop,  
 data = . ,  
 method = "ctree",  
 trControl = trainControl(method = "cv", number = 10)  
 )  
ctreeFit\_cases

## Conditional Inference Tree   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 150, 150, 149, 149, 150, 150, ...   
## Resampling results across tuning parameters:  
##   
## mincriterion Accuracy Kappa   
## 0.01 0.6292974 0.3408391  
## 0.50 0.6466176 0.3668450  
## 0.99 0.6594853 0.4038657  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mincriterion = 0.99.

plot(ctreeFit\_cases$finalModel)

![](data:image/png;base64,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)

predict(ctreeFit\_cases, head(cases\_train))

## [1] Low High High High Low High  
## Levels: High Med Low

##Build a Model - C.45

C45fit\_cases <- cases\_train %>%  
train(cases\_category ~ . - county\_name.x - state - total\_pop,  
 data = . ,  
 method = "J48",  
 trControl = trainControl(method = "cv", number = 10)  
 )  
C45fit\_cases

## C4.5-like Trees   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 150, 151, 150, 148, 148, 149, ...   
## Resampling results across tuning parameters:  
##   
## C M Accuracy Kappa   
## 0.010 1 0.6354739 0.3620164  
## 0.010 2 0.6528350 0.3907327  
## 0.010 3 0.6284886 0.3371782  
## 0.255 1 0.6217320 0.3493007  
## 0.255 2 0.6346487 0.3696478  
## 0.255 3 0.6259886 0.3522991  
## 0.500 1 0.6217320 0.3493007  
## 0.500 2 0.6346487 0.3696478  
## 0.500 3 0.6259886 0.3522991  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were C = 0.01 and M = 2.

C45fit\_cases$finalModel

## J48 pruned tree  
## ------------------  
##   
## white\_pop <= 0.792661  
## | commuters\_by\_public\_transportation <= 0.013532  
## | | employed\_pop <= 0.332063  
## | | | black\_pop <= 0.051724: Low (3.0)  
## | | | black\_pop > 0.051724: Med (3.0/1.0)  
## | | employed\_pop > 0.332063: High (78.0/15.0)  
## | commuters\_by\_public\_transportation > 0.013532  
## | | black\_pop <= 0.08605  
## | | | white\_pop <= 0.666508: High (9.0/1.0)  
## | | | white\_pop > 0.666508: Low (3.0/1.0)  
## | | black\_pop > 0.08605: Low (16.0/1.0)  
## white\_pop > 0.792661  
## | black\_pop <= 0.010904  
## | | pop\_density <= 56.7: High (9.0/1.0)  
## | | pop\_density > 56.7: Low (5.0/2.0)  
## | black\_pop > 0.010904  
## | | median\_income <= 45332: Med (3.0/1.0)  
## | | median\_income > 45332: Low (37.0/4.0)  
##   
## Number of Leaves : 10  
##   
## Size of the tree : 19

##Build a Model - PART

#Remove county name since it has too many levels which will make the code really slow  
rulesfit\_cases <- cases\_train %>%  
train(cases\_category ~ . - county\_name.x - state - total\_pop,  
 data = . ,  
 method = "PART",  
 trControl = trainControl(method = "cv", number = 10)  
 )  
rulesfit\_cases

## Rule-Based Classifier   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 149, 149, 150, 150, 150, 149, ...   
## Resampling results across tuning parameters:  
##   
## threshold pruned Accuracy Kappa   
## 0.010 yes 0.6444853 0.3902148  
## 0.010 no 0.6694853 0.4273642  
## 0.255 yes 0.6209559 0.3573303  
## 0.255 no 0.6694853 0.4273642  
## 0.500 yes 0.6147059 0.3481792  
## 0.500 no 0.6694853 0.4273642  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were threshold = 0.5 and pruned = no.

rulesfit\_cases$finalModel

## PART decision list  
## ------------------  
##   
## white\_pop > 0.792661 AND  
## black\_pop > 0.010904 AND  
## median\_income > 45332: Low (37.0/4.0)  
##   
## commuters\_by\_public\_transportation <= 0.013532 AND  
## employed\_pop > 0.332063 AND  
## white\_pop <= 0.947953 AND  
## male\_pop <= 0.503818: High (70.0/18.0)  
##   
## male\_pop > 0.50093 AND  
## male\_pop <= 0.552539 AND  
## employed\_pop > 0.332063: High (27.0/1.0)  
##   
## asian\_pop <= 0.11878 AND  
## employed\_pop > 0.287639: Low (23.0/1.0)  
##   
## male\_pop <= 0.492691 AND  
## pop\_density <= 1814.6: High (3.0)  
##   
## male\_pop > 0.491572 AND  
## pop\_density <= 25.3: High (2.0/1.0)  
##   
## male\_pop <= 0.491572: High (2.0/1.0)  
##   
## : Med (2.0)  
##   
## Number of Rules : 8

## Build a Model - Random Forest Fit

randomForestFit\_cases <- cases\_train %>%   
 train(cases\_category ~ . - county\_name.x - state - total\_pop,  
 data = . ,  
 method = "rf",  
 trControl = trainControl(method = "cv", number = 10)  
 )  
randomForestFit\_cases

## Random Forest   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 149, 149, 151, 151, 149, 150, ...   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa   
## 2 0.7607680 0.5722855  
## 7 0.7439052 0.5450339  
## 13 0.7320997 0.5314329  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 2.

## Artificial Neural Network

nnetFit\_case <- cases\_train %>% train(cases\_category ~ . - county\_name.x - state - total\_pop,  
 method = "nnet",  
 data = .,  
 tuneLength = 5,  
 trControl = trainControl(method = "cv", number = 10),  
 trace = FALSE)  
nnetFit\_case

## Neural Network   
##   
## 166 samples  
## 16 predictor  
## 3 classes: 'High', 'Med', 'Low'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 149, 150, 150, 148, 150, 149, ...   
## Resampling results across tuning parameters:  
##   
## size decay Accuracy Kappa   
## 1 0e+00 0.5125245 0.00000000  
## 1 1e-04 0.5125245 0.00000000  
## 1 1e-03 0.5125245 0.00000000  
## 1 1e-02 0.5125245 0.00000000  
## 1 1e-01 0.5187745 0.02631579  
## 3 0e+00 0.5242892 0.02816901  
## 3 1e-04 0.5125245 0.00000000  
## 3 1e-03 0.5843791 0.17426425  
## 3 1e-02 0.5485539 0.09914965  
## 3 1e-01 0.5172467 0.03280658  
## 5 0e+00 0.5368382 0.05922417  
## 5 1e-04 0.5423938 0.07195144  
## 5 1e-03 0.5678186 0.16962067  
## 5 1e-02 0.6030392 0.24635778  
## 5 1e-01 0.5780474 0.20305433  
## 7 0e+00 0.5250735 0.03105516  
## 7 1e-04 0.5309559 0.04898619  
## 7 1e-03 0.5542892 0.11347280  
## 7 1e-02 0.6748121 0.38197068  
## 7 1e-01 0.5031291 0.06014253  
## 9 0e+00 0.5309559 0.04898619  
## 9 1e-04 0.5357271 0.05528478  
## 9 1e-03 0.5178431 0.06155136  
## 9 1e-02 0.5621569 0.15423663  
## 9 1e-01 0.5110458 0.05177729  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were size = 7 and decay = 0.01.

nnetFit\_case$finalModel

## a 13-7-3 network with 122 weights  
## inputs: pop\_density male\_pop female\_pop median\_age white\_pop black\_pop asian\_pop hispanic\_pop amerindian\_pop commuters\_by\_public\_transportation median\_income employed\_pop unemployed\_pop   
## output(s): .outcome   
## options were - softmax modelling decay=0.01

## Compare Models

resamps <- resamples(list(  
 decision = fit\_cases,  
 ctree = ctreeFit\_cases,  
 rules = rulesfit\_cases,  
 randomForest = randomForestFit\_cases,  
 NeuralNet = nnetFit\_case,   
 C45fit = C45fit\_cases  
 ))  
resamps

##   
## Call:  
## resamples.default(x = list(decision = fit\_cases, ctree = ctreeFit\_cases, rules = rulesfit\_cases, randomForest = randomForestFit\_cases, NeuralNet = nnetFit\_case, C45fit  
## = C45fit\_cases))  
##   
## Models: decision, ctree, rules, randomForest, NeuralNet, C45fit   
## Number of resamples: 10   
## Performance metrics: Accuracy, Kappa   
## Time estimates for: everything, final model fit

summary(resamps)

##   
## Call:  
## summary.resamples(object = resamps)  
##   
## Models: decision, ctree, rules, randomForest, NeuralNet, C45fit   
## Number of resamples: 10   
##   
## Accuracy   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## decision 0.5000000 0.5974265 0.6568627 0.6459232 0.7012868 0.7500000 0  
## ctree 0.4705882 0.5939542 0.6562500 0.6594853 0.7218750 0.8235294 0  
## rules 0.5294118 0.5836397 0.6470588 0.6694853 0.7058824 0.8750000 0  
## randomForest 0.6111111 0.7127451 0.7823529 0.7607680 0.8235294 0.8750000 0  
## NeuralNet 0.3529412 0.5885417 0.7261029 0.6748121 0.7944444 0.8235294 0  
## C45fit 0.5000000 0.5939542 0.6568627 0.6528350 0.7135417 0.8000000 0  
##   
## Kappa   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## decision 0.04477612 0.2693665 0.4075674 0.3663443 0.4505796 0.5616438 0  
## ctree 0.07272727 0.2960199 0.3926941 0.4038657 0.4898649 0.6812500 0  
## rules 0.12500000 0.2646703 0.4220546 0.4273642 0.5135151 0.7746479 0  
## randomForest 0.33333333 0.4758321 0.6169924 0.5722855 0.6719323 0.7714286 0  
## NeuralNet -0.19108280 0.1024590 0.5122493 0.3819707 0.6239148 0.6871166 0  
## C45fit 0.13513514 0.2708333 0.3803071 0.3907327 0.5020121 0.6739130 0

## Use model from hard hit states for all of US

cases\_pred <- na.omit(cases\_sel)  
cases\_pred$cases\_category <- predict(randomForestFit\_cases, cases\_pred)  
counties\_pred <- counties %>% left\_join(cases\_pred %>%   
 mutate(county = county\_name.x %>% str\_to\_lower() %>%   
 str\_replace('\\s+county\\s\*$', '')))

## Joining, by = c("state", "county")

ggplot(counties\_pred, aes(long, lat)) +   
 geom\_polygon(aes(group = group, fill = cases\_category)) +   
 coord\_quickmap()

![](data:image/png;base64,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)

write.csv(cases\_pred, "C:/Users/Starr/Google Drive (starr.corbin@gmail.com)/School/SMU/Data Mining/Project 3/case\_predictor\_rules.csv")