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Telepítés:

API(Szerver):

|  |  |
| --- | --- |
| **Dependencies feltelepítése:**   |  | | --- | | Api/ mappában npm install | |
| Api/.env fájl tartalma:   |  | | --- | | VARIABLE\_NAME=Description(Fejlesztésnél használt értékek)  PORT= Api Szerver Portja(3001) SECRET\_KEY=JWT-hez titkosító kulcs(lamaosecretkey) CLIENT\_URL= <http://client_ip:client_port> (http://localhost:3011) API\_URL=http://api\_ip:api\_port (http://localhost:3001) EMAIL\_HOST=Email szerver(smtp.ethereal.email) EMAIL\_PORT=Email szerver portja(587) [EMAIL\_USERNAME=](mailto:EMAIL_USERNAME=isabella.daugherty58@ethereal.email)Email( [isabella.daugherty58@ethereal.email](mailto:isabella.daugherty58@ethereal.email) )  EMAIL\_PASSWORD=Email password(bCMKFutjxc9MVXxe77) DEFAULT\_AVATAR\_LOCATION=./src/media/blank.png DB\_HOST=Mysql host(localhost) DB\_USER=Mysql username(root) DB\_PASSWORD=Mysql user password() DB\_DATABASE=Mysql database(vksz) FACEBOOK\_APP\_ID= II.Pontban(137181788589630) FACEBOOK\_APP\_SECRET= II.Pontban(e81c2806f11912d1bf3d38b3a17e1bea) TWITTER\_API\_KEY= III.Pontban(bwQdHUKJJaMSCUOkSxfu3iTNL) TWITTER\_API\_KEY\_SECRET= III.Pontban(ZCviRbz3NvemCLQ8fe9Xr0GccBTjtq01ZiSKVt7XBOeDxgX1Vn) GOOGLE\_CLIENT\_ID= IV.Pontban(270328200769-7kmjk88qvufnjl94pupm77g9holefd0n.apps.googleusercontent.com) GOOGLE\_CLIENT\_SECRET=IV.Pontban(y0J6A8ACR62HIfeXegoES4gj) | |
| Valamilyen Mysql szerver telepítése, beállítása |

API-hoz szükséges social App-ok létrehozása, push üzenetkhez Firebase projekt létrehozása

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| I.Firebase(Push üzenetekért):   |  |  | | --- | --- | | 1.Firebase projekt létrehozása:   |  | | --- | | Firebase → Go to console → Add Project → Nevezd el a projektek → Enable Google Analytics → Continue → Meglévő, vagy új analytic account kiválasztása → Create Project | | | 2.Android alkalmazásba a projektunk integrálása:   |  | | --- | | Project settings → Add Android App → Írjunk be egy package nevet, App nevet → Register app → töltsd le a google-services.json -t → Mobil alkalmazás app/ mappájába kell tenni → FCM integrálása az alkalmazásba <https://firebase.google.com/docs/cloud-messaging/android/client> | | | 3.Firebase projekt hozzáadása az API szerverhez:   |  | | --- | | Project settings → Service accounts → Firebase Admin SDK → Generate new private key → letöltött JSON-t az api/src/ mappába kell tenni → az api/src/routes/admin.js fájlban a var serviceAccount = require('../pushup-test-vksz-firebase-adminsdk-hy1hr-b70f68fdc3.json'); írd át →  var serviceAccount = require('../A\_Letöltött\_JSON\_Neve.json'); -ra | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| II.Facebook app:   |  |  | | --- | --- | | 1.Facebook App projekt létrehozása:   |  | | --- | | Facebook Developer Dashboard → Create App → Consumer(Vagy ami kell) → App elnevezése, contact email megadása → Facebook login kártya → Setup | | | 2.Facebook App beállítása hogy engedélyezze a call-okat   |  | | --- | | Settings → Basic → App Domains kitöltése(localhost) → Privacy Policy, User Data Deletion url megadása Category → Kategória kiválasztása(Business and pages)App purpose → App purpose kiválasztása(Yourself or your own business)Oldal alján → Add platform → Website → Site URL(https://localhost:8443/) website os teszteléshez, majd az android os implementációhoz Android platform ot is addolni kell | | | 3.API URIs hozzáadása az App-hoz hogy engedélyezzük a facebook logint   |  | | --- | | Facebook Login → Settings → Valid OAuth Redirect URIs →  https://localhost:8443/  https://localhost:8443/auth/facebook  https://localhost:8443/auth/facebook/callback hozzáadása | | | 4.Engedélyezzük hogy megszerezzük a bejelentkező publikus profilját,és email-jét   |  | | --- | | App Review → Permissions and Features → public profile → Get advanced access email → Get advanced access | | | 5.Key, App Secret megszerzése   |  | | --- | | Key/Secret: Settings → Basic → App ID = app/.env-ben FACEBOOK\_APP\_ID  App Secret = app/.env-ben FACEBOOK\_APP\_SECRET | | | 6.Teszteléshez, felhasználók hozzáadása   |  | | --- | | Roles→ Roles → Testers → Add Testers | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| III.Twitter app:   |  |  | | --- | --- | | 1.Twitter App projekt létrehozása, key és secret megszerzése   |  | | --- | | Twitter Developer Dashboard → Create App → App elnevezése →  API Key = app/.env-ben TWITTER\_API\_KEY API Key Secret = app/.env-ben TWITTER\_API\_KEY\_SECRET | | | 2.Twitter App callback urls beállítása   |  | | --- | | App → Authentication Settings → Edit →  Enable 3-legged OAuth  Enable Request email address from users Callback URLs: <https://127.0.0.1:8443/auth/twitter/callback> <https://127.0.0.1:8443/auth/twitter> <https://127.0.0.1:8443/api/auth/twitter/token> <https://127.0.0.1:8443> | | | 3.Website URL beállítása   |  | | --- | | Website URL: https://www.localhost:8443/ | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| IV.Google app:   |  |  | | --- | --- | | 1.Google projekt létrehozása, és elérhetőségek, engedélyek beállítása   |  | | --- | | Google Cloud Platform → Create Project(vagy a Firebase projekt is jó) → APIs & Services→ OAuth consent screen → External → Create → App name, support email, developer contant megadása → Save and continue →Add or remove scopes →   .../auth/userinfo.email  .../auth/userinfo.profile scope kijelölése és update/save → Continue → Test usereket hozzá adhatunk → Save and continue | | | 2.Google project URI beállítás, Client ID és Client Secret megszerzése   |  | | --- | | Credentials → Create Credentials → OAuth Client ID → App Type: Web Application (Majd androidos implementálásnál android kell) → Elnevezés → Authorized Redirect URIs:   <https://localhost:8443/auth/google/callback>  <https://localhost:8443/auth/google>  <https://localhost:8443> Create →  Your Client ID = api/.env-ben GOOGLE\_CLIENT\_ID  Your Client Secret = api/.env-ben GOOGLE\_CLIENT\_SECRET | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| V. API szerver elindítása:   |  |  | | --- | --- | | 1.Szerver indítása   |  | | --- | | api/ mappából nodemon(test) vagy node src/index.js | | | 2.Első futtatásnál az adatbázis feltöltése táblákkal, pár teszt adattal   |  | | --- | | Ha fut a mysql szerver és az environment variables-k is bevannak állítva első futtatásnál a <http://Ip_cím:PORT/createdb> oldal megtekintésével a beállított adatbázisba létrehozza a táblákat, és feltölti a notif\_type, news\_services táblát pár teszt értékkel. | | |

Client(Admin felület):

|  |  |
| --- | --- |
| **Dependencies feltelepítése:**   |  | | --- | | Client/ mappában npm install | |
| client/.env fájl tartalma:   |  | | --- | | VARIABLE\_NAME=Description(Fejlesztésnél használt értékek)  PORT=Milyen porton fusson a client(3011) REACT\_APP\_BASE\_LAYOUT\_CONFIG\_KEY='metronic-react-demo100' REACT\_APP\_API\_URL=Az API szervernek base URL -je ([http://72.99.421.](http://80.99.143.2)8:3001 (Saját ip cimem)) REACT\_APP\_VERSION=v8.0.19 REACT\_APP\_THEME\_NAME=Metronic REACT\_APP\_BOOTSTRAP\_DOCS\_LINK=https://getbootstrap.com/docs/5.0 REACT\_APP\_SASS\_PATH=src/\_metronic/assets/sass/core/components REACT\_APP\_SASS\_VARIABLES\_PATH=src/\_metronic/assets/sass/core/components/\_variables.scss PUBLIC\_URL= Client public URL je (<http://72.99.421.>8 (Saját ip cimem)) //A következő változókat nem használjuk de nem töröltem ki őket hátha elront valamit REACT\_APP\_PURCHASE\_URL=https://themeforest.net/item/metronic-responsive-admin-dashboard-template/4021469 REACT\_APP\_PREVIEW\_URL=https://preview.keenthemes.com/metronic8/react/demo1/ REACT\_APP\_PREVIEW\_REACT\_URL=https://preview.keenthemes.com/metronic8/react REACT\_APP\_PREVIEW\_DOCS\_URL=https://preview.keenthemes.com/metronic8/react/demo1-docs | |
| Client elindítása   |  | | --- | | client/ -mappában npm start | |

Fájlok:

API(Szerver):

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Fájlnév/function név** | **Szerep** |
| **db.js** | Létrehozza a kapcsolatot az adatbázissal |
| **authVerify.js/verify(req, res, next)** | A bejövő API call oknak ellenőrzni a headerjében lévő Authorization JWT tokent hogy érvényes-e, és blacklistelve van-e a küldő |
| **emailVerification.js/sendEmailVerification(email):** | Elküld egy verification e-mailt a megadott címre |
| **passwordReset.js/passwordReset(email)** | Elküld egy password reset e-mailt a megadott címre |
| **sendEmail.js/sendEmail(email, subject, message)** | Elküld egy e-mailt a megadott címre, a megadott tárgyal, és a megadott üzenettel |
| **validations.js** | JOI validations objekteket tartalmaz amikkel lehet ellenőrizni az eggyes request body tartalmát |
| **media/blank.png** | Az alap avatar a vksz alapon történő regisztráció esetén |

Routes

|  |
| --- |
| admin.js |
| |  | | --- | | **router.post(‘/get-user-by-id’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  user\_id:int  }  } | | **Mit ad vissza:** | user:{  id(int),  username(string),  email(string),  firstname(string),  lastname(string),  phone(string),  roles(string array),  pic(medium blob),  zip(string),  city(string),  house\_number(string),  street(string),  communication(array)[{  name(string)  email(bool)  sms(bool)  phone(bool)  service\_id(int)  }]  } | | **Mit csinál:** | Megkeresi a request body-ban megadott id-jú user-t, ha van vissza adja az adatait, ha nincs errort ad | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.get(‘/get-users’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{} | | **Mit ad vissza:** | users(array):[{  id(int),  email(string),  firstname(string),  lastname(string),  pic(medium blob),  phone(string),  provider(string),  blacklisted(bool),  zip(string),  city(string),  house\_number(string),  street(string),  }] | | **Mit csinál:** | Visszadja az összes user-t a user táblából | | |
| |  | | --- | | **router.post(‘/block-user’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  user\_id:int  email:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Beteszi a blacklist táblába az adott ID-jú user-t, és a megadott email alapján(ami a user\_id hoz kéne tartoznia) megkeresi a többi user-t ami arról az email-ről regisztrált(Social loginon keresztül) és őket is beteszi a blacklist táblába. Vagy ha már bent van a a blacklist táblában a user, kitörli. | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.post(‘/change/password’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  new\_pass:string,  new\_pass2:string,  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Megnézi hogy a megadott 2 jelszó egyezik, és megváltoztatja arra a body-ban megadott user\_id-jú user-nek a jelszavát | | |
| |  | | --- | | **router.post(‘/change/email’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  email:string,  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Megváltoztatja a megadott user\_id-jú user-nek az email-jét ha a user-nek a providere vksz | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.post(‘/send/users/notification’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  service\_id:int,  notif\_id:int,  title:string,  message:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Megadott notif\_id-val megeggyező módon üzenetet küld minden user-nek aki fel van iratkozva a megadott service\_id-jú szolgáltatásra a megadott title, message-el | | |
| |  | | --- | | **router.post(‘/send/user/notification’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  user\_id:int,  notif\_id:int,  title:string,  message:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Megadott notif\_id-val megeggyező módon üzenetet küld a megadott user\_id-jú user nek a megadott title, message-el | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.get(‘/get-news-notifs’, verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{} | | **Mit ad vissza:** | news\_notifs:{  notif\_types(array)[{notif\_id, notif\_name}]  news\_services(array)[{service\_id, service\_name}]  } | | **Mit csinál:** | Vissza adja milyen üzenet küldési módszerek vannak(notif\_type tábla), és milyen szolgáltatások(news\_services tábla) vannak | | |

|  |
| --- |
| auth.js |
| |  | | --- | | **router.post('/login', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{  {  email:string,  password:string  }  } | | **Mit ad vissza:** | accessToken(JWT object) | | **Mit csinál:** | Megnézi hogy megvan-e a megadott email az adatbázisban és megegyezik-e a jelszó és a provider = vksz.  Egy JWT-t ad vissza amiben benne van az email, role, user\_id, provider | | |
| |  | | --- | | **router.post('/register', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{  {  email:string,  lastname:string,  firstname:string,  password:string,  zip:string,  city:string,  street:string,  house\_number:string,  phone:string,  device\_token:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi az adatok érvényességét, és ha nincs ilyen user az adatbázisban vksz providerrel, akkor beteszi az adatbázisba, és küld egy megerősítő email-t a megadott email-re | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.get('/confirmation/:token', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{} | | **Mit ad vissza:** | Redirectel a client weboldalra | | **Mit csinál:** | Ellenőrzi a url ben lévő JWT-t és frissíti a JWT alapján a user-nek a confirmed értékét, hogy betudjon lépni. | | |
| |  | | --- | | **router.post('/confirmation', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{  {  email:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Megadott email-re küld egy verification emailt. | | |
| |  | | --- | | **router.get('/reset-password/:token', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{} | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a url ben lévő JWT-t és general egy új jelszót a JWT-ben lévő user-nek és küld neki egy email-t | | |
| |  | | --- | | **router.post('/reset-password', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{}  Body:{  {  email:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi az adatok érvényességét, és küld egy password reset emailt. | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.get('/get-user', verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{} | | **Mit ad vissza:** | user:{  id(int),  username(string),  email(string),  firstname(string),  lastname(string),  phone(string),  roles(string array),  provider(string),  pic(medium blob),  zip(string),  city(string),  house\_number(string),  street(string),  communication(array)[{  name(string)  email(bool)  sms(bool)  phone(bool)  service\_id(int)  }]  } | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét és vissza adja a JWT tokenben lévő id-jú user adatait | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.get('/facebook/token', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer facebook\_loginnál\_kapott\_accessToken  }  Body:{  {  device\_token:string  }  } | | **Mit ad vissza:** | accessToken(JWT object) | | **Mit csinál:** | Ellenőrzi a facebook accessToken érvényességét, ha nincs még ilyen user aki facebookal lépett be volna, lekér pár adatot a user facebook public profile-járól és beteszi az adatbázisba, ha már van ilyen JWT-t ad vissza.  A facebook bejelentkezést a https://localhost:8443/auth/facebook -al az index.js ben lévő route al lehet tesztelni JSON-ben kapjuk meg az adatokat amik kellenek a szerveren való ellenőrzéshez  accessToken = accessToken | | |
| |  | | --- | | **router.get('/twitter/token', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Paraméterek:  oauth\_token: twitter\_loginnál\_token  oauth\_token\_secret: twitter\_loginnál\_tokenSecret  user\_id: twitter\_loginnál\_profil\_id  Body:{  {  device\_token:string  }  } | | **Mit ad vissza:** | accessToken(JWT object) | | **Mit csinál:** | Ellenőrzi a twitter token, token\_secret, user\_id érvényességét, ha nincs még ilyen user aki twitterrel lépett be volna, lekér pár adatot a user twitter public profile-járól és beteszi az adatbázisba, ha már van ilyen JWT-t ad vissza.  A twitter bejelentkezést a https://127.0.0.1:8443/auth/twitter -al az index.js ben lévő route al lehet tesztelni, JSON-ben kapjuk meg az adatokat amik kellenek a szerveren való ellenőrzéshez  oauth\_token = token,  oauth\_token\_secret = tokenSecret,  user\_id = id | | |
| |  | | --- | | **router.get('/google/token', (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  access\_token:GOOGLE\_accessToken  }  Body:{  {  device\_token:string  }  } | | **Mit ad vissza:** | accessToken(JWT object) | | **Mit csinál:** | Ellenőrzi a google accessToken érvényességét, ha nincs még ilyen user aki google-val lépett be volna, lekér pár adatot a user google profile-járól és beteszi az adatbázisba, ha már van ilyen JWT-t ad vissza.  A google bejelentkezést a https://localhost:8443/auth/google -al az index.js ben lévő route al lehet tesztelni, JSON-ben kapjuk meg az adatokat amik kellenek a szerveren való ellenőrzéshez  accessToken = accessToken | | |

|  |
| --- |
| user.js |
| |  | | --- | | **router.post('/change/details', verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  user\_id:int,  lastname:string,  firstname:string,  zip:string,  city:string,  street:string,  house\_number:string,  phone:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét megváltoztatja a body-ban megadott user\_id értéke alapján a user adatait | | |
| |  | | --- | | **router.post('/change/avatar', verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  avatar:string,  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét megváltoztatja a body-ban megadott user\_id értéke alapján frissíti az avatar-t az adatbázisban. | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.put('/change/notifications', verify, (req,res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  communication(array)[{  name(string)  email(bool)  sms(bool)  phone(bool)  service\_id(int)  }],  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét megváltoztatja a body-ban megadott user\_id értéke alapján frissíti a user\_notifs-ban lévő értékeket. | | |
| |  | | --- | | **router.post('/change/password', verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  current\_pass:string,  new\_pass:string,  new\_pass2:string,  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét megváltoztatja a body-ban megadott user\_id értéke alapján a user jelszavát | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | **router.post('/change/email', verify, (req, res)):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  email:string,  current\_pass:string,  user\_id:int  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét, megváltoztatja az adott user-nek az email-ját ha még nincs ilyen email az adatbázisban vksz providerrel | | |
| |  | | --- | | **router.post('/update/device-token', verify, (req, res):** | | |  |  | | --- | --- | | **Mi kell a requestbe:** | Header:{  Authorization:Bearer JWT\_TOKEN  }  Body:{  {  email:string,  user\_id:int,  device\_token:string  }  } | | **Mit ad vissza:** | result(bool) | | **Mit csinál:** | Ellenőrzi a JWT, adatok érvényességét, megváltoztatja az adott user-nek a device\_tokenjét. | | |

Client:

Használt fájlok:

|  |  |
| --- | --- |
| **Létrehozott fájlok** | |
| **Fájlnév** | **Szerep** |
| **UsersTableWidget.tsx** | /admin-dashboard -URL-en az adatbázisban lévő összes felhasználót jeleníti meg, email re kattintva megnyit egy részletesebb oldalt ahol a felhasználónak az adatait tudja változtatni, notificationt tud küldeni |
| **AdminBoard.tsx** | /admin-dashboard -URL-en a UsersTableWidget.tsx-et jeleníti meg ha a bejelentkezett felhasználó admin, ha nem vissza küldi a felhasználót a főoldalra |
| **UserProfile.tsx** | /user/:id -URL-en lekéri az url-ben szereplő id-jú user adatait, majd megjeleníti UserProfileDetails.tsx, UserNotifications.tsx SendUserNotification.tsx UserPasswordEmail.tsx komponenseket |
| **ProfilePic.tsx** | Egy function ami egy stringet vár és az elejére hozzáfűzi hogy: „data:image/jpeg;base64,” |
| **SendUsersNotification.tsx** | /send-users-notification -URL-en lekéri az adatbázisban lévő szolgáltatásokat, értesítés típusokat, címet, üzenetet lehet megadni és a Send out notifications gombra kattintva csinál egy post requestet az api hoz |
| **UserRole.tsx** | Egy function ami vissza adja a most bejelentkezett felhasználó szerepkörét |
| **ConfirmEmail.tsx** | /auth/forgot-password -URL-en megadott email-re lehet kérni új verification emailt |
| **UserNotifications.tsx** | Megjeleníti a Propsban átadott felhasználónak az értesítés beállításait, és meg lehet változtatni azokat |
| **UserPasswordEmail.tsx** | Megjeleníti a jelszó, email változtató felületet |
| **UserProfileDetails.tsx** | Megjeleníti a a Propsban átadott id-jú felhasználónak az adatait, amiket lehet változtatni |
| **NewsNotifsModel.ts** | Adatmodell ami a notif\_types, és news\_services tömbben tárol NotifTypeModel és NewsServiceModel-eket |
| **NewsServiceModel.ts** | Adatmodell ami egy szolgáltatás id-ját és nevét adja meg |
| **NotifTypeModel.ts** | Adatmodell ami egy értesítés módnak az id-ját és nevét adja meg |
| **SendUserNotification.tsx** | A Propsban megadott id-jú felhasználónak lehet értesítést küldeni a kiválasztott értesítés típus alapján, a megadott címmel és üzenettel |

|  |  |
| --- | --- |
| **Módosított fájlok** | |
| **Fájlnév** | **Szerep** |
| **DefaultLayoutConfig.ts** | Különböző layout elemeknek az alap viselkedését adja meg |
| **Footer.tsx** | Oldal alján pár információt tartalmaz |
| **MasterLayout.tsx** | Ez adja az oldalnak a felépítését, mi hol helyezkedik el. |
| **AuthCRUD.ts** | Az axios requesteket tartalmazza az API felé |
| **index.tsx** | A kliens egyik fő fájlja amiből kiindul az egész react applikáció |
| **MockAxios.ts** | Axios lekérdezéseket imitáló fájl |
| **UserModel.ts** | Adatmodell ami egy felhasználó adatait adja meg |
| **PrivateRoutes.tsx** | Azokat az url címeket/route okat tartalmazza amihez szükséges hogy legyen érvényes JWT-token |
| **DashboardWrapper.tsx** | Sima felhasználónak a fő oldala bejelentkezés után, példa komponenseket tartalmaz |
| **ErrorsPage.tsx** | Tartalmazza a különböző hiba komponenseket, és az azokhoz vezető utat |
| **Login.tsx** | Bejelentkezés oldal |
| **Mixed.tsx** | Példa adatokat tartalmazó komponens |
| **MixedWidget2.tsx** | Példa adatokat tartalmazó komponens |
| **PublicRoutes.tsx** | Azokat az url címeket/route okat tartalmazza amit bejelentkezés nélkül is ellehet érni |
| **Registration.tsx** | Regisztráció oldal |
| **Notifications.tsx** | Megjeleníti a bejelentkezett felhasználónak az értesítés beállításait, és meg lehet változtatni azokat |
| **UserAddressModel.ts** | Adatmodell ami egy felhasználónak a címét adja meg |
| **UserCommunicationModel.ts** | Adatmodell ami egy felhasználónak az értesítés beállításait adja meg |
| **AuthRedux.ts** | A React-redux hoz tartalmazz különböző acion öket |
| **ProfileDetails.tsx** | Megjeleníti a bejelentkezett felhasználónak az adatait, amiket lehet változtatni |
| **HeaderUserMenu.tsx** | Headerben jobb felül a profil négyzet |
| **MenuInner.tsx** | A Headerben a menüpontokat tartalmazza és azoknak a címét hogy hova irányítsanak át |
| **Topbar.tsx** | A HeaderWrapperben az a komponens ami a HeaderUserMenu komponenst tartalmazza |
| **SignInMethod.tsx** | Megjeleníti a jelszó, email változtató felületet |
| **AuthPage.tsx** | Authentikációhoz szükséges route okat tartalmazza(Bejelentkezés, regisztráció, stb…) |
| **AccountPage.tsx** | Bejelentkezett felhasználónak az account oldala, a Settings komponenst tartalmazza és a szükséges route-okat |
| **Settings.tsx** | Megjeleníti a ProfileDetails, SignInMethods és Notifications komponenst |