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**S3.02 – Rendu de développement efficace**

Ce document est un rapport de la partie algorithmique de notre projet. Ce dernier va décrire chacun des algorithmes ayant été implémentés à la fois concernant la génération du labyrinthe mais aussi concernant les IA utilisées pour le rôle du monstre et celui du chasseur.

Les IA du monstre:

*Le Mode Facile:*

Description:

Pour ce que l’on a qualifié de mode facile, nous avons opté pour un algorithme de recherche en profondeur (Depth-First Search - DFS) qui parcourt le labyrinthe en suivant systématiquement une séquence de mouvements prédéfinie (nord, ouest, est, sud). Cela rend son parcours généralement assez long puisqu’il ne garantit pas nécessairement de trouver le chemin le plus court vers la sortie. Ces faiblesses nous sont apparus comme un élément d’un bon algorithme pour un mode facile.

Cette algo à été implémenter dans les classes Monster et MonsterView.

Structures de données :

* Liste ("marquer") : Utilisée pour suivre les cases déjà explorées.
* Pile(‘"stack"):
  + Utilisée pour stocker les coordonnées des cases à explorer.
  + Les coordonnées sont empilées et défilées pendant la recherche en profondeur.

Ces structures sont utilisées dans la classe Monster.

Bien que la file aurait pu être une alternative viable, l'utilisation d'une pile s'est avérée être un choix logique et efficace pour le modèle d'exploration en profondeur du labyrinthe puisque la nature Last In, First Out de la pile s'aligne naturellement avec le concept d'exploration en profondeur.

*Pseudo-code:*

Fonction iaMove():

Si la pile (stack) est vide:

Initialiser la pile (initializeStack())

Tant que la pile n'est pas vide:

Obtenir la coordonnée actuelle depuis le sommet de la pile Si la coordonnée actuelle est la sortie:

Retourner une nouvelle coordonnée (0, 0) // Sortie

atteinte

Sinon:

Pour chaque direction (voisin) valide: Si le voisin est accessible:

Ajouter la coordonnée du voisin à la liste des cases explorées (marquer)

Ajouter la coordonnée du voisin à la pile Retourner une nouvelle coordonnée représentant le

mouvement vers le voisin (la coordonnée retournée sera donc (1, 0) ou (0, 1) ou (1, 1) ou (-1, 0)...

Si la pile n'est pas vide:

Retourner en arrière en déstackant la coordonnée actuelle

Mettre à jour la coordonnée actuelle

Fin de la fonction

*Le Mode Difficile:*

Description:

L'algorithme que nous avons implémenté pour le mode difficile est une version améliorée de l’algorithme précédent. En effet, il correspond à un algorithme de parcours en profondeur amélioré par une optimisation grâce à l’utilisation de la distance de Manhattan dans un labyrinthe. Cet algorithme prend donc en compte une heuristique qui ici est la distance directe entre le monstre et la sortie). Cela lui permet de trouver la sortie bien plus rapidement qu'un simple algorithme de parcours en largeur.

Structures de données :

* Liste ("marquer") : Utilisée pour suivre les cases déjà explorées.
* Pile(‘"stack"):
  + Utilisée pour stocker les coordonnées des cases à explorer.
  + Les coordonnées sont empilées et déﬁlées pendant la recherche en profondeur.

Ces structures de données sont utilisées dans la classe Monster.

De même que pour l'algorithme précédent : la pile (Last In, First Out) est adaptée à la gestion d’une exploration en profondeur puisqu’elle permet de traiter en priorité les derniers éléments ajoutés (i.e. la dernière cellule explorée) avant de revenir en arrière. Cela correspond au comportement souhaité pour un parcours en profondeur.

*Pseudo code :*

Fonction iaMoveImproved():

Si la pile (stack) est vide:

Initialiser la pile (initializeStack()) Tant que la pile n'est pas vide:

Obtenir la coordonnée actuelle depuis le sommet de la pile Si la coordonnée actuelle est la sortie:

Retourner une nouvelle coordonnée (0, 0) // Sortie

atteinte

Sinon:

Initialiser une distance minimale à une valeur maximale Initialiser nextMove à null

Pour chaque voisin valide:

Calculer la distance de Manhattan entre le voisin et la sortie

Si la distance est inférieure à la distance minimale: Mettre à jour la distance minimale et nextMove avec

les informations du voisin

Si nextMove n'est pas null:

Ajouter la coordonnée du nextMove à la liste des cases explorées (marquer)

Ajouter la coordonnée du nextMove à la pile Retourner une nouvelle coordonnée représentant le

mouvement entre la coordonnée actuelle et nextMove // la coordonnée retournée sera donc

(1, 0) ou (0, 1) ou (1, 1) ou (-1, 0)...

Sinon:

Retourner en arrière en dépilant la coordonnée

actuelle

Retourner null // Aucun mouvement possible Fin de la fonction

# Les IA du chasseur:

*Le Mode Facile:*

Description:

Pour la version simple du chasseur, nous avons opté pour une approche totalement aléatoire : le chasseur tire sur une case sans tenir compte des informations qu’il a pu récolter.

Cet algorithme a été implémenté dans la classe HunterView.

Objet Random :

* Description : L'objet Random est une classe du langage de programmation qui génère des nombres aléatoires.
* Utilisation : Il est utilisé pour générer des indices de colonne et de ligne aléatoires dans la grille du labyrinthe.

*Pseudo-code:*

Fonction playAISimple():

Créer un nouvel objet Random (random)

Obtenir un nombre aléatoire pour la colonne (randomColumn) compris entre 0 et le nombre de colonnes du labyrinthe - 1

Obtenir un nombre aléatoire pour la ligne (randomRow) compris entre 0 et le nombre de lignes du labyrinthe - 1

Obtenir l'objet représentant le chasseur depuis le labyrinthe (maze.getHunter())

Appeler la méthode hit() du chasseur avec les coordonnées aléatoires (randomColumn, randomRow)

Retourner un nouvel objet Coordinate avec les coordonnées aléatoires (randomColumn, randomRow)

Fin de la fonction

*Le Mode Difficile:*

Description:

Pour la version complexe du chasseur, il a été choisi un système également basé sur l’aléatoire mais prenant cette fois-ci en compte les informations récoltées lors des précedents tours. Par exemple, si le chasseur a découvert une case sur laquelle le monstre est passé il y a 3 tours, le prochain tir du chasseur se fera sur les 3 cases entourant celle découverte par le chasseur. Bien sûr, si le chasseur a découvert plusieurs cases sur lesquelles le monstre est passé, alors la case choisie comme point de repère sera celle sur laquelle le monstre est passé le plus récemment.

Cette algorithme a été implémenté dans la classe HunterView.

Objet Random :

* Description : L'objet Random est une classe du langage de programmation qui génère des nombres aléatoires.
* Utilisation : Il est utilisé pour générer des indices de colonne et de ligne aléatoires dans la grille du labyrinthe.

*Pseudo-code:*

Fonction playAIHard():

Créer un nouvel objet Random (random)

Obtenir les coordonnées de la cellule où le monstre a été vu pour la dernière fois (myCell) en appelant maze.findShortedLastAppearance()

Initialiser des variables pour le déplacement aléatoire :

* int moreOrLess
* int randomColumn
* int randomRow
* boolean end = false

// Déplacement horizontal Tant que end est faux:

moreOrLess = random.nextInt(2) Si moreOrLess est 0:

randomColumn = myCell.getColumn() + random.nextInt(maze.getMaze()[myCell.getColumn()][myCell.getRow()].getL astMonsterAppearanceReverse(maze.getCompteur()) + 1)

Sinon:

randomColumn = myCell.getColumn() - random.nextInt(maze.getMaze()[myCell.getColumn()][myCell.getRow()].getL astMonsterAppearanceReverse(maze.getCompteur()) + 1)

Si randomColumn est dans les limites du labyrinthe: end = vrai

end = faux

// Déplacement vertical Tant que end est faux:

moreOrLess = random.nextInt(2) Si moreOrLess est égal à 0:

randomRow = myCell.getRow() + random.nextInt(maze.getMaze()[myCell.getColumn()][myCell.getRow()].getL astMonsterAppearanceReverse(maze.getCompteur()) + 1)

Sinon:

randomRow = myCell.getRow() - random.nextInt(maze.getMaze()[myCell.getColumn()][myCell.getRow()].getL astMonsterAppearanceReverse(maze.getCompteur()) + 1)

Si randomRow est dans les limites du labyrinthe: end = vrai

// Appliquer le déplacement

Obtenir l'objet représentant le chasseur depuis le labyrinthe (maze.getHunter())

Appeler la méthode hit() du chasseur avec les nouvelles coordonnées (randomColumn, randomRow)

Retourner un nouvel objet Coordinate avec les nouvelles coordonnées (randomColumn, randomRow)

Fin de la fonction

La génération du labyrinthe :

Tout d'abord il faut savoir que la génération du labyrinthe s'effectue en plusieurs parties:

1. la génération des cellules,
2. Le placement de l'entrée et de la sortie
3. La génération des obstacle
4. Vérification qu’un chemin existe entre l’entrée et la sortie
5. L’affichage
6. Le processus

Toutes les méthodes permettant la génération du labyrinthe sont implémentées dans la classe **Maze** et utilisées dans la classe **IHM.**

Génération des cellule du labyrinthe :

Premièrement, la classe **Maze** qui correspond au labyrinthe contient un constructeur qui prend en paramètre le nombre de colonnes et le nombre de lignes de celui-ci.

Notre labyrinthe sera un tableau à deux dimensions de Cellules (**Cell**) qui sera instancié dans le constructeur de notre classe **Maze.**

L’objet **Cell** prend en paramètre de son constructeur des coordonnées (**Coordinate(colonne, ligne)**) et une **CellInfo** qui correspond à une énumération dénombrant les éléments à mettre dans la cellule: Vide, Monstre, Entrée…

La fonction permettant la génération du labyrinthe fonctionne de cette manière:

Fonction resetMaze():

    On parcourt le tableau de cellules instancié dans le constructe

et on met toutes les cellules de notre labyrinthe à vide (CellInfo.EMPTY)

Fin de la fonction

Le placement de l'entrée et de la sortie:

Pour permettre la génération d’une entrée et d’une sortie ayant une distance assez longue pour permettre un peu de difficulté côté monstre, nous avons choisi de générer l'entrée et la sortie face à face mais toujours de manière aléatoire.
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Dans le cas ci-dessus, la sortie sera générée aléatoirement dans une des cellules longeant la ligne verte (l'entrée peut apparaître en bas en haut à gauche ou à droite).

La fonction permettant le placement de l'entrée et de la sortie fonctionne de cette manière:

Fonction generateEnterExit():

Initialiser un objet Random pour générer un nombre aléatoire

Générer un nombre aléatoire entre 0 et 3 inclus

Initialiser les coordonnées de l'entrée et de la sortie

Sélectionner la position de l'entrée et de la sortie en fonction de la valeur aléatoire

Si rand est égal à 0:

placer l'entrée aléatoirement dans la ligne du haut et la sortie aléatoirement dans la ligne du bas

placer l'entrée aléatoirement dans la colonne de droite et la sortie aléatoirement dans la colonne de gauche

placer l'entrée aléatoirement dans la ligne du bas et la sortie aléatoirement dans la ligne du haut

placer l'entrée aléatoirement dans la colonne de gauche et la sortie aléatoirement dans la colonne de droite

pour finir placer le monstre aux mêmes coordonnées que la sortie

Fin du traitement.

Cette approche nous permet de maintenir un niveau de difficulté adéquat même si le joueur (monstre) a une idée approximative de l'emplacement de la sortie. Les obstacles contribuent à maintenir une complexité malgré cette connaissance du joueur.

La génération des obstacles :

La complexité de cette implémentation réside principalement dans la contrainte qui stipule qu'elle doit être effectuée à partir d’un pourcentage. Voici donc comment nous avons implémenté cela.

Tout d’abord, pour mieux comprendre l'implémentation, il faut savoir que 100% correspond au nombre de cellules du labyrinthe auquel on soustrait la distance entre la case (0, 0) et la dernière case du labyrinthe(tout en bas à droite). Illustré ci-dessous:

![](data:image/png;base64,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)

**Le chemin en rouge** représente le plus court chemin du plus long chemin possible (c'est-à-dire si on a une entrée qui se place en 0, 0 et une sortie en bas à droite ou inversement).

**Les case bleues** représentent alors le nombre maximum d’obstacles que l’on pourrait générer pour être sur qu’il y ait toujours au moins un chemin possible dans notre labyrinthe entre l'entrée et la sortie.

Le calcul pour obtenir le nombre d’obstacle maximum est le suivant :

**(nbColonne x nbLigne - 2) - ((nbColonne - 1) + (nbLigne - 1) - 1)**

Donc dans l’exemple au dessus cela nous donne :

**(5 x 5 - 2) - ((5 - 1) + (5 - 1) - 1) = 16**

**Ici, le 100% se traduit donc par 16.**

La fonction permettant la génération des obstacle fonctionne de cette manière:

fonction genererObstacles(pourcentageObstacles):

si pourcentageObstacles < 0 ou pourcentageObstacles > 100 alors

lancer une exception avec le message "Le pourcentage d'obstacles doit être compris entre 0 et 100."

Convertir le paramètre en nombre d’obstacles à partir du maximum d’obstacles possible comme vu plus haut(parametre \* maxObstacle / 100)

tant que i < nombre d’obstacles

générer des x et Y aléatoires

vérifier que les coordonnées(x, y) sont vide, si oui:

placer l’obstacle et incrémenter i

sinon recommencer

Fin du traitement.

Un chemin existe-il entre l’entrée et la sortie :

Enfin, avant d’aller plus loin, il faut vérifier qu’un chemin existe bel est bien entre l’entrée et la sortie sinon le monstre ne pourra jamais atteindre cette dernière:

Pour ce faire nous avons opté pour l'algorithme BFS qui va rechercher un chemin possible entre l'entrée et la sortie.

La fonction permettant cela est une fonction de type boolean qui retournera true si un chemin existe et false sinon.

La fonction permettant la génération des obstacle fonctionne de cette manière:

fonction existeChemin():

    Récupérer les coordonnées de l'entrée et de la sortie

    Vérifier si les coordonnées d'entrée ou de sortie sont manquantes

    si entrée est null ou sortie est null alors

        retourner faux

    fin du traitement

    Initialiser la matrice des distances

    Initialiser la file de priorité avec la comparaison basée sur les distances

    Initialiser les déplacements possibles

    Initialiser la distance à l'entrée comme 0 et l'ajouter à la file de priorité

    Boucle principale de l'algorithme BFS

    tant que la filePriorité n'est pas vide faire

        courant = filePriorité.retirer()

        Vérifier si le nœud courant est la sortie

        si l'état de la cellule à la position courante est égal à l'état de la sortie alors

            retourner vrai // Chemin trouvé

        fin du traitement

        Parcourir les voisins du nœud courant

        pour chaque direction de 0 à 3 faire

            prochainX = courant.colonne + dx[direction]

            prochainY = courant.rangée + dy[direction]

            Vérifier les limites du labyrinthe

            si prochainX est dans [0, colonnes-1] et prochainY est dans [0, rangées-1] alors

                Vérifier si la cellule est un mur et si elle n'a pas encore été visitée

                si l'état de la cellule à la position prochainX, prochainY n'est pas un mur

                        et distances[prochainX][prochainY] est égal à la valeur maximale d'entier alors

                    Mettre à jour la distance et ajouter le voisin à la file de priorité

                    distances[prochainX][prochainY] = distances[courant.colonne][courant.rangée] + 1

                    filePriorité.ajouter(nouvelle Coordinate(prochainX, prochainY))

                fin si

            fin si

        fin pour

    fin tant que

    // Aucun chemin trouvé

    retourner faux

fin du traitement

Nous avons choisi d'utiliser une file de priorité (priority queue). Effectivement, dans le contexte de la recherche de chemin le plus court, la file de priorité permet d'explorer en priorité les nœuds qui sont plus proches du point de départ.

L’affichage du tout :

En ce qui concerne l’affichage, nous avos deux fonctions d’affichage : une dans HunterView (elle correspond à l’affichage du labyrinthe pour le chasseur) et une dans MonsterView (elle correspond à l’affichage du labyrinthe pour le monstre).

L’affichage côté chasseur : le chasseur ne voit pas à quoi correspondent les cases du labyrinthe, mis à part après avoir tiré dessus.

fonction affichage():

    pour chaque colonne de 0 à nombreDeColonnesDuLabyrinthe - 1 faire

        pour chaque rangée de 0 à nombreDeRangéesDuLabyrinthe - 1 faire

            obtenir le case correspondant à la position (colonne, rangée) dans la grille

            obtenir la cellule correspondante dans le labyrinthe

            définir l'état de la cellule

            définir la case comme celui d'une cellule cachée

            si la cellule est découverte alors

                afficher le contenu de la cellule

fin fonction

Processus :

Dans la classe IHM, le labyrinthe et généré comme suit:

tant qu’un chemin n’existe pas on :

-génère le labyrinthe

-place l’entrée et la sortie

-génère les obstacle

-et on vérifie qu’un chemin existe: si oui la boucle se termine et le jeu se lance sinon la boucle continue

Ce système fonctionne parfaitement pour nos attentes. Le seul inconvénient est que parfois la boucle peut s'effectuer de nombreuses fois, car un chemin n'est pas immédiatement trouvé. Cela ralentit le lancement du jeu de quelques secondes, particulièrement lorsque le pourcentage d'obstacles entré par l'utilisateur approche de 100%.

*Groupe H3 - S3.02 – Rendu de développement efficace*