Project setup

Create a project database

In this first part, we will create the MySQL database that our project is going to use to store its data. There are three MySQL commands we'll be using. The first is to create the database using **CREATE DATABASE** and then the name of the database. I'm going to call it **chain\_gang**. Second, we want to make sure that we have a user that has the ability to access that database.

CREATE DATABASE chain\_gang

Now, by default, our root MySQL user has access to all of the databases, but it's a much better security practice for us to create a new user that our application can use, instead of using that root user. That root user's just simply too powerful, and can do too much damage to our database. So, we're going to create a new user called **webuser** and give it privileges. So I do that with **GRANT ALL PRIVILEGES ON**, and then I have the database name, followed by a period and an asterisk. That's a shorthand for all tables on the chain\_gang database, and I'm going to assign those to the webuser at localhost. Using localhost ensures that connections can only be made from the local computer, not from some remote IP address somewhere else. And then, IDENTIFIED BY and the password you want to use. I'm using secretpassword. I hope that you'll choose something much better because that's not a very good password. And then, finally, once we've done that, we can actually choose to use our newly created database by typing USE and then the database name, chain\_gang.

GRANT ALL PRIVILEGES ON chain\_gang.\* TO ‘webuser’@’localhost’

IDENTIFIED BY ‘secretpassword’

USE chain\_gang

Let's try these three out. So, from our command line, I'm going to go into MySQL. I'm going to do that using my root user to begin with. I'm not going to use my web app user to do this; I want my root user that has all of the powers and privileges to create new databases.

**mysql –u root**

So I'll log in with that password, and once I'm inside, then I can CREATE DATABASE chain\_gang. Okay, it says it created the database. We can actually confirm that with SHOW DATABASES. We'll see a few of the basic databases that MySQL needs, but we'll most importantly see that database there, chain\_gang, so we know it was created.
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So now, let's grant privileges on it. So we'll do that with GRANT ALL PRIVILEGES, make sure you spell that right, ON chain\_gang.\*, because we want all tables.

And then you can go to a new line here, or you can just keep typing, it doesn't matter. Space, webuser@localhost, and then another space, go ahead and go to a new line here, IDENTIFIED BY and then secretpassword will be mine, but hopefully you'll choose something better. And then the semicolon at the end lets it know that the command is done. Now we have privileges for our webuser, which is great, now we'll be able to log in as the webuser from our PHP code.

And then, last of all, let's type USE chain\_gang. And that will actually switch to the database, so now we can issue all of our commands directly to that database from the command line.

Create a database table

Now that we have a database and we have a user that has the ability to access that database from our application, we're ready to create a database table that's going to store the data about the different bicycles that the chain gang bicycle shop is going to be selling. To do that, we'll need to create a new table, using the SQL syntax. So this is what the table structure is going to look like. We're going to have a number of different attributes, beginning with ID. Every record is going to have an auto incrementing ID, that's going to be its primary key. And then we're going to have columns that correspond to the data that we saw in the table for each bicycle. So we'll have brand, model, year, category, gender, color, price, weight\_kg for kilograms, condition\_ID, and description. Now I know this is a lot of typing. So rather than having to type all of this in, we will make couple of snippets and copy it to command line.

CREATE TABLE bicycles (

id INT(11) AUTO\_INCREMENT PRIMARY KEY,

brand VARCHAR(255) NOT NULL,

model VARCHAR(255) NOT NULL,

year INT(4) NOT NULL,

category VARCHAR(255) NOT NULL,

gender VARCHAR(255) NOT NULL,

color VARCHAR(255) NOT NULL,

price DECIMAL(9,2) NOT NULL,

weight\_kg DECIMAL(9,5) NOT NULL,

condition\_id TINYINT(3) NOT NULL,

description TEXT NOT NULL

);

And then there's also another one right here, which is insert bicycles.sql, and it has a bit of data that we can insert after we create the tables, so that you'll have a couple of bicycles in the database ready to go. So let's switch to the first one of these. And let's just copy and paste all of that into the My SQL terminal. So I've created my new table bicycles. I can type show tables and I can now see that that table is there. And I can say

SHOW FIELDS FROM BICYCLES

to actually see the list of columns that we have.
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Now that we have our table there, let's go ahead and populate it with some initial data. So I'm going to insert some bicycles.

INSERT INTO bicycles (brand, model, year, category, gender, color, price, weight\_kg, condition\_id, description) VALUES ('Trek','Emonda','2017','Hybrid','Unisex','black','1495.00','1.5','5','');

INSERT INTO bicycles (brand, model, year, category, gender, color, price, weight\_kg, condition\_id, description) VALUES ('Cannondale','Synapse','2016','Road','Unisex','matte black','1999.00','1.0','5','');

I'll copy that and let's just go back into the My SQL terminal and paste those both in. So that should have created two bicycles for us, and we can check that those are there using SQL's select statements. Select all from bicycles, and you'll see we get back a long table that just has all the different values that we just input. So now we know that we have two different bicycles in the database. The first one has ID of number one, it's Trek Emonda 2017.

The second one has ID at number two, it's a Cannondale Synapse 2016. You can feel free to put in other data if you want. I just wanted to make sure that we had some initial data in our database so that we can work on reading that data back. Once we've got our database, our table, and some data in it, we're done with My SQL command line for now. You can go ahead and exit out of it, because from now on, we're going to be working with our database from PHP.

The Database Connection

Database credentials

In this chapter we're going to learn how to use object-oriented code to connect and to query the database. If we're going to use a database then our application's going to need to know about our database credentials so that it can log out. Let's start by providing those to our application. So let's start by creating a new file inside the private directory. And I'm going to call that file **db\_credentials.php**.

We'll close them, and let's start by adding a comment here to the top. I'm going to have keep database credentials in a separate file. And the reason why we want to do that is one, it's easy to exclude this file from source code managers. The second reason is because it allows us to have unique credentials on development and production servers.

And also if we're working with multiple developers it allows us to have unique credentials for each of those developers. Misspelled multiple there. There we go. So that's just a reminder why we want to keep these in a separate file. This gives us one file and then we can just exclude that file, everyone can have a unique version of it. Everything else in the application can be identical; it's just this one file that has to be different. Okay, so now let's get about the business of actually setting those values so we can use them.

I'm going to do that by setting some constants. DB\_SERVER is going to be the first one, and I'm just going to be connecting from local host. If we were connecting remotely that would be an IP address. And then define db user, and that's going to be the user that I created that has access to the MySQL table. For me that was webuser. And let's define another one for db pass, which is going to be the password that we used. Mine was secretpassword. Yours hopefully was something different and better.

And then define db name, and that's the name of the database that we want to connect to, which is just chain\_gang. Okay, so there it is. I now have defined these four constants, and then I'll be able to use them globally throughout my application.

// Keep database credentials in a separate file

//1. Easy to exclude this file from source code managers

//2. Unique credentials on development and production server

//3. Unique credentials for multiple developers

define("DB\_SERVER", "localhost");

define("DB USER", "webuser");

define ("DB\_PASS", "secretpassword");

define("DB\_NAME", "chain\_gang");

So let's save that and let's make sure now that that file gets loaded. So to do that we'll need to go to initialize.php. And right here we have require once functions. Let's just add another line, require once, and then db credentials.php.

And that's it; that's all there is to it. Now our application will load up our database credentials and make sure that they're available to us so that we can use them to connect to the database.

Connect to the database

Now that we have our database credentials installed, let's see how we connect to the database using object-oriented programming. First, let's begin by reviewing the procedural version which we've used to connect to the databases with PHP up until now. To do that, we used a function called mysqli\_connect and we passed in several arguments for the server, the user, the password, and the database name. That function returns back a database handle which can then be used to connect to the database in the future.

It opens up a connection and we're able to then work with that connection going forward. So for example if we want to query the database, we can call another function mysqli\_query. We pass in that database handle as well as the SQL that we want to query. This is a procedural style. There's no object-oriented programming here, and we're just calling basic PHP functions.

// Procedural style

$db = mysqli\_connect($server, $user, $pwd, $db\_name);

$result = mysqli\_query($db, $sql);

The mysqli adapter also has an object-oriented version as well as the procedural version. In order to create a new database connection, you create a new mysqli object and you do that by using the new keyword, followed by mysqli, and then passing in those same arguments for server, user, password, and database name. Instead of simply getting back a database handle, it's actually an object and that allows us to work with that database object in an object-oriented way, which means that we can call properties and methods on that object. So for example if we want to perform a query, we can call the query method on that object.

So I have my database connection, I use my arrow notation, followed by the name query for the method, and then in parenthesis the SQL that I want to pass in.

// OOP style

$db = new mysqli($server, $user, $pwd, $db\_name);

$result = $db->query($sql);

Notice the parallel structure between the two of these. They are similar, but there are some important differences. One critical difference is the fact that in the procedural style, we're constantly having to pass this database connection in as one of the arguments. In the object-oriented style, we don't have to do that. The object already knows what its connection is. We've already identified if this is the connection that we're using, we just want to perform a query on that connection.

Let's try adding this to our application. There are a number of different places where we could create this database connection, but I'm going to do it at the bottom of initialize so that way I'll be able to have a database connection from anywhere inside my program. If I call initialize, I'll have that database connection available. So again, we do that by saying new mysqli, that's all lowercase, most of the time when we work with objects in classes they tend to be uppercase, this is actually all lowercase, and then we want to provide those values from our credentials, DB\_SERVER, DB\_USER, DB\_PASS, and DB\_NAME.

$database = new mysqli (DB\_SERVER, DB\_USER, DB\_PASS, DB\_NAME);

Okay, so that will create the connection for me and it will assign it to this variable database. So from then on, I can work with this database. Now, that does it for me, that does the job, but I want to make a slightly improved version of this that allows us to perform some error checking as well so that if for some reason this connection isn't created correctly, we can display an error that the user is able to see. So to do that, I'm actually going to create a new file and I'm going to call it **database\_functions.php.**

And inside that file, I'm going to define a couple of functions. The first one, let's go back over to initialize.php and I'll just copy this as a starting point, database functions, I'm going to create a function called db\_connect and inside there we'll just put that first line. It's just going to connect the database. And I'm going to change this so instead of database, I'm just going to call it connection. And then I'm going to have another function here, this is a procedural function but that's okay, called db\_connect, confirm\_db\_connect, and I'm going to pass in that connection and that's just going to confirm that it's there.

And then if that passes, then we'll just return the connection. Okay, so now we need another function called confirm\_db\_connect which is going to receive a connection as its argument, there we go, and let's add some lines here that are similar to what we did in the PHP with MySQL essential training. We're going to check to see if there is a connection error. So we can do that by using the connection which is now an object so we can just ask for its connect\_errno.

That is a property that is on this object. So if there was an error, that property will have a value. So if it's there, then let's have a message. Our message is going to say database connection failed and then let's say what went wrong as best we can so let's append to our message the connection and we'll use connect\_error, that's another property, this is errno, this is error, that's going to be a text description of the error stored in the object if it had a problem, and I'm just going to copy this line, save me some typing.

This one is going to be the error number and let's also just put some parenthesis around it, space, there we go, and parenthesis at the end so it tells us what the error number was as well, and then let's exit with the message. So that's it. So you'll see here we're already getting the benefits of working with an object because we're able to call its properties for connect\_errno and connect\_error and use those when we're returning it back to the user.

function db\_connect() {

$connection = new mysqli(DB\_SERVER, DB\_USER, DB\_PASS, DB\_NAME);

confirm\_db\_connect($connection);

return($connection);

}

function confirm\_db\_connect($connection){

if($connection->connect\_errno ){

$msg = "Database connection failled";

$msg .= $connection->connect\_error;

$msg .= " ( " . $connection->connect\_errno . " )";

exit($msg);

}

}

Okay, so now that I have these functions created, I need to make sure that initialize knows about them so let's come back over here and let's add a require\_once line for database\_functions.php. And once we have those functions, we don't want to call this anymore. We want to call our new and improved version which is just db\_connect and that's it. So now it's going to call db\_connect, db\_connect is going to do that same step of actually creating a mysqli object, but it's also going to check and make sure that there weren't any errors on the connection in the process before it returns it back to us.

Notice here that I'm mixing both procedural functions with object-oriented programming. That's not a problem. And in fact, you'll find that it's common and often useful.

MySQLi methods and properties

Once we have a database connection object, we can then ask that object for information or to perform tasks for us. After all, that's what object properties and methods are designed to do, to ask for information or to perform tasks. Let's see what some of the methods and properties that are available to us are. The database connection object has many properties and methods, but there are really just four which are most frequently used. The first and certainly the one we use the most often is the one to query the database. The procedural version of this uses mysqli\_query.

The object-oriented version is just simply called query and you're going to see this as a common pattern. What used to be called mysqli\_ is now whatever comes after that underscore as the method name. So here we have the database object, we use the arrow notation, the dash and the greater than sign, and then the name of the method we want to call, which in this case is just query. Another common method we use is mysqli\_real\_escape\_string which is a very long function name.

In the object-oriented version, we have a much shorter option for us. We can just simply call escape\_string. Now real\_escape\_string also works, but why would you type those extra five characters when you can just simply tell it that it's escaping the string? We use this whenever we want to escape a string so that we can use it to construct an SQL query. It helps us to prevent SQL injection attacks. Another one is mysqli\_affected\_rows and that allows us to know how many rows were affected by the last query or last operation.

Unlike the first two, this is not a method on the object, it is a property. Whenever the database connection performs an operation, it automatically stores the number of affected rows from that operation into one of its properties. So it's right there waiting for us and we can tell that it's a property and not a method because it doesn't have parenthesis after it. We have to have a parenthesis if we're talking about a method. We don't have it when we're talking about a property. Another useful property is when we create a new record in the database. We can find out what ID was automatically assigned to it if it was auto incremented.

And we normally would do that using the procedural function mysqli\_insert\_id. But instead of calling a function, we have a property again that automatically is populated with the value from the last created record.

// Procedural style

$db = mysqli\_connect($server, $user, $pwd, $db\_name);

$result = mysqli\_query($db, $sql);

// OOP style

$db = new mysqli($server, $user, $pwd, $db\_name);

$result = $db->query($sql);

$db = mysqli\_connect($server, $user, $pwd, $db\_name);

//db->mysqli\_query($db, $sql); prosedural style

$db->query($sql);

// mysqli\_real\_escape\_string($db, $string);

$db->escape\_string($string);

//mysqli\_affected\_rows($db);

$db->affected\_rows;

//mysqli\_insert\_id($db);

$db->insert\_id;

So these are the four primary methods and properties on the database object. Now if we call a mysqli\_query, we know that we get back a result, right? So the result is what we get back. The result is also an object and it also has properties and methods that we can call on the result object.

So like the database object, there are many of them, but there are really just three that are most frequently used. When we want to get back the values from the result, normally in the procedural version we would use mysqli\_fetch\_assoc for associative array and then provide the result as an argument. Instead, in the object-oriented version, we take the result and we tell it to call its fetch\_assoc method. This will return the first row of data from the result set as an associative array.

Once we are done working through all the different rows in that result that we want, then it's good practice for us to free up the result. So normally we'd use mysqli\_free\_result. The shorter version of that when we're working with object-oriented programming is just result and then call its free method and that will free the result. If we want to know the number of rows that are in the result, we can do that by asking for one of its properties which is num\_rows. Again, this is automatically populated when the result is retrieved so it's a property that's there waiting for us.

Overall, I find that working with the database connection and the database results in an object-oriented way is much simpler and often requires a lot less typing as well. Before we leave this topic and try out some of these methods, I want to note that fetch\_assoc is not the only way to retrieve a row of data. There's also fetch\_row which returns just a basic array instead of an associative array. That's going to be integer indexed instead of being labeled with the column name. And then there's fetch\_array which can return either an associative array, a row, a basic array, or both which is its default.

$result = $db->query($sql);

//mysqli\_fetch\_assoc($result);

$result->fetch\_assoc();

// mysqli\_free\_result($result);

$result->free();

$result->fetch\_assoc(); // associative array

$result->fetch\_row(); //basic array

$result->fetch\_array(); //assoc, row, or both

$result->fetch\_object(); // crude object

And then there's one more which you may have seen before and wondered about which is fetch\_object. Now even though we're using object-oriented programming, I do not recommend using fetch\_object. It does let you work with the results in an object-oriented style, but the objects that it builds are really simple and crude. They're just a set of properties with values and that's rarely useful. As we're going to see throughout the rest of this course, it's much better to get an array of values and then to use that array to build our own custom objects which can have more complex behaviors.

So that's the approach we're going to take.

Query using OOP

Now that we have a database connection, let's try executing an object oriented query over that connection. So the place that we want to do this is inside that public bicycles.php page. You remember that page already lists off the inventory, and right now it's doing that by parsing a CSV file. Right, so it's going and getting that CSV, parsing the data that's in it, and using that to create new bicycles. Eventually what we want to do is replace that with our database driven version. For right now, lets just drop down to the bottom of the page and after our table, lets just have another bit of PHP code that's going to just try and get back values from the database and then we'll just display them below the table.

So we'll be doing both for a little while. We'll be doing the comma separated value parsing and the database. And then eventually we can remove other one when we have this one working. So the first thing we need to do is we need to figure out what our SQL is going to look like. So the SQL is going to be equal to select all from the bicycles table. Okay, so that's simple enough. So now we need to execute that query, that SQL query. We know that we already have the database object set as the variable database, right? That's an initialize.php and all pages are loading that.

You can see the very top here, it's calling initialize.php, and over in initialize.php at the bottom we're creating this variable database which has our database connection. So that means that I can just come down here and I should be able to call on that database for a query of the SQL. And of course that's going to return a results object, so we want to cache that in the variable result, and then we know how to work with that result object in an object oriented way as well. We want to get back the first row of data so we're going to call result and then fetch\_assoc and then that's it, we just call the fetch assoc method and it will return back a result as an array.

I'm going to call that row. It's the first row of data that it's returning and then let's go ahead and tell the result at that point that we're done with it. At which point we can call free, which is a method that will free up the result, and then finally lets take that row and lets just output something so we can take a look at it. Lets do echo brand colon space, and then lets output the value from the row of data and the brand column. So we'll see what the first brand of the first row is.

It'll just echo it back here at the bottom. So that should be enough so that we can at least take a peak and see if we were able to successfully connect to the database, make a query, fetch the row of data from the result object, free it up, and then use those results on our page.

$sql = "SELECT \* FROM bicycles" ;

$result = $database->query($sql);

$row =$result->fetch\_assoc();

$result->free();

echo "BRAND: " . $row['brand'];

Let's go to our browser, and here I am on the same page the chain\_gang/public/bicycles.php, hit return and we get the same comma separated value table. But notice here at the bottom, the important part is the new data that we've added. This is coming from the database right? I've got brand, colon, and then there it is, right? That's the value that's coming back, so that's actually being pulled from the database.

So if we get that, we know that the whole process is working. We know that we created our table successfully and assigned privileges to it, our credentials are good that we provided the application, we're able to create a new My SQL connection object, work within an object oriented way, we get back a result object, work with that in an object oriented way, and then are able to echo back the results to this page. There's a lot more than we can learn, but this is the fundamental process of working with databases in an object oriented way.

Disconnect from the database

We've seen how we can connect to the database, and we've seen how we can use that database connection. Now let's complete the cycle by talking about how we can disconnect from the database. So the way that we create a new database connection is with that new mysqli object command and then we can work with it, when we're finally done we want to close it. In the past you would do that with mysqli\_close and pass it in the database connection. But as we've seen so often before, there's a close method that is on that database object that we can simply call and it will close the connection.

Now this is completely optional. It's not something that you have to do. If you forget to do it, then once your PHP script exits, PHP will close the connection. When that object goes away, it knows that it's time to close the connection. But it is a good practice to go ahead and do it anyway. So we want to be good programmers and follow the best practices. In order to close the connection, once we're done using it, we can simply call database and then close, just like that.

But I think an even better way to do it, to make sure that it's closed all the time is to put it in the footer. You see that all of my pages are going to end with this public footer. So what I'd like to do is just go in to that shared directory, into public footer and down here at the very bottom, then we can just simply put some PHP tags and we'll call database close. Now this would work, however, we would have a problem if for some reason we had a page that was not database enabled. If for some reason we had a page that didn't use the database, and still included this footer, this would raise an error because this variable doesn't exist.

So one improvement that I like to make to this is copy this and let's go back into our database functions. I like to write another function here, that's just called db disconnect. It does the exact same thing. We're going to pass in a connection as a value, and then I'm going to rename this as connection as well. But then I can just do a little error checking. I can just say if is set, connection, then connection close.

And that avoids the error, right. If it's not set, then it won't try and close it. It won't give me an error. If it is set, then it will close it.

function db\_disconnect ($connection){

if(isset($connection)){

$connection->close();

}

}

So now I have this new function I can call instead. I'll just copy that. Let's save it. We'll switch back over to public footer and I'll just change this to be db disconnect and pass in database.

db\_disconnect($database);

So both of them will do the same thing. One is just a little bit more error resistant, so that's the one that I'm going to use. Let's go back to our page, make sure that everything still works, reload the page, and it does.

So our database connection opened. We executed our queries, and then when it loaded the footer, which is down here at the bottom, at that point it closed the database connection as its last task.

Define a Database driven class

Active record design patern

In this chapter, we're going to learn how to define a database driven class. There are a number of different techniques that we could use to do this, but I think that the best one is to use something called the Active Record Design Pattern. The Active Record Design Pattern is a very popular design pattern for using databases with OOP. PHP frameworks like Laravel, CakePHP, Yii, and CodeIgniter all use this Active Record Design Pattern. The idea is that the in-memory objects, that is the instances of a class that we create are going to correspond to a single row in our database table.

The object's properties are going to match the table columns, and the object is also going to have methods to allow it to easily perform the basic database operations of create, read, update, and delete. Let me illustrate. Let's say that we have a table called bicycles that's in our database and it has columns for brand, model, year, et cetera. What we want to be able to do is to retrieve a row from that database so that we have the values that are stored there, and then take those values and automatically populate them into a instance of a class.

So, if we have the bicycle class and it has properties for brand, model, year, et cetera, we would take the values from the database row and use them to create a new instance that has properties with the same values. Because this happens automatically, it feels almost like we're working directly with the database row. The same process also works in reverse. Let's imagine that we create a new instance of the bicycle class, and we assign values for its brand, its model, its year, et cetera. Then, we can take those and we can tell it to save them back to the database.

So, then our in-memory object looks exactly the same as the row in the database. All of those properties in the object get translated into values in a database row. The same thing works with update. You retrieve values out of the database, you make changes to them after they've been created as an object instance, and then you save them back to the database again. Delete works the same way. There's essentially two processes. The first is that we take database records, retrieve them, and their values are used to populate the properties of objects.

Second, an object's properties are used to craft SQL statements that we can submit to the database. In PHP code it looks something like this. Let's say that we create a new instance of a customer object, and then we assign values to several of its properties. At this point, this is just simply a PHP object that has some values assigned to its properties. But the active record portion is that when we call save on that object, it's able to take those properties and convert them into an insert statement that can be submitted to the database all by just calling one single method.

$customer = new Customer;

$customer->name = 'Sally';

$customer->last\_name = 'Jones';

$customer->email = 'sally@jones.com';

$customer->save();

The same thing works in reverse. Let's say that we want to find a customer from the database. We can ask it to retrieve a customer. It would create a new object and automatically populate all of the properties for that object with the values that were stored in the database. We can make changes to them by simply setting new values to the property and calling save again.

$customer = Customer::find\_by\_email('sally@jones.com');

echo $customer->last\_name;

$customer->city = 'Boston';

$customer->save();

It's a powerful, intuitive way for us to work with the rows of data that are in a database. We're first going to implement the Active Record Design Pattern by learning to find records and to create instances on them.

That first process that we talked about. Then in the next chapter, we'll work on creating, updating, and deleting records

Set the database

I want to start implementing the active record design pattern by first telling our object about the database connection that it should be using. In the code that we've already implemented where we're using a database connection, you can see right here that we're calling database query. So this is just simply inside a PHP file. This is not inside a class. What I want to do is I want to be able to move queries like this inside my class, and to do that I need to tell the bicycle class about the database connection. Now I could come over here to my bicycle class and I could do something like use global in order to bring in that variable so that we could use it inside our class.

But that's not ideal for a couple of reasons. It means that every time I have a method that's going to use the database, I have to first remember to tell that method to bring in the database variable from the global scope. A better approach is just to tell this class about its database connection. So we can just simply have a variable called public database and assign a value to it. Now we learned about the difference between instance variables and static variables in object oriented programming. What we want here is a static variable.

That means that it's going to be one value that's going to be shared among all instances of the class. We don't need to have a separate database connection for every single instance. Instead we can just have one, and the class as a whole knows about it, and any of its instances can refer to it whenever it's needed. Now eventually I'm going to make this into a protected method. I'm going to change its visibility from public to protected, but right now we're going to start out with it being public, and I'm going to add another method here, which I'm going to call set database, so function, set database.

We'll pass it in a database, and all it's going to do is set that variable for database equal to whatever we pass in. Now this also needs to be a static function, so I'm going to make it a static public function as well, and I'm also going to just add a little code comment here, just to say that this is the start of active record code, and the reason why is because I want to keep it separate from everything else.

I'm going to keep all of my active record code a little bit separate from now. This is end of active record code. Okay, so now I have this set database that allows me to set it, so now all I need to do is come back over here to initialize, and right here, after I set the database, I just need to tell the bicycle class to set database to database. That's it. Now my bicycle class knows about this database connection.

// ----- START OF ACTIVE RECORD CODE ------

static public $database;

static public function set\_database($database) {

self::$database = $database;

}

// ----- END OF ACTIVE RECORD CODE ------

That's going to be there for it to refer to and for it to use. We can go ahead and start using that since we didn't make it protected. We can actually start using that here in bicycle.php. Let's just change this to be **Bicycle::$database**. That's going to do the same thing. It's going to basically say, hey bicycle class, go to your public database variable, and there you should find a database connection, and then we're going to tell that database connection, perform this query.

$sql = "SELECT \* FROM bicycles";

$result = Bicycle::$database->query($sql);

$row = $result->fetch\_assoc();

$result->free();

echo "BRAND: " . $row['brand'];

Let's try it out just to confirm that it's working. Let's save this, make sure you've saved everything.Let's come back over here and let's reload the page, and sure enough, we get the same thing, brand Trek. It's still working.

Define Query Methods

Now that our bicycle class knows what database connection it should use, we're ready to start defining query methods on the bicycle class. In the previous part, we used that database connection inside the bicycle class to execute a query. What I want to do now is move that query inside the class. The reason why is that it makes sense that a bicycle class ought to know how to retrieve all of the bicycles that are stored in the database. So what we essentially want to do is move these two lines into our class.

So I'm just going to copy those two lines, and what I want to have instead here is I just want to be able to call find all, right? If I just call find all on the bicycle class, it ought to be able to turn back a result to me. Now notice that I'm calling this as a class method, not an instance method. I don't have an instance of bicycle. I haven't found any yet. I'm telling the class that it should use find all.

$result = Bicycle::find\_all();

$row = $result->fetch\_assoc();

$result->free();

echo "BRAND: " . $row['brand'];

All right, so let's save that. Remember, I already copied those lines that we were missing. I want to move them over here, and I will put them also in a static public function called find all, and I'll just paste those in there. Now we do need to make a couple modifications to this. The first is now it's inside a method, so just setting result equals is not good. Instead, we need to actually return back the result. Another change that we should make is that before I had my database property as a public property. I don't need to have that anymore. Before I had this code right here outside the class. So it was necessary for it to be public, but it's better if I can make this protected. Nobody needs to know about this database connection that the bicycle class is going to use except for the bicycle class.

Now, this won't work anymore. I can't access the database this way, but I can use self, and I can access this property still from inside the class using self. So now that we've made those changes, let's save both of those files, and let's go try it out. Come back over here and reload the page, and it still works. Now before we move on from this, there are a couple of improvements that I want to make. The first is that I notice when I'm doing this find all, I'm setting some SQL, then I'm calling query on it.

Now it seems to me that this is the kind of thing that we might want to do in more than one case. This is not the only kind of find we're going to be executing. For example, later we're going to be looking to find a single bicycle in the database. So we're going to be executing more than one kind of query like this. So I'm going to make an all-purpose function public function which I'm going to call find by SQL, and I'll be able to pass SQL into it at all, and it will then execute that SQL. So I'm just going to take this line, I'll copy it, and let's paste it in up here, and now instead of telling the database to query with that SQL, we're going to call that find by SQL function.

So that's all I did. I basically just moved it into its own function, so it should work exactly the same now, but now it's multipurpose. Now I can use this SQL with it, but I could also have another method which had different SQL that would get passed into it. Another improvement that I can make to this then is that I can also put some error checking into find by SQL, because we want to check and make sure that we did get a result, and if we did, we're going to return the result, but in between, let's check and make sure that we actually got a result. So if there's not a result, then let's exit with database query failed.

static public function find\_by\_sql($sql) {

$result = self::$database->query($sql);

if(!$result) {

exit("Database query failed.");

}

return $result;

}

static public function find\_all() {

$sql = "SELECT \* FROM bicycles";

return self::find\_by\_sql($sql);

}

So there we go. So we also have a little bit of error checking in here, and any find by SQL statement that we do is going to execute the query and confirm that it did get back something valid; that the database query didn't fail. Now that we've got that, let's save it all, and one last time, let's go over into Firefox and make sure that everything still works and that we are still able to retrieve this value of Trek from the database.

Build an object using record values

In this movie, we're going to learn to build objects using the values that we pull back from records in the database. This is the first part of the active record process. Database records are retrieved, which we've already done, but then their values are going to be used to populate the properties of objects. And this process needs to happen automatically. That's why it's called active record. It feels like there's an active relationship between the database data and our object. So as soon as we pull those values back, we want to immediately populate a new instance of bicycle with them.

At the moment, we don't have the active record pattern. What we have is a result set, and then we're able to go through and fetch associative arrays out of that result set, which we can then use. Instead, what we want is for find\_all to return an array of objects to us, objects that are already populated with the correct values. So in order to do that, what we want to do is take these two lines, and we want to cut those, because we're going to be moving those over into our class.

$row = $result->fetch\_assoc();

$result->free();

Right here, where we have find\_by\_sql, as soon as we've finished checking that the result is there, before we return the result, what we want to do is turn it into objects. We want to convert the results into objects. I'm going to paste in my two lines now. I'm going to free the result as soon as I am done with it, and what I want to return back is not the result. I want to return back an object array. Okay, so how do we get from fetching the association into the object array? So let's start with an empty object array first.

And then, let's create a loop. So let's say while, let's take this away and let's put parentheses around it, so I'm going to make a while loop here. So while we're able to continue fetching rows out of here, I'm actually going to change this, instead of row, let's make it record. Alright, so while I've gotten a record, then I want to take the object array, and at the end of it, I want to append the record, but I need to instantiate it.

I need to take it and convert its properties. So I'm going to create a new function that'll do that. A new method. It's going to be a static method, so I'm going to use self, and then I'm going to call it instantiate. And I'm going to pass in the record. So this is going to do all the heavy lifting for me. It's going to basically take the values that are in the record, and it's going to return back an object. And then that object will get set to my object array, I can free the result, and then I can return back that object array. So I'll get back an array of objects now, instead.

static public function find\_by\_sql($sql) {

$result = self::$database->query($sql);

if(!$result) {

exit("Database query failed.");

}

// results into objects

$object\_array = [];

while($record = $result->fetch\_assoc()) {

$object\_array[] = self::instantiate($record);

}

$result->free();

return $object\_array;

}

Okay, but what about this instantiate function? We need to write that. So let's drop down here, below find\_all, and let's create static protected function. And I'm going to call it instantiate. It's going to take a record as its argument, and we know that we want to create a new object, in this case new, and it would be bicycle, but we can also just make it self, right? That's going to create a new instance of itself.

Now, I could manually assign the values. Could manually assign values to properties, could do that in a very hand-way, I could go through, and every single one of these properties that are here, for brand, model, year, category, et cetera, I could assign a value to it. But, automatic assignment is going to be faster, call it easier, and reusable. And we're going to be reusing this later.

So I'm going to go ahead and do this automatically. So how can we do that? Well, for each, let's go through the record, right? It's going to be a associative array, so I'm saying go through each pair that's in there. I'm going to call the first one the property, and the second one the value, so loop through there, and then let's check and see, if the property exists, we'll use property\_exists on the object that I'm working with, property, the second value, so if it exists, then let's set its value.

Object, and then dollar sign property, equals dollar sign value. Notice that I'm using a dollar sign here. This is dynamic, right? So whatever that property value is will be here. It'll be brand, the first time, then it'll be model, et cetera, right? That second dollar sign is important. Property, there we go. So that's going to set each one of them. And at the end, we're just going to return back the object. So take a moment to realize how that works.

It's going to loop through all of the different columns that are in the row that I just pulled back, and for every one, it's going to see if that column exists as a property on this object, then assign the value. If not, it'll just get skipped. Now I notice that I am actually missing one value right now, which is public ID. Right, that's one that I added to my database that I did not originally have in my bicycle class. So I'm going to add that as well. So all these properties are here. I also have columns for them, so it should do the work for me.

static protected function instantiate($record) {

$object = new self;

// Could manually assign values to properties

// but automatically assignment is easier and re-usable

foreach($record as $property => $value) {

if(property\_exists($object, $property)) {

$object->$property = $value;

}

}

return $object;

}

So now instantiate should handle the process of converting those values in the row into a new object with properties that have the same values. Let's try all of this out. Let's save it, go back to Bicycles, and now, I'm not getting back a result anymore. Instead, I'm getting back an array of bikes. So now, I should be able to loop through all of those bikes, and output their information. Now I could do that here as a test, but this is actually what I was shooting for the whole time. I've now got an array of the bikes.

So let's cut that, and let's stop doing this test code down at the bottom, and let's actually go up here, and let's replace where we're getting a bike array, right, up here using the parser, let's replace that with our actual bikes. And I don't need to instantiate a new bike anymore here, I can cut that line out, and now, instead, for each of the bikes, as dollar sign bike, now I have an object. See how that works? Take a second to look at it. Find\_all is returning back an array of objects that automatically been populated, with the values that were in the database.

<table id="inventory">

<tr>

<th>Brand</th>

<th>Model</th>

<th>Year</th>

<th>Category</th>

<th>Gender</th>

<th>Color</th>

<th>Weight</th>

<th>Condition</th>

<th>Price</th>

</tr>

<?php

$bikes = Bicycle::find\_all();

?>

<?php foreach($bikes as $bike) { ?>

<tr>

<td><?php echo h($bike->brand); ?></td>

<td><?php echo h($bike->model); ?></td>

<td><?php echo h($bike->year); ?></td>

<td><?php echo h($bike->category); ?></td>

<td><?php echo h($bike->gender); ?></td>

<td><?php echo h($bike->color); ?></td>

<td><?php echo h($bike->weight\_kg()) . ' / ' . h($bike->weight\_lbs()); ?></td>

<td><?php echo h($bike->condition()); ?></td>

<td><?php echo h($bike->price); ?></td>

</tr>

<?php } ?>

And then, I can just loop through those and display them on the page. Let's save this, go back, reload our page, and look at that. Now I'm not getting the values that are coming from that CSV file. Now these are the values that are in my database. That's what I'm seeing instead.

Find a single record

In the previous movie, we retrieved all bicycle records from the database and built new objects whose properties had those same values. In this movie, we're going to learn how to retrieve a single record from the database. This is very common, to want to be able to review all records and then also to be able to focus in on a single record. Let's switch over to our bicycle class and we already have find all. What I want to write now is another method, static public function, and it's going to be called find\_by\_id().

So the idea is that we're going to pass in the ID of the record that we want to it, and it's going to retrieve only that record. So let's start by writing the SQL that we're going to need. So I'll write SQL equals and this is also going to be a select all from bicycles. I'm going to put a space at the end, because I'm going to keep this line going. I'm going to just append it to a new line. And this one is going to be where ID equals and then inside single quotes I'm going to put the ID that we want to retrieve.

Now, that value's going to be dynamic, so I'm going to also put double quotes here, and it's going to be ID like that, and a semicolon at the end. Now we don't want to just take any ID because this ID could be coming from anywhere. We're constructing an SQL statement out of it so what we really want to do is be able to escape the string to prevent SQL injection. We can do that by using the database connection to escape the string. So we know the database connection is stored here. And then, the method that we want there is called escape string and then I'll just put parentheses around it

So that's it. Self colon colon dollar sign database, that's going to be the database connection stored up here. Right, it's stored way up here. And we're going to tell that database connection to call its escape string method passing in that ID as a value. And that'll then get escaped for us. Okay, so that gives me the SQL I can use. So now, what do we want to do? Well, we want to get a result by calling self colon colon find by SQL and pass in our SQL to it, just like we did here with find all.

Now, let's stop and appreciate what happens here. When I call find by SQL, it goes ahead and it instantiates a new object. That is, it takes all of the values that are stored in the database row, and converts them into values for the properties on our object. So we're going to get back an array of objects here as the result. So I'm going to actually change this to be object array, just so that we remember that's what it is. And then let's put in a test here. If it's not empty, then we'll know that we got a value back, right? So if the object array is not empty, then we'll know we have a result.

Else, we didn't find anything. And there's a number of things we could return, an empty value or whatever, but I'm going to return false. Right, so if it returns false if it doesn't find it. If it finds it, it'll return it. Now this is an array, we don't want to just return the object array, that's no good. What we want to actually return is going to be the first item that's in there, right? A good way to do that is with array shift. Array shift'll just take the first item that's in the array and send it back. It basically just pulls the object off the front.

static public function find\_by\_id($id) {

$sql = "SELECT \* FROM bicycles ";

$sql .= "WHERE id='" . self::$database->escape\_string($id) . "'";

$obj\_array = self::find\_by\_sql($sql);

if(!empty($obj\_array)) {

return array\_shift($obj\_array);

} else {

return false;

}

}

So it returns either an object or it returns false, whereas find all is going to return an array of objects. So the behavior'll be just a little bit different. But there's no reason to return an array, if it only has one object inside of it. Now that we've defined our function, in the next movie, we'll create a new PHP page that can make use of it.

Display a detail page

In the last part, we created a new method which would find a record by its ID. I want to build on that and in this part, I want to take that object that we've just instantiated and use it to display a detail page for the bicycle. We need new file called detail.php which we can save into the public directory as detail.php .

<?php require\_once('../private/initialize.php'); ?>

<?php

// Get requested ID

$id = $\_GET['id'] ?? false;

if(!$id) {

redirect\_to('bicycles.php');

}

// Find bicycle using ID

$bike = Bicycle::find\_by\_id($id);

?>

<?php $page\_title = 'Detail: ' . $bike->name(); ?>

<?php include(SHARED\_PATH . '/public\_header.php'); ?>

<div id="main">

<a href="bicycles.php">Back to Inventory</a>

<div id="page">

<div class="detail">

<dl>

<dt>Brand</dt>

<dd><?php echo h($bike->brand); ?></dd>

</dl>

<dl>

<dt>Model</dt>

<dd><?php echo h($bike->model); ?></dd>

</dl>

<dl>

<dt>Year</dt>

<dd><?php echo h($bike->year); ?></dd>

</dl>

<dl>

<dt>Category</dt>

<dd><?php echo h($bike->category); ?></dd>

</dl>

<dl>

<dt>Gender</dt>

<dd><?php echo h($bike->gender); ?></dd>

</dl>

<dl>

<dt>Color</dt>

<dd><?php echo h($bike->color); ?></dd>

</dl>

<dl>

<dt>Weight</dt>

<dd><?php echo h($bike->weight\_kg()) . ' / ' . h($bike->weight\_lbs()); ?></dd>

</dl>

<dl>

<dt>Condition</dt>

<dd><?php echo h($bike->condition()); ?></dd>

</dl>

<dl>

<dt>Price</dt>

<dd><?php echo h(money\_format('$%i', $bike->price)); ?></dd>

</dl>

<dl>

<dt>Description</dt>

<dd><?php echo h($bike->description); ?></dd>

</dl>

</div>

</div>

</div>

<?php include(SHARED\_PATH . '/public\_footer.php'); ?>

It's got a public header. There's a footer at the bottom. It's got a link to go back to the inventory and then it's got code to display the details of a bicycle so we have to have a bicycle object and once we have that, it'll display its properties, the bike brand, the bike model, the year, the category, and so on all the way down the line so it's going to just display all the different properties of the bicycle. We first have to find the bicycle though so that's going to be up here in the top. We've got to fill that in.

Before we do that, let's jump back over here to bicycles.php and let's make a link to that page. So what I'm thinking is that I'll add a new column. In the header I'll just put nbsp.

<th>&nbsp;</th>

Then down here we'll make a new table data row and it's going to say view, all right, but it's going to be a link so we've got to put an href around it and what is that link going to point to? Let's point that to detail.php and then a question mark id equals and then we have to set what the ID is going to be.

We'll do that using php. We're going to echo back the bike object's ID property and that should do it. Let's save it. Let's go to Firefox and take a look. So we've got view here and if you look down in the lower left, you'll see that it has ID equals one and then ID equals two so that's working.

<td><a href="detail.php?id=<?php echo $bike->id; ?>">View</a></td>

And then when we click view, which I'll do right now, it should take us over and show us information about each one of these.

So let's switch back and explain how we got requested ID, and find bicycle using ID in detail.php and l. We're going to need to find a bicycle. So the first thing we need to do is we need to get the requested ID.

We know how to do that with php. Let's do id equals and then we're going to ask for get id and then I'm going to use the PHP 7's null coalescing operator to make it false if for some reason we didn't get an ID and then let's just say if there was no ID, then let's redirect to and redirect to is one of my special functions inside the functions file that allows me to redirect. Let's have bicycles.php.

All right, so that'll just send me back to the index page if I don't have an ID and now we need to find a bicycle so let's have bike equals bicycle colon colon and our new method find\_by\_id and we'll pass in that ID to it and that's it. Now we should have a bike instance. That find by SQL is going to automatically instantiate a new object that has all of the properties set to the same values as the database row for this bicycle. So that'll be set to this.

We'll get back an object. And then down here, we'll display the object brand, the object model, and so on. Let's save it and try it all out. Come back over here and let's reload our page and there you go. I click back to inventory. I can click on the Cannondale bike and I can see the Cannondale's details. See how that works? We're now able to read records back from the database either all of them or a specific record. And in both cases, it's going to have this active record feel because those values that are in the database are automatically going to populate the properties of our objects.

So there's one last thing that I want us to do before we move on. When I click on view, it comes up here and it just says that the page title is called detail. I think it's better if the page title actually had the name of the bicycle here so what I want to have is bike name. Now, I don't have name as an attribute. What I want to do is create a new method over here. Let's go to our bicycle class and down here below our active record code, let's go even below that and let's write a new one a public function called name and this can return anything that you want, but I'm going to make mine return back this brand and then a space curly braces this model and then a space curly braces this year and that's what I'm going to say that the name of each of these is.

So let's go back and let's just reload that page and there we go. Now it says Detail: Track Emonda 2017. Click back to inventory, click on the Cannondale, and that'll just give me a little better page title which shows up in things like your history and your bookmarks and things like that.

Object-Oriented CRUD

CRUD operations

In this chapter, we'll be learning to perform the remaining database operations so that we can implement the object oriented active record design pattern. We're going to be looking at four main operations, and the abbreviation for these is CRUD. C is for create, R is for read, U is for update, and D is for delete. Those are the four primary ways that we interact with the database. We create new records, we read existing records, we update existing records, or we delete records. So far, we've already seen how we can read from the database when we learned how to do find all and find by ID.

Now we need to learn how to implement the other three. The way that we're going to add that to our project is that we're going to create a staff area, a content management system that'll allow the Chain Gang staff to log in and be able to update the inventory of bicycles using a web interface. They'll be able to create records, update records, delete records, and so on. So the code work that lies ahead of us to implement the active record part of this is we need to be able to take the properties that are an existing object, and we need to be able to transfer those to the database.

So if we have a object that's not save the database, it has properties for brand, model, year, etc., we want to be able to take that and call save on it and have it save to the database, to save a row in the database that matches. Which means we have to translate all those properties into data that can be submitted as an SQL statement. Let's review those SQL statements that we would normally use for these three primary operations.

![sql.jpg](data:image/jpeg;base64,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)

When we want to create, we use insert. INSERT INTO has a comma separated list of columns followed by a comma separated list of values.

UPDATE uses a different format. Each column is followed by an equal sign and then its value. It also has a WHERE clause, and I'm using a LIMIT 1 as a safety check so that we don't accidentally update more than one record. DELETE just has a WHERE clause so my SQL knows which record we want to delete. Notice that both for DELETE and UPDATE I'm putting the indenture inside single quotes. That's not necessary for SQL, but it is a best practice because it helps prevent SQL injection attacks.

And we are also using LIMIT 1 here so that I don't accidentally delete more than one record. One final point, notice that when I insert a record I am not including its ID. That's because the ID collum uses auto increment so SQL will automatically assign the next available ID when the record is created, And when we want to update the record, we use its ID to find the record, but I do not need to include it in the values that are being updated. So even though ID is a property of the object and it has a collum in the database, I'm going to want to omit that property when I'm assembling the properties that I send to both insert and to update.So let's keep that in mind. ID is a little bit special in that way.

Before we can implement the CRUD, we need to do a little bit of setup in our project. Rather than have you create all of the different HTML files we're going to need, I wanted to give you a jumpstart by giving you some starter code. We will create directory called staff. We will create index.php page and another directory called bicycles, and then we will make files that will allow us to list, show, create, update, and delete bicycle records.

Those are the main operations that we're going to be performing on our bicycles. We have also staff\_ header and a staff\_ footer files. We can take those into the private directory and put them inside shared so they exist in there. And we have got some CSS here, so we can copy that into public style sheets directory so that now we have some special styles for the staff area. And then we have got another set of functions here, status\_error\_functions.php file is here.

So these are missing from our project right now so we can just copy these up into the private directory, and we'll need to go into our project and also go to initialize and make sure that those get added here. So, right after functions we can add line.

require\_once ('status\_error\_functions.php');

So that's this file right here, and you can see it just contains some basic functions for displaying errors, for getting and displaying the session messages back to the user.

Here are pages that we need to create now. First index.php in staff folder:

<?php require\_once('../../private/initialize.php'); ?>

<?php $page\_title = 'Staff Menu'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<div id="main-menu">

<h2>Main Menu</h2>

<ul>

<li><a href="<?php echo url\_for('/staff/bicycles/index.php'); ?>">Bicycles</a></li>

</ul>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

Inside bicycle folder we have files:

staff/bicycles/index.php

<?php require\_once('../../../private/initialize.php'); ?>

<?php

// Find all bicycles;

$bicycles = Bicycle::find\_all();

?>

<?php $page\_title = 'Bicycles'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<div class="bicycles listing">

<h1>Bicycles</h1>

<div class="actions">

<a class="action" href="<?php echo url\_for('/staff/bicycles/new.php'); ?>">Add Bicycle</a>

</div>

<table class="list">

<tr>

<th>ID</th>

<th>Brand</th>

<th>Model</th>

<th>Year</th>

<th>Category</th>

<th>Gender</th>

<th>Color</th>

<th>Price</th>

<th>&nbsp;</th>

<th>&nbsp;</th>

<th>&nbsp;</th>

</tr>

<?php foreach($bicycles as $bicycle) { ?>

<tr>

<td><?php echo h($bicycle->id); ?></td>

<td><?php echo h($bicycle->brand); ?></td>

<td><?php echo h($bicycle->model); ?></td>

<td><?php echo h($bicycle->year); ?></td>

<td><?php echo h($bicycle->category); ?></td>

<td><?php echo h($bicycle->gender); ?></td>

<td><?php echo h($bicycle->color); ?></td>

<td><?php echo h($bicycle->price); ?></td>

<td><a class="action" href="<?php echo url\_for('/staff/bicycles/show.php?id=' . h(u($bicycle->id))); ?>">View</a></td>

<td><a class="action" href="<?php echo url\_for('/staff/bicycles/edit.php?id=' . h(u($bicycle->id))); ?>">Edit</a></td>

<td><a class="action" href="<?php echo url\_for('/staff/bicycles/delete.php?id=' . h(u($bicycle->id))); ?>">Delete</a></td>

</tr>

<?php } ?>

</table>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

staff/bicycles/form\_fields.php

<?php

// prevents this code from being loaded directly in the browser

// or without first setting the necessary object

if(!isset($bicycle)) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

?>

<dl>

<dt>Brand</dt>

<dd><input type="text" name="brand" value="" /></dd>

</dl>

<dl>

<dt>Model</dt>

<dd><input type="text" name="model" value="" /></dd>

</dl>

<dl>

<dt>Year</dt>

<dd>

<select name="year">

<option value=""></option>

<?php $this\_year = idate('Y') ?>

<?php for($year=$this\_year-20; $year <= $this\_year; $year++) { ?>

<option value="<?php echo $year; ?>"><?php echo $year; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Category</dt>

<dd>

<select name="category">

<option value=""></option>

<?php foreach(Bicycle::CATEGORIES as $category) { ?>

<option value="<?php echo $category; ?>"><?php echo $category; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Gender</dt>

<dd>

<select name="gender">

<option value=""></option>

<?php foreach(Bicycle::GENDERS as $gender) { ?>

<option value="<?php echo $gender; ?>"><?php echo $gender; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Color</dt>

<dd><input type="text" name="color" value="" /></dd>

</dl>

<dl>

<dt>Condition</dt>

<dd>

<select name="condition\_id">

<option value=""></option>

<?php foreach(Bicycle::CONDITION\_OPTIONS as $cond\_id => $cond\_name) { ?>

<option value="<?php echo $cond\_id; ?>"><?php echo $cond\_name; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Weight (kg)</dt>

<dd><input type="text" name="weight\_kg" value="" /></dd>

</dl>

<dl>

<dt>Price</dt>

<dd>$ <input type="text" name="price" size="18" value="" /></dd>

</dl>

<dl>

<dt>Description</dt>

<dd><textarea name="description" rows="5" cols="50"></textarea></dd>

</dl>

staff/bicycles/new.php

<?php

require\_once('../../../private/initialize.php');

if(is\_post\_request()) {

// Create record using post parameters

$args = [];

$args['brand'] = $\_POST['brand'] ?? NULL;

$args['model'] = $\_POST['model'] ?? NULL;

$args['year'] = $\_POST['year'] ?? NULL;

$args['category'] = $\_POST['category'] ?? NULL;

$args['color'] = $\_POST['color'] ?? NULL;

$args['gender'] = $\_POST['gender'] ?? NULL;

$args['price'] = $\_POST['price'] ?? NULL;

$args['weight\_kg'] = $\_POST['weight\_kg'] ?? NULL;

$args['condition\_id'] = $\_POST['condition\_id'] ?? NULL;

$args['description'] = $\_POST['description'] ?? NULL;

$bicycle = [];

$result = false;

if($result === true) {

$new\_id = 0;

$\_SESSION['message'] = 'The bicycle was created successfully.';

redirect\_to(url\_for('/staff/bicycles/show.php?id=' . $new\_id));

} else {

// show errors

}

} else {

// display the form

$bicycle = [];

}

?>

<?php $page\_title = 'Create Bicycle'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<a class="back-link" href="<?php echo url\_for('/staff/bicycles/index.php'); ?>">&laquo; Back to List</a>

<div class="bicycle new">

<h1>Create Bicycle</h1>

<?php // echo display\_errors($errors); ?>

<form action="<?php echo url\_for('/staff/bicycles/new.php'); ?>" method="post">

<?php include('form\_fields.php'); ?>

<div id="operations">

<input type="submit" value="Create Bicycle" />

</div>

</form>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

Once that's done, let's try it out, let's take a look. So I'm going to go into browser, and I'm going to change the URL here it's still the public directory but now it's going to go into the staff directory and I can just hit return now or I can type index.php, they both go to the same place. And you'll see I get back my Menu. I now can click on Bicycles. I get a list of bicycles that are in the database. That's using the exact same code that we just learned, let's just go take a look at that real quick.

Inside staff, inside bicycles, inside index.php we're calling find all to get an array of the bicycles, and then down here I'm just looping through that array to display each of the different properties of the bicycle. And then each one of those has a link you can see I've got a link here for View, which will take me to a detail page. Again, that's using those same principles we just saw in the last chapter using find by ID, to find the bicycle. And then I click Back to List, and then I've got pages for Add a Bicycle, which right now is just a blank form, and Edit a Bicycle, which right now is also just a blank form, and Delete a Bicycle.

So those are the three primary pages we're going to be learning how to implement in this chapter. In the chapter movie, let's get started by learning how we create a record.

Create a record

In this part we will learn to create a database record using the properties of an existing PHP object. In order to do that we are going to enable the Add Bicycle page in the content management system we are creating. We already have a form here. We want to be able to fill out this form and click Create Bicycle and have PHP gather up all of the form values that we've just submitted, create and object from it in PHP, and then tell that object that it should save itself to the database.That's that active record design pattern that we've talked about.

Let's go to the code and let's take a look at that new.php page. You can see that's is already got code in here that's going to call initialize.php so we will have a database connection and our bicycle object will know about that database connection, and then we've got code here that says if it's a post request, if we're getting back form parameters, then let's build an associative array called args and it's going to go through each of the post parameters and it's going to set the brand equal to whatever value was submitted in the form for brand, and same thing for model, year, et cetera all the way down the line.

So then we're going to have a set of arguments. Right now I just have a place holder here for bicycle. Bicycle equals an empty array. That's now what we want. What we want is to create a new object from it. We know how to create a new object. We just have new, and then bicycle. So that'll create a new bicycle object. Now what we want to do is have the bicycle object have its properties set to these same values that are in our argument associative array. If you remember, our bicycle class has that ability already. If we scroll down 'til you get to construct, you'll see that when we wrote our construct function in the object oriented programming class, we allowed it to take an argument that is an array.That's called args.

So it's going to take those $args that are passed in and it's going to set the property for brand equal to whatever value is in that associative array. So we have this functionality already built into here. All we have to do is use it. So if we come back over to new.php, put parentheses after bicycle, and pass in that array of args, then that'll automatically be sent to our construct method, and it will set all the properties that we need all the way down the line. Okay, so at that point we now have a PHP object in memory that has the correct properties.

But that doesn't implement the active record pattern that we've been talking about. What we want to do now is take that in memory object and tell it to save itself to the database as a row in the database. And we want to do that by just simply calling bicycle and then call create.

$bicycle->create();

So there's this create method that'll be on bicycle, and it will know how to take all of those properties of the bicycle and turn them into an SQL query that can be submitted. So we've got to write this method called create.

Let's save this, let's switch over to the bicycle class, let's scroll back up to where we've got our active record code, and right here at the end let's create a new public function called create. Now this is an instance function. We have an instance of the bicycle here. We created a new bicycle, so it's an instance method, not a static method. When we were working with find all and find by id we didn't have an instance yet, so we had a static method. This time it's just going to be an instance method, a method on the instance that we've already created.

So how are we going to create this? What does it need to do? What's the process that we need to go through? Well if you think about it we need some SQL, and then we need to send that SQL to the database. So let's have our result equals self database. The bicycle class knows about the database because it has it stored in the database property. And then we can tell that database that it ought to query using our SQL. So if we can construct a good SQL for this, that's all we need to do.

And then last of all, let's just return back the result. The result for an insert operation will either be true or false. So our create will either return true or false, depending on whether or not it succeeded or not. So now how do we write that SQL? Just as a quick review, remember that this is the structure of an SQL insert statement when we want to create something. So we've got insert into and then our table name followed by a comma separated list of the columns. And then after that we have values, and then a comma separated list of the values that we want to put in each of those columns.

public function create() {

$sql = "INSERT INTO bicycles (";

$sql .= "brand, model, year, category, color, gender, price, weight\_kg, condition\_id, description";

$sql .= ") VALUES (";

$sql .= "'" . $this->brand . "', ";

$sql .= "'" . $this->model . "', ";

$sql .= "'" . $this->year . "', ";

$sql .= "'" . $this->category . "', ";

$sql .= "'" . $this->color . "', ";

$sql .= "'" . $this->gender . "', ";

$sql .= "'" . $this->price . "', ";

$sql .= "'" . $this->weight\_kg . "', ";

$sql .= "'" . $this->condition\_id . "', ";

$sql .= "'" . $this->description . "'";

$sql .= ")";

$result = self::$database->query($sql);

if($result) {

$this->id = self::$database->insert\_id;

}

return $result;

}

Let's save that. Let's switch back over to new.php and finish up over here, because we don't want to just create it, we want to also find out what the result was.

$bicycle = new Bicycle($args);

$result = $bicycle->save();

And then it will store a message for the bicycle was created successfully, and it should redirect me back to that detail page. Let's save it and let's try it all out, see if it's working. Let's go back over to our page. Let's first reload it to make sure that everything's still working. It is. And now let's try entering some data. So we've got Schwinn, Cutter, and I'm going to choose 2016 from the list. The category's going to be city. The gender is going to be unisex.

The color will be white. The condition is going to be great. And the weight is going to be 18. And the price is going to be 450. I'm not going to put in a description for now. Let's hit create bicycle. And there you go. It added it, and we know that it added it because it redirected us to that show page which is reading back values from the database. If we click on back to list, you'll see there it is in our list as well. So that does the trick. In the next part let's see how we can improve this a bit.

Dynamic attribute list

In the previous part, we learned to create a new record using an existing PHP object. In this movie, we're going to learn how we can improve that process by creating a dynamic list of the attributes. The part of the code that I want us to focus on is right here where we're listing off all of the different columns that are in the database and then going through and listing by hand each and every one of the properties that we want to assign to those columns. We could do this and it does work, but there are a couple of problems with it.

The first is that I'm eventually going to want to make this code reusable. That's one of our goals later on is to make this code reusable for any database class that we have. It doesn't matter whether it's bicycles, whether it's administrators or customers, we should be able to have some reusable code that's able to just create a record in the database regardless of what columns it might have. So I want to create something that's a little more flexible. The other thing is we're going to be reusing these again when we go to update in our database.

So I'm also thinking about the fact that we're going to have to list all of those out one more time when we create an update. So what I want to do, the improvement that I want to make here is I want to create a list of these attributes to figure out what they are so that we can use them dynamically in our insert statement. So one improvement we can make for that is we can jump up here at the top and right after database, let's add static protected and then db\_columns.

static protected $db\_columns = ['id', 'brand', 'model', 'year', 'category', 'color', 'gender', 'price', 'weight\_kg', 'condition\_id', 'description'];

This is going to be an array of the database columns. We'll have a list of them so that we'll know what they are. We can then loop through that list. So let's list out our columns. A good starting place, we can jump down here to our code, we can copy everything from brand to description.

The bicycle class knows what its database columns are and that's useful and it makes sense that this class ought to have that information. So now that I have that defined, I can use it.

Now, we are going to write a special method that's going to account something for us. It's going to loop through the columns and figure out what all these values are for us. The way that I'm going to do that is by creating another public function called attributes. Attributes is sort of a synonym for properties. It's a little bit more commonly used with the active record pattern than the name properties that PHP uses and it's useful to use something different so that I can tell the difference.

And what I want attributes to be is an array that's an associative array that has both the key and the value so it has both the property name and the value associated with it.

public function attributes() {

$attributes = [];

foreach(self::$db\_columns as $column) {

if($column == 'id') { continue; }

$attributes[$column] = $this->$column;

}

return $attributes;

}

Now, that has to have a dollar sign in front columns of it because it's a dynamic value. It's whatever the name of the column is, right? The first time through, it's going to be brand, model, year, etc. So dollar sign column will do that. And then at the end, I'm also going to have it return back the attributes.

You se that one line here that just says if the column that we're looking at if it's called id, well then we want to skip it, continue. This is because we don’t want id in list of attributes so this is how we will escape it. That's the way we do that. We just skip to the next one so it will not add column. It gets skipped over each and every time. So attributes is going to be, let's make a note here, the properties which have the database columns excluding id.

Okay, so now that we have attributes, we can actually use that. So, up here in create, let's get the attributes and finalise our create method like this:

public function create() {

$attributes = $this->attributes();

$sql = "INSERT INTO bicycles (";

$sql .= join(', ', array\_keys($attributes));

$sql .= ") VALUES ('";

$sql .= join("', '", array\_values($attributes));

$sql .= "')";

$result = self::$database->query($sql);

if($result) {

$this->id = self::$database->insert\_id;

}

return $result;

}

It gives a little more of a parallel structure to it. So the array\_keys from the attributes, the array\_values go here.

So as you can see, this code is much, much simpler. It saves me a lot of typing and it's something that's now a bit more reusable because depending on what the attributes are on the object, it's going to dynamically find them and generate the SQL that it needs.

Now, it's not completely reusable yet. We'll come back to that a little later on. For now, let's just save everything and let's try it out to make sure we didn't break anything. Let's click add bicycle and let's try a new brand. Mongoose, the model is going to be Switchback Sport. The year 2015, there we go. The category will be a mountain bike. The gender will be men's and then the color will be blue.

The condition is going to be decent and the weight will be 24 and the price is going to be 399. Create the bicycle and it worked. Look at that. Click back to list and it shows up now in our list of different bicycles. We now have simpler dynamic code and eventually it's going to pay dividends because it's reusable.

Sanitize values for database

Eagle-eyed observers may have noticed that we have a problem inside our project. That is, that we've not been sanitizing the data before we submit it to the database and our SQL STATE. That's an important step. Let's say, for example, that I had an insert statement that looked something like this.

INSERT INTO bicycles (brand, model, year)

VALUES (‘Faker’, ‘Mike’s Bike’, ‘2017’);

We have got values for brand, model, and year that are Faker, Mike's Bike, and 2017. There's a problem with that second value, Mike's Bike. Notice that Mike's Bike is being delimited on either end by single quotes, but it also contains a single quote inside of it.

SQL is going to think that the value that's being submitted is everything from the first single quote up until the single quote that's between the e and the s. Instead, we need to escape that value, so that SQL will know that it's not a meaningful character, that it's not a delimiter, that it's actually part of the text. We do that by putting a backslash in front of it. That escapes the single quote, and renders it harmless. Now, this is just a simple example, and we certainly would want to take care of this in our application, but there are also a lot worse things that could happen as well.

A hacker could use this technique in order to inject other SQL that we don't intend. It's called an SQL injection attack, and we talk about it in the PHP with MySQL Essential Training. So, I'm not going to go back into it again here. Just know that we need to always escape the values before we submit them to the database. And right now, we're not doing that. We are using a dynamic list of the attributes. So that's where we're getting our values from. So what we need is for these attributes to be sanitized. Now, we could just do that by sanitizing the value here before we add it into the attributes, but I don't want to do that to the attributes, I want to leave the attributes as an unsanitized version, so that we could potentially use it in other contexts as well.

But I am going to create a new method, which is going to sanitize them. I'm going to make that a protected function called sanitized\_attributes(). And what it's going to do is it's going to take the attributes, loop through them, and sanitize the values. So let's create a new array called sanitized, and I'm going to use that array to store these sanitized values, so we'll use a foreach loop, using this attributes as, and we're going to have both their key and their value.

So we'll loop through with both a key and their value, for everything that's inside attributes, and for each one, we'll sanitize it. And we'll add the sanitized value into the sanitized array with the same key. But this time, the value is going to be sanitized. And the way we sanitize is by telling the database connection to call its method escape\_string. So I'll have self::$database, that's my database connection. And then I'll tell it to call escape\_string, and I'll pass it in the value.

Then the value will be escaped, it puts backslashes in front of single spaces, but escape\_string actually does even more than that. It checks for other problems as well. Alright, so that should return the sanitized version back. So now that I have sanitized attributes, I'll just copy that, and instead of working with just the raw attributes, let's work with the sanitized version.

protected function sanitized\_attributes() {

$sanitized = [];

foreach($this->attributes() as $key => $value) {

$sanitized[$key] = self::$database->escape\_string($value);

}

return $sanitized;

}

That's all it takes. So now I'm using the sanitized attributes for getting both my keys and my values for my create statement. Let's save it, make sure everything's still working. So let's switch our browser, and let's try it out, make sure we didn't break anything. So let's click on Add Bicycle. I'm going to add new bicycle that's going to be a Diamondback, model will be Overdrive, and, just so that we have something in here with a single quote, let's make it Bob's Overdrive. So that's going to be the name of it, is Bob's Overdrive, it has a single quote in it, now, that hopefully will not break anything.

We're going to make it a 2016 bike. Category will be Mountain, gender will be Unisex, color will be dark green, condition is going to be just Good, the weight is 23.7, and the price'll be $565. No description. Let's click Create Bicycle, and see if it worked. It did. See, we were able to submit Bob's Overdrive. Click back to list. Alright, it did submit it correctly, it didn't have a problem, because we sanitized the value.

Find a record to update

Now that we've learned how to create records, we're ready to move to the next part of CRUD, which is updating. Updating in the CMS is a two-step process. The first thing we need to do is we need to find a record in the database and get it's current data and then display it for the user in a form that they can edit. That's similar to the process that we've had for reading records so far. We're going to read back a record from the database, turn it into a PHP object, and use it to present a form to the user. And then, when the form is submitted with the user's edits, we want to update the record values that are in the database using an object.

So we've got to have both parts of that process. In this, first part, we're going to be looking at the first one, how we can retrieve data and put it on a form for the user to edit. And then in the next movie, we'll look at how we can actually update it in the database. So what we're going to be working on is edit page. If I click on ID number five and I click edit, we get a form here and what we want is to actually have the existing values populate this form for us. We don't have that right now. Let us first write code for edit.php page.

<?php

require\_once('../../../private/initialize.php');

if(!isset($\_GET['id'])) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

$id = $\_GET['id'];

if(is\_post\_request()) {

// Save record using post parameters

$args = [];

$args['brand'] = $\_POST['brand'] ?? NULL;

$args['model'] = $\_POST['model'] ?? NULL;

$args['year'] = $\_POST['year'] ?? NULL;

$args['category'] = $\_POST['category'] ?? NULL;

$args['color'] = $\_POST['color'] ?? NULL;

$args['gender'] = $\_POST['gender'] ?? NULL;

$args['price'] = $\_POST['price'] ?? NULL;

$args['weight\_kg'] = $\_POST['weight\_kg'] ?? NULL;

$args['condition\_id'] = $\_POST['condition\_id'] ?? NULL;

$args['description'] = $\_POST['description'] ?? NULL;

$bicycle = [];

$result = false;

if($result === true) {

$\_SESSION['message'] = 'The bicycle was updated successfully.';

redirect\_to(url\_for('/staff/bicycles/show.php?id=' . $id));

} else {

// show errors

}

} else {

// display the form

$bicycle = [];

}

?>

<?php $page\_title = 'Edit Bicycle'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<a class="back-link" href="<?php echo url\_for('/staff/bicycles/index.php'); ?>">&laquo; Back to List</a>

<div class="bicycle edit">

<h1>Edit Bicycle</h1>

<?php // echo display\_errors($errors); ?>

<form action="<?php echo url\_for('/staff/bicycles/edit.php?id=' . h(u($id))); ?>" method="post">

<?php include('form\_fields.php'); ?>

<div id="operations">

<input type="submit" value="Edit Bicycle" />

</div>

</form>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

So let's go into our code and let's look at edit.php you can see it's calling initalize.php so it is database enabled and everything.

It's going to make sure that it has an ID being passed in as part of the GET request. And if we look over here you'll see that it is there, ID equals five. So we know that we're working with record number five. And if it doesn't get that it'll redirect but if it does have it, then that's what it's going to set ID equal to. Now we have a bit here that says if it's a post request, we're going to skip over that for now, because we're not dealing with a post request which is when we submit a form. We're dealing with a get request. So let's go down here, it's not a get request, but what do we want to do? We want to display the form.

And that form is going to be able to show the current bicycle.

$bicycle = Bicycle::find\_by\_id($id);

if($bicycle == false) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

So right now this just has an empty place-holder with an array in it. Instead, what we want to do is we want to find the bicycle that's in the database. And we know how to do that. We wrote a method for it: bicycle::find by ID and pass it in the ID that was set at the top of the page. That will find the bicycle. Now there's a chance that it won't find it, that we were given an ID but it wasn't found in the database. So let's add a little error-checking in here. If bicycle is equal to false, that's what find ID will return false if it doesn't find it, if it's false then let's redirect to, we'll use another one of our functions, URL four/staff/bicycles/index.php we'll just go back to the list of bicycles.

Okay, so we should have a bicycle at this point. We were given a valid ID, it found it in the database, we now have that bicycle. But it's not going to show up on the form yet. Let's go down here and take a look, you'll see that it's including a file called form field.php all of the form field that we're using are in that file. And the reason it's in a separate file is so that we can share it between both edit.php and new.php. So that the form fields are the same in both of them. The actual form action is different on both and the form buttons are different, but the fields that are in between are going to be shared.

So, let's go over here and take a look at that. So the first thing it does, it just makes sure that it does have a bicycle object before it even loads up. So I make sure that we're only able to access this file when it's include, right? Someone can't access it directly because this won't be set. And then we need to go down here and for each one of these, we need to have the existing values. Right now those are blank. So let's add that in.

Let's add PHP tags, and inside their going to have echo bicycle and we want it's brand property.And I'll put a semi-colon at the end. And we want to make sure we escape that value to make it safe for HTML. And we have a special function that can help us with that called HTML special charts on it. So let's just copy that. Onto the end of the PHP tags. And for everything that is a input of typed text. Let's add that in there.

<dl>

<dt>Brand</dt>

<dd><input type="text" name="brand" value="<?php echo h($bicycle->brand); ?>" /></dd>

</dl>

So for the value here, it's going to be model. And let's scroll passed those color, let's put one down here. Color. Let's do the same thing for weight\_kg and price. And inside the text area for description we can paste it as well. Description. Alright let's save that and let's just check that out so far. Let's come back and just reload our page. And look at that. Oh, we had a problem here. Bicycle weight kg is not accessible.

That is because, if we take a look at our bicycle class. We made it protected. Let's go ahead and change that real quick. Protected, let's make it public. Okay. We had originally done something different there and condition ID, we're going to make public as well. Those are all going to be public properties. Let's come back here and reload our page. There we go, now we're getting a lot of our data. So we can see the existing data. Our select option though, are still not showing up. So let's go back and revisit those on our form field. Let's scroll up to the top there and for year, the way we do this with select options is in the option, right here before the end of it, if it's selected it should be space selected.

But we only want it to be true if it is the one that has the current value, right. If it matches that property. So we've got to write a little bit of PHP here. PHP, and that's going to say if the bicycles year is going to be equal to the year variable as we're looping through, then we're going to echo back selected. And let's just copy all of that.

<dl>

<dt>Year</dt>

<dd>

<select name="year">

<option value=""></option>

<?php $this\_year = idate('Y') ?>

<?php for($year=$this\_year-20; $year <= $this\_year; $year++) { ?>

<option value="<?php echo $year; ?>" <?php if($bicycle->year == $year) { echo 'selected'; } ?>><?php echo $year; ?></option>

<?php } ?>

</select>

</dd>

</dl>

Save it. Let's go over to browser and let's try it out. I'm not just going to reload the page because I don't want a cashed version. I'm actually going to go up here and hit return in the URL bar. And there it is. Now you see it says year, 2016. Okay so now that we've got that. Let's copy this bit of PHP. And I'll just copy that and let's jump down to category and let's add the same thing here. So I put a space, paste in my PHP, but this time I'm going to check whether the bicycle category is equal to the current $category.

And let's jump down here to gender. Put a space and then my PHP code. And lets do gender going to be equal to current gender that I'm looping through and last of all condition. So right here put a space, and then I'll drop in my code. And then let's check for a condition\_ID and then the variable I'm using as I'm looping though is cond\_id. So there we go.

Let's go back over and reload our page and see if it's all working. Again let's don't get a cash version let's go up here and hit return and there it is. Now you see I have 2016, mountain, unisex and good. It did fill in all the correct values for them. Now that I'm able to display all those values, let's just go back, and let's click back to list and let's click add a bicycle. Because I want to show you that we now have a problem. Right? Because our form is being reused in two places and it now expects to have a bicycle object in all cases. Let's go back to new.php and see what's going on there.

So we handled when it's a post request before, that's when we're actually creating a new record. But under the get request, we actually don't have a bicycle here. So what kind of bicycle should it be? Well just any bicycle will do. We just need to have a basic bare bones bicycle when we're creating a new one to start out with. Let's go back over, let's reload our page. And now we don't get an error. Right now it works just as we would expect. We even get condition good here, which if you remember in bicycle class, in construct, that's the default condition right? It defaults to three if no other condition has been passed in.

So it's even allowing us to set default values inside our constructor, and to display those on the form as well. Which is kind of nice. So now that we have our form working, so that we can view the information. Now the user has the opportunity to make changes to it. And then, when they're ready, they can submit the button at the bottom and we'll need to take that information and update the database with it. Let's see how to do that in the next part.

Update a record

In this part, we're going to finish learning to update a record, using object oriented programming and our active record design pattern. So far, we've completed the first part of the update process, which is that we've retrieved a row of data from the database, and turned it into an object, so that we can present it as a form for the user, so the user can edit its properties. Now we need to do the second part, which is we need to take the values that the user submits, and we need to update a row in the database, using SQL.

So, here's the form that we created in the last part, what we want now is when we click Edit Bicycle, and it submits a post\_request, we want it to update the values in the database. So let's go to our code on edit.php, and you can see down here we took care of when we have a get request, that's the else down here, up here is if it's a post\_request, if this form is being submitted. And you can see that we're getting all of the different values that we need from the form. We're putting them into this associative array for args. Now what we need to do is update our bicycle with them.

So the first thing we need to do is get the bicycle again. Right, we need to get the current values out of the database. So that's the same process that we did down here. So I could just take this code and I could copy it and paste it a second time. But that would be repeating myself. If I'm going to always need the bicycle, whether it's a get request or a post\_request, then let's just move it outside of the conditional. I'm going to cut those lines, and then let's just go up here to the top, and above the conditional, let's just find the bicycle. So I get the id and then I find the bicycle object by its id.

$bicycle = Bicycle::find\_by\_id($id);

if($bicycle == false) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

If there is no bicycle, it redirects. Otherwise, we check to see, do we just display the form, or do we update the values using post\_request variables.

How do we update the values inside our object? I have bicycle equals down here. I'm going to take that away. What I want instead, is I want to tell this bicycle that it should merge \_attributes with the arguments. That will update them. Now that's a method on bicycle that doesn't exist yet. We're going to have to write that. But at that point, then, our bicycle object will have the form values, not the database values anymore. And then we can tell our bicycle that it ought to update(). And it will save those values back to the database.

$bicycle->merge\_attributes($args);

$result = $bicycle->update();

So let's write these two methods. First, let's start with merge\_attributes. Save this. We'll switch back over to bicycle class. And right here, after create, I'm going to create another public function. Let's go ahead and create a placeholder for update. We'll come back to that in a second.

But I'm going to make another one then below it, called public function merge\_attributes. And we know that it's going to take args, as its argument. And what do we want to do when we're inside of there? Well, we want to go through each of the arguments that are being passed in, and we want to update the properties for this object accordingly. So for each of the args as key and dollar sign value, let's update them.

If the property exists, good idea to just check and make sure the property is there, the property exists on this instance. Let's check the key to see if the property is there. And if it is, then let's set this key, going to be equal to the value. Notice that I'm using dollar sign key here, because it's a dynamic. I don't actually mean a property called key, I want it to change each time I go through the loop to be brand, model, year, et cetera.

So that's going to have a dynamic property as we go through them. And I'm also going to add one more thing here. Not only am I going to check to see if the property exists, but let's also check and make sure that the value that we're being sent is not null. If it's null, then we won't do anything. If it's false or zero or something else, we will set it, but only in the case when it's null, we're going to ignore it. So if a property didn't show up on the form for some reason, or over here, on edit.php, if we ended up defaulting to null, because it wasn't set for some reason, it's not going to update the attribute.So that means that we'll still get the existing attributes, but we'll just get updates from the form.

public function merge\_attributes($args=[]) {

foreach($args as $key => $value) {

if(property\_exists($this, $key) && !is\_null($value)) {

$this->$key = $value;

}

}

}

All right, so now that we have our attributes merged in, we can now have an object that's in memory, ready to be saved to the database. And we can do that with update. So let's start writing our update. We know that we're going to need some sql for that, and we know that we're going to get back a result from calling self::$database, and telling the database that it should query using that sql. And we're going to return back the result, which is just going to be true or false.

So, now we need to actually write the sql update statement. This is an example of an sql update statement.

UPDATE bicycles

SET brand=’Trek’, model=’Emonda’, year=’2017’

WHERE id=’1’ LIMIT 1;

Notice that it has update, and then the table name. Then set followed by the columns that we want to update and each one of them has an equals sign and the value that it should be set to. It's a little different than what we had with create, where we had the columns and the values separated. Here they are one after another. So brand equals trek, model equals Emonda, year equals 2017. And then I've got where, it's going to say which record I want to update.

So it's going to be id equals and then whatever id of the bicycle I'm looking to update is, followed by limit one. So let's try writing that. So let's have update bicycles.

protected function update() {

$attributes = $this->sanitized\_attributes();

$attribute\_pairs = [];

foreach($attributes as $key => $value) {

$attribute\_pairs[] = "{$key}='{$value}'";

}

$sql = "UPDATE bicycles SET ";

$sql .= join(', ', $attribute\_pairs);

$sql .= " WHERE id='" . self::$database->escape\_string($this->id) . "' ";

$sql .= "LIMIT 1";

$result = self::$database->query($sql);

return $result;

}

And then I'm going to put set on this line with a space after it, because on the next line is where I'm going to start putting those pairs. Now for now I'm just going to leave a placeholder here. Let's just call it attribute\_pairs. Those are going to be the pairs that I'm going to come up with. And then I'm going to have more sql after that, which is going to be the where clause.

But I want to make sure also that I have a space before the where clause, after my attribute\_pairs. So I'll put a space at the beginning of it where id equals and then single quotes. And then inside those single quotes, I'm going to want to put the id, and make sure that I escape it. So I'll just break those single quotes up. It's going to be this id, but then I need to make sure that I escape that value. And I do that with self::$database, escape\_string and pass in the id as a value to it.

So that will escape the value. It'll then drop it in an inside double quotes, let's put a space at the end, semicolon and then the last line is just going to be that limit one, which is a good sanity check. All right, so I've got most of it here, but these attribute\_pairs I punted on for now. Now, you could go through and construct that string, step-by-step, but I think a better way to do it is like we did with create, where we used our attributes, and to dynamically come up with this list. So we know that our attributes that we're going to be using are going to be equal to this object's sanitized\_attributes.

That'll give us sanitized versions that we can use. So now that I have those attributes, what I want to come up with is a set of these attribute pairs. I'm just going to copy that, put it up here with the dollar sign in front of it. The attribute\_pairs is going to start out as an empty array, but I'm going to fill it up with the key value pairs. So for each of the attributes that I just found from sanitized\_attributes, as a key and a value, I'm going to loop through and I'm going to add to attribute\_pairs, just append to the end, a string.

And that string is going to have curly braces for the dollar sign key, and then equals and then single quotes, and then inside those single quotes, more curly braces with the value. So that's going to be the string that I need for each one of these. Now that's an array of these. I also need to join them together with commas. So down here, instead of just attribute\_pairs, I'm going to use join. I'll put a dollar sign on attribute\_pairs, and I'm going to join them together with a comma.

So it's going to join together the sets of attribute\_pairs with a comma in between. Okay, so now we've been able to merge in the attributes, and we've been able to call save, and to construct the right sql that we need. That's the active record portion of it. It's what allows us to go directly from the object's properties, to create sql that will update the database values. Let's save it and let's switch back over to edit.php. And let's just make a few changes over here. We're going to need to get the result from that, which is going to be true or false.

And then if it's true, we'll say bicycles updated correctly, if not we're eventually going to show the errors. Let's don't worry about that too much for now. We'll come back and work on the errors a little later on. For now let's save this page, and let's go try it out. So go back to our page. And before we had Bob's Overdrive as the model, let's take out Bob's and just make it Overdrive. Let's click Edit Bicycle. And look at that, it worked. Click Back to List. There it is. Click Edit and let's make sure that our sanitized\_values worked. We put in Bob's Overdrive, again.

Edit Bicycle. It still works. And I'll just hit Back one last time so that we can take Bob's back out. And there we are. So that completes it. Now we're able to both create new records, and we're able to update records. Hopefully, you're able to see the power of wrapping up this record functionality into these methods for create and update. They contain all of the logic necessary to take what's in an object and to put it into the database. And instantiate does the same thing in reverse. It takes the information that's in the database and converts it into an object.

There's one last thing that I want to do here. I want to add another public function which is going to be called save(). So the thing about creating and updating records is that it's really the same process. I'm saving to the database. How are they different? Well, if a record doesn't exist, then we want to call create. If it already exists, we want to call update. So wouldn't it be great if we could tell the difference and know whether a record exists or not? Well, we can, because we know whether or not this record has an id. So a new record will not have an ID yet.

public function save() {

// A new record will not have an ID yet

if(isset($this->id)) {

return $this->update();

} else {

return $this->create();

}

}

So we can check in our code to see whether or not there's an id. We can have if is set, dollar sign this id. And then put an else. Now if the id is set, then we know it's an existing record. So we can have return this update. But if it's not set, then we know it's a new record, and we can return what we get back from the results of this create. See how that works? So now instead of calling create or update, we can simply call save.

And in fact, I'm going to change these to be protected so that they can't be called anymore. And let's go to the two places where we're calling them. And instead of update, let's just call save there. And on new.php, same thing. We'll just simply call save. And it'll sort out whether or not it's a new record or not. We don't need to worry about that and call the right one. We just say save this, and it will save it, whether it's new or not, it will save it to the database. It will essentially sync the two together.

HTML forms for OOP

In this part, we want to show you a technique for working with form data that's very useful when we're working with object-oriented programming. This technique does not use php at all. It really just uses plain HTML, but we think that it's helpful enough that we should cover it here. So far, when we've been creating our form data, we've been creating our form tags, such as input. We have typed text, and then we've been giving it a name, and the name is just the property that we want to be associated with. We have brand, model, year, etc.

<input type="text" name="bicycle[brand]" value="" />

<input type="text" name="bicycle[model]" value="" />

<input type="text" name="bicycle[year]" value="" />

Altogether our code, we have 10 different form elements and they're and not all input tags, but you get the idea. When we submit our form, it's going to submit values for each one of those properties, and then when we go to process the form values, we're going to take each one of those values that's been submitted in the POST data and we're going to create an associative array where we also assign it to a key by the same name.

$args = $\_POST['bicycle'];

So we have our args and we have a key for brand, and we're going to set it equal to the value that was submitted in the form for brand and so on. Then once we have our associative array of args built up, we're going to pass that into the object to create a new bicycle object with those values.

Okay, so that's how we're doing things so far. Now let's talk about how we can improve this. In HTML, we have the ability to name one of our form fields using square bracket notation, and if we do that, what HTML will do is it will submit a series of values as an array. So, name bicycle and then in square brackets brand means that the HTML form will submit bicycle as the value and it will be an array with the key brand, and then the value of whatever the user has submitted.

<?php

// prevents this code from being loaded directly in the browser

// or without first setting the necessary object

if(!isset($bicycle)) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

?>

<dl>

<dt>Brand</dt>

<dd><input type="text" name="bicycle[brand]" value="<?php echo h($bicycle->brand); ?>" /></dd>

</dl>

<dl>

<dt>Model</dt>

<dd><input type="text" name="bicycle[model]" value="<?php echo h($bicycle->model); ?>" /></dd>

</dl>

<dl>

<dt>Year</dt>

<dd>

<select name="bicycle[year]">

<option value=""></option>

<?php $this\_year = idate('Y') ?>

<?php for($year=$this\_year-20; $year <= $this\_year; $year++) { ?>

<option value="<?php echo $year; ?>" <?php if($bicycle->year == $year) { echo 'selected'; } ?>><?php echo $year; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Category</dt>

<dd>

<select name="bicycle[category]">

<option value=""></option>

<?php foreach(Bicycle::CATEGORIES as $category) { ?>

<option value="<?php echo $category; ?>" <?php if($bicycle->category == $category) { echo 'selected'; } ?>><?php echo $category; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Gender</dt>

<dd>

<select name="bicycle[gender]">

<option value=""></option>

<?php foreach(Bicycle::GENDERS as $gender) { ?>

<option value="<?php echo $gender; ?>" <?php if($bicycle->gender == $gender) { echo 'selected'; } ?>><?php echo $gender; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Color</dt>

<dd><input type="text" name="bicycle[color]" value="<?php echo h($bicycle->color); ?>" /></dd>

</dl>

<dl>

<dt>Condition</dt>

<dd>

<select name="bicycle[condition\_id]">

<option value=""></option>

<?php foreach(Bicycle::CONDITION\_OPTIONS as $cond\_id => $cond\_name) { ?>

<option value="<?php echo $cond\_id; ?>" <?php if($bicycle->condition\_id == $cond\_id) { echo 'selected'; } ?>><?php echo $cond\_name; ?></option>

<?php } ?>

</select>

</dd>

</dl>

<dl>

<dt>Weight (kg)</dt>

<dd><input type="text" name="bicycle[weight\_kg]" value="<?php echo h($bicycle->weight\_kg); ?>" /></dd>

</dl>

<dl>

<dt>Price</dt>

<dd>$ <input type="text" name="bicycle[price]" size="18" value="<?php echo h($bicycle->price); ?>" /></dd>

</dl>

<dl>

<dt>Description</dt>

<dd><textarea name="bicycle[description]" rows="5" cols="50"><?php echo h($bicycle->description); ?></textarea></dd>

</dl>

And the same thing for model, year, and so on. So what that means is when we go to process the form, we're looking at an array of values instead of a bunch of single values that we have to go retrieve. So we can just simply go to the post super global and ask for one item: that is bicycle. And what we get back is an associative array. So instead of having to build up that array by going and retrieving all those values one at a time, we're instantly given an array, just because we named our form fields differently.

It's a super useful technique. You can see how much it simplifies things. Now instead of having to go and retrieve 10 different values and assign them to our associative array and build that up, we can just simply ask for one value in the post variables, and we've got our associative array, ready to go, ready to create a new bicycle. Let's try it in our application. So, you'll want to open up the form fields in bicycle because what we're going to be doing is changing the name here. So for each and every one of these, we're just going to put bicycle and then square brackets are going to go around what was the previous name.

I'm just going to copy this so I can paste it a bunch of times, save myself from typing. And I'm going to do it even to the select option here. Doesn't matter what we do it to. There's year. Here's category. Everywhere we have a name, gender. Come down here to color. And condition id. Now if we ever wanted something to not be included in the array, then we could just simply leave it out, but what this will do is that all of these values we're submitting will now all be inside an array of values.

So now let's save it. So that's what it's going to look like. Now before we submit it, let's go back over and let's change the way that we're working with these on a new.php. Instead of doing all of this work right here, we can simply change this to just be args is going to be equal to, and I'll make it post, bicycle. And then we'll put a semicolon. We'll take all of these lines out, and that's all we have to do. It's that simple. In fact, I'll take that line out as well. I'll copy this. Let's save the page.

$args = $\_POST['bicycle'];

We'll go to edit.php and do the same thing. All of this code here, it's just going to be reduced down to this. Just ask for the contents of this bicycle array, an HTML associative array.

$args = $\_POST['bicycle'];

So let's take that and let's go back to our page, and let's try it out. Let's try a new bicycle. This one's going to be a Schwinn. The model is 21 Speed Suburban CS. The year, we'll make it 2015.

The category will be a hybrid. This will be a women's bike. Color is going to be burgundy. The condition, we'll just make it good. And the weight, we'll make it 20 kilograms, and the price will be $299. All right, let's click create bicycle, and look at that. It still worked. We still got our bicycle. The same thing is true when we go to edit. The only difference we made is just the way that HTML is going to send those values to the post variable and the way that we retrieve them. It's a super handy technique.

Validations and errors

Before we leave the topic of creating and updating records in the database, we want us to talk about validations and errors. The fundamental idea is that we want to have control over the quality of data that gets saved to the database. Not all data is necessarily acceptable, and we want to be able to control that so that we have control over what goes in and comes out of our application. One way to do that is with validations. We check to see if data meets our standards before we put it in the database.

And if it doesn't, then we want to know what went wrong, and we want to tell the user about it so that they can fix the problem, and try to submit it again. So that's where validations and errors come in. The basic structure that we've been using for our validations is just that we're going to keep a list of the errors. So to start with, we'll have an array of errors, that's going to be empty, because there are no errors yet, and then we'll perform a series of validations. And validations are just conditional statements where we check to see if something is true or not. And we can really do just about anything in those validations that we want.

We also saw that we can write some functions that can help us to perform common validations. But the end result is the same, either it's true, or it's false. The data either meets that requirement, or it doesn't, and if it doesn't, then we want to simply add some kind of an indication to our errors array to let us know what the problem was. Then, after we've performed all of our validations, we'll be able to look at that errors array and see. If it's empty, then we know that it passed all of its validations, and the data's good to be sent to the database. But if not, then we don't want to save the record. Instead, we want to display errors back to the user. This technique can be used both in procedural programming, or in our object-oriented programming. Let's see how we can add it to our bicycle class.

To begin with, we will write file called validation\_functions.php. We are going to save it into our private directory of our project. File code is following:

<?php

// is\_blank('abcd')

// \* validate data presence

// \* uses trim() so empty spaces don't count

// \* uses === to avoid false positives

// \* better than empty() which considers "0" to be empty

function is\_blank($value) {

return !isset($value) || trim($value) === '';

}

// has\_presence('abcd')

// \* validate data presence

// \* reverse of is\_blank()

// \* I prefer validation names with "has\_"

function has\_presence($value) {

return !is\_blank($value);

}

// has\_length\_greater\_than('abcd', 3)

// \* validate string length

// \* spaces count towards length

// \* use trim() if spaces should not count

function has\_length\_greater\_than($value, $min) {

$length = strlen($value);

return $length > $min;

}

// has\_length\_less\_than('abcd', 5)

// \* validate string length

// \* spaces count towards length

// \* use trim() if spaces should not count

function has\_length\_less\_than($value, $max) {

$length = strlen($value);

return $length < $max;

}

// has\_length\_exactly('abcd', 4)

// \* validate string length

// \* spaces count towards length

// \* use trim() if spaces should not count

function has\_length\_exactly($value, $exact) {

$length = strlen($value);

return $length == $exact;

}

// has\_length('abcd', ['min' => 3, 'max' => 5])

// \* validate string length

// \* combines functions\_greater\_than, \_less\_than, \_exactly

// \* spaces count towards length

// \* use trim() if spaces should not count

function has\_length($value, $options) {

if(isset($options['min']) && !has\_length\_greater\_than($value, $options['min'] - 1)) {

return false;

} elseif(isset($options['max']) && !has\_length\_less\_than($value, $options['max'] + 1)) {

return false;

} elseif(isset($options['exact']) && !has\_length\_exactly($value, $options['exact'])) {

return false;

} else {

return true;

}

}

// has\_inclusion\_of( 5, [1,3,5,7,9] )

// \* validate inclusion in a set

function has\_inclusion\_of($value, $set) {

return in\_array($value, $set);

}

// has\_exclusion\_of( 5, [1,3,5,7,9] )

// \* validate exclusion from a set

function has\_exclusion\_of($value, $set) {

return !in\_array($value, $set);

}

// has\_string('nobody@nowhere.com', '.com')

// \* validate inclusion of character(s)

// \* strpos returns string start position or false

// \* uses !== to prevent position 0 from being considered false

// \* strpos is faster than preg\_match()

function has\_string($value, $required\_string) {

return strpos($value, $required\_string) !== false;

}

// has\_valid\_email\_format('nobody@nowhere.com')

// \* validate correct format for email addresses

// \* format: [chars]@[chars].[2+ letters]

// \* preg\_match is helpful, uses a regular expression

// returns 1 for a match, 0 for no match

// http://php.net/manual/en/function.preg-match.php

function has\_valid\_email\_format($value) {

$email\_regex = '/\A[A-Z0-9.\_%+-]+@[A-Z0-9.-]+\.[A-Z]{2,}\Z/i';

return preg\_match($email\_regex, $value) === 1;

}

// has\_unique\_username('johnqpublic')

// \* Validates uniqueness of admins.username

// \* For new records, provide only the username.

// \* For existing records, provide current ID as second argument

// has\_unique\_username('johnqpublic', 4)

function has\_unique\_username($username, $current\_id="0") {

// Need to re-write for OOP

}

?>

And then we'll go into the project and take a look. It just contains those basic validation functions that we commonly use, whether something is blank, whether it has a presence, whether it has a length greater than a certain amount, whether it has a length less than a certain amount, whether it has a length exactly amount, whether the length is, and you can provide an associative array of options.

And then whether it's included or excluded from an array, whether something has a string inside of it, whether it's a valid email format, and then eventually we'll work on having a unique username. So those are just some basic validation functions, you can write others that you use as well. Let's make sure our application knows about those by switching to initialize.php.

require\_once ('validation\_functions.php');

Okay so now let's switch to the bicycle class. The first thing I want to do is I need to have a way for my bicycle to know what errors are there? Now I could just have a simple array anywhere, but I might as well have the array inside the class, right? How many errors are there on this instance, on this object, what are the problems that this object has? So I'm going to do that by just having a new property here for errors, which is going to be set to an empty array by default. So that's where I'm going to store all the errors on a bicycle instance before I try and save it.

public $errors = [];

So now, before I try to create it, or, before I try to update it, I need to first check and see, is it valid? Run its validations. So I'm going to need to have a new method here, I'm going to call it protected function validate(). It doesn't need to take any argument because it's just going to use the existing instance's properties. And then, right here, in create, let's just call this validate. And then, it'll check and see, after it calls that method, that method should add any errors to the errors array. So we can just check and see. If it's not empty at the end, this errors then we'll know there was a problem, and we can simply just return false. That's it. We won't do anything else, we won't sanitize the attributes, or assemble our SQL, we'll just simply return false right away. We weren't able to create it. Let's take those same two lines and copy it.

protected function create() {

$this->validate();

if(!empty($this->errors)) { return false; }

Let's come down here to update, and we'll do the same thing. First thing I'll do is run the validations and then check to see did the validations result in adding any errors to the error array?

protected function update() {

$this->validate();

if(!empty($this->errors)) { return false; }

Okay so now we've got those both in there, now we need to actually write the validation function. So our validation function can be anything we want, I'm going to keep it really simple for now. And I'm just going to use is blank. So, if is blank, this brand, if the property brand is blank, then we're going to add to our errors array this errors.

And then we're going to use the square bracket to append to the end. And then brand cannot be blank. And I'll do the same thing, I'll just copy that, we'll make another one here. This one is going to be model, and we'll say model cannot be blank. So I'm just going to check and see, make sure that brand and model have values. Now you'd probably want to write validations for all of the different properties to make sure that they all meet the requirements. For now I'm just going to keep it simple and just have these two.

protected function validate() {

$this->errors = [];

if(is\_blank($this->brand)) {

$this->errors[] = "Brand cannot be blank.";

}

if(is\_blank($this->model)) {

$this->errors[] = "Model cannot be blank.";

}

return $this->errors;

}

Now my validations are the same here for both create and update, that's usually true. You could write something fancier that allowed you to have different validations in each case, but most of the time, if we're really checking to see if the data meets a certain set of standards, the standard is the same, whether we're creating or updating, so that's okay. And then, right before this, when I call the validation, it's also a good practice to just make sure that errors starts out being empty. So errors is going to be set to an empty array, and that way, if I call it more than once, it'll always reset itself back to an empty array before it runs all its validations, I won't accidentally add the same errors twice.

And then, as a good practice, at the end, I'm just going to return back the value of this errors. I don't have to do that, you can see I'm not even catching a value that this is being returned from, but it's a good idea, just to go ahead and have a return value back out of this validate function if I wanted them. Okay so now that I have my validation in place, let's save it, and let's go try it out. Let's go back to Firefox. Let's try adding a new bicycle. Before we do that, actually, let's make sure we have the ability to display the errors, I forgot that. Let's go to new.php.

And let's scroll down here, and you can see I comment it out before.

<?php echo display\_errors($bicycle->errors); ?>

We're going to un-comment that line right after create bicycle, before we display the form, it's going to show the error. So now the errors are not just in an errors array anymore, now it's going to be inside the object, right, remember up here, we have the bicycle object. So it's going to be bicycle. And then it's public, so we can just ask for its errors.

And I'm just going to copy that line. Then switch over to edit.php . And let's find the spot there where we have the errors.

<?php echo display\_errors($bicycle->errors); ?>

Here it is. Let's past that line in there as well. Okay, so now it should display the errors, let's go back and reload our page. Okay, works, there's no errors right now. Now let's try just submitting it, create bicycle. Nope, it didn't work, please fix the following errors. And it told us what the errors are. Notice that we had two errors, the brand can't be blank, and the model cannot be blank. So now, let's try adding one, and let's fill in each of one of those, let's try a Schwinn. It's going to be a Sanctuary seven-speed.

And the year will be a 2016. Category, it's going to be a Cruiser. The gender is a Women's. It's going to be purple. Condition is good. The weight will be 19.5 kilograms. And the price will be 190. Alright, now, let's click submit. And look at that, it worked this time. Let's go back to list, and let's just try editing it. Let's just try taking away the brand, let's click edit bicycle. Nope, sorry, Brand cannot be blank. We need to fix that.

See how that works? So in both cases, it runs our validations before it tries to save or update the record and if there are problems, it shows them back to the user.

Delete a record

Now that we've talked about how to create, read, and update using the active record pattern, we have one more operation to talk about. And that is delete. Delete is by far the simplest of all the four major operations. We don't have to worry about getting any form data to submit to the database, and we don't have to worry about working with any data that we get back from the database. We just simply tell the database to delete a specific record, and it either does or it doesn't. It's that simple. Let's remind ourselves what an SQL delete statement looks like.

DELETE FROM bicycles

WHERE id = ‘1’ LIMIT 1;

It's also very simple. We just have DELETE FROM, and then the table name, and in this case, bicycles. And then we have to tell it how to find the record or records that it should delete. Most of time we just want to delete a single record, and we're going to use it's primary key, which is its id. So I have a WHERE clause, where id='1'. I'm putting that inside single quotes to help prevent SQL injection. And then I'm also using a LIMIT clause after that just to make sure that I don't accidentally delete more records than I intend. This will insure that this delete is only going to delete one and only one record.

Let's try adding that to our bicycle class. So in the bicycle class, inside our active record code here down at the bottom let's add a new public function for delete(). So the idea here is that I've gone to the database. I've already found this object so I have the object, and I can call a method on it called delete(). And delete() is going to have all the information that it needs to know how to delete this object from the database. So we know that we're going to need to write some SQL. For now I'll just put a placeholder for that.

And then we know we're going to want to run that SQL by telling our database, database that it's going to query using our SQL, And it'll get back a result. And for delete statements the result is just true or false. So let's just turn back that result. It either succeeded or it didn't. So now let's write the SQL. We just saw that in the slide. It's, DELETE FROM bicycles, space, and I'll go to a new line, SQL append WHERE id=, and then inside single quotes, we're going to have the id.

I'm going to put a space; I'm going to go to the next line, SQL, it's going to be, LIMIT 1. Now inside these single quotes I need to put the id for this object. So I'll do that by appending this id inside there. But we don't want to just use it as is, we also want to escape the value before we submit it to the database. We know how to do that with self, dollar sign, database, and call it escape\_string method.

We'll pass in this id as an argument. So that'll sanitize the value, and drop it in. Alright, so now we've written an SQL statement. So when we have an object, we can call the delete method and it will delete the underlying record. Now the object is still going to to be there for a little while at least for the duration of this PHP script. And that can be useful. In fact, I'm going to make a note down here at the bottom that just says, after deleting the instance of the object will still exist, even though the database record does not.

This can be useful as in: let's give a little code example here, I can echo back, let's say I have a user and I want to say the first name of the user, space, was deleted, right. I can use that object still in my PHP code because I still have it's property value, even though there's no underlying database record. But we do have to be careful of that for example, we can't call dollar sign user update, after we just finished calling dollar sign user delete.

public function delete() {

$sql = "DELETE FROM bicycles ";

$sql .= "WHERE id='" . self::$database->escape\_string($this->id) . "' ";

$sql .= "LIMIT 1";

$result = self::$database->query($sql);

return $result;

// After deleting, the instance of the object will still

// exist, even though the database record does not.

// This can be useful, as in:

// echo $user->first\_name . " was deleted.";

// but, for example, we can't call $user->update() after

// calling $user->delete().

}

So we'll have to be careful about that, and make sure that we can use it in limited cases because there is no underlying record. We know that the underlying record is gone now because we just deleted it. But we still have an object in PHP's memory that we can use at least temporarily. Alright, so now that we have our delete function, let's save that and let's go use it.

Lets create delete.php page:

<?php

require\_once('../../../private/initialize.php');

if(!isset($\_GET['id'])) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

$id = $\_GET['id'];

if(is\_post\_request()) {

// Delete bicycle

$\_SESSION['message'] = 'The bicycle was deleted successfully.';

redirect\_to(url\_for('/staff/bicycles/index.php'));

} else {

// Display form

}

?>

<?php $page\_title = 'Delete Bicycle'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<a class="back-link" href="<?php echo url\_for('/staff/bicycles/index.php'); ?>">&laquo; Back to List</a>

<div class="bicycle delete">

<h1>Delete Bicycle</h1>

<p>Are you sure you want to delete this bicycle?</p>

<p class="item"><?php echo h('Bike name'); ?></p>

<form action="<?php echo url\_for('/staff/bicycles/delete.php?id=' . h(u($id))); ?>" method="post">

<div id="operations">

<input type="submit" name="commit" value="Delete Bicycle" />

</div>

</form>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

Let's go to delete.php, and to begin with, it's just going to get the id, then if it's a get request, we're going to show a page that it says are you sure you want to delete this bicycle? It's just a confirmation page, and if they post to it and say yes I do want to delete it, then we're we're actually going to execute the delete.

So the delete's going to happen here as a post request. So in either case, we want to to find the bicycle, just like we did when we were updating the record. Let's go to edit.php and here it is right here at the top I'm just going to copy these lines because we ought to be able to find the bicycle to know whether or not we are going to delete it or not. So let's copy those lines and go back to delete.php, there it is.

if(!isset($\_GET['id'])) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

$id = $\_GET['id'];

$bicycle = Bicycle::find\_by\_id($id);

if($bicycle == false) {

redirect\_to(url\_for('/staff/bicycles/index.php'));

}

And right after we find the id, we're going to find the bicycle, now we have an instance, we have an object, cause we're using active record to find it and read from the database.

If we don't find it for some reason, we'll just go back to the index page, but, if we did find it, then let's go down here instead of just bike name, we'll have a placeholder instead we want to say bicycle and let's put in it's name.

<p class="item"><?php echo h($bicycle->name()); ?></p>

That'll just display the name of the bicycle so the user can decide if they want to delete it or not. And then, if they do delete it right here, then we just need to tell that bicycle object to call it's delete method.

Delete. And let's get back it's result, it will return true or false. We could do some error checking here to see if it return false for some reason, we could try to display the errors for why that was false, but that's pretty rare. Most of the time, if we tried to delete it, it's going to delete successfully, so I'm going to leave this and keep it simple and just say it was deleted, and let's redirect them.

$result = $bicycle->delete();

Alright, so let's try it. Let's save this, let's go back, let's start by creating a bicycle that we can destroy. I'm going to make this a junk bike, model is going to be delete me.

The year, I'll just pick something, the category, the gender, color, condition is fine, weight, I'll make it one, and the price will be two. Alright, create bicycle, there it is. Now I've got my junk bicycle, back to list. Here it is, I see the junk bike down here, and I want to delete it, so I click on delete. It opens up the delete page, you can see it's passing in the id of eight. It goes and finds that bicycle, so it has the name. Now we want to click delete bicycle, now it's going to be a post request.

And that post request is going to send that same id, it goes and finds the object, calls the delete method, which sends the SQL, then it redirects us back to the list page. And you can see that the record is gone from the database.

Create inheritable code

We have successfully been able to implement the active record design pattern on our bicycle class. Our bicycle class is able to create, read, update, and delete records in the database. So it allows us to work with those database records in an object oriented way. That's what the active record design pattern is all about. In the next chapter we're going to start working with user authentication. And we're going to want to have a table of the admin users, so the store their username and password, and know who's able to log in. We're also going to want to have a content management system for those, so that we have the ability to create, read updated and delete our admin users.

So we could take all of the code we just worked on, in our bicycle class, we could take it and copy it, and paste it into an admin class, so we'd have that same behavior there. And then if our application gets more robust and the start adding more features, we have more tables, we want to implement it again, we could take that code and copy it and paste it into those classes as while. This violates a fundamental principle of programming. Which is: **don't repeat yourself**. It's a good idea to have code in one place, so that it gets edited only one time, and it helps you to maintain the code, and also keeps you from making careless mistakes.

So a much better approach to this would be to have all of this behavior in one place and allow the bicycle class, the admin class, and any other class that needs it, to be able to use it. We can do that using class inheritance. That's the techniques we talked about in the PHP object oriented programming course. The idea is that we have a parent class, in this case database object, and then we have subclasses that inherit those behaviors from that parent class. Bicycle class, and admin class.

They can both share the behaviors, and we don't have to repeat ourselves. We will have to make some modifications to our code though, because the code in database object has to be a bit more abstract. We have to be able to use it for both the bicycle class, which has a bicycles table, that has its own unique set of columns, and the admin class, which has its own table, and in its own unique set of columns. So we need to have code that's a bit abstract in the parent class so that all the sub classes can use it. Let's add this database object class to our project.

So inside the classes directory let's add a new file, I'm going to call it databaseobject.class.php. And we'll just put PHP tags in there. And class definition for database, object. We'll just make it empty for now. And we'll save that file let's go over to bicycle class. and it is going to inherit from it, so we use the extends key word and then the name of the class database, object. And that's it!

We'll save our file, and now bicycle class is inheriting from the database object class. So now we just need to move the properties and methods that are appropriate into the parent class. Let's go over the parent class and let's think about what some of those might be. To begin with, we know that we're going to want to have a database connection. All of our objects that are going to be database objects are going need to have that. So we'll have static, protected, dollar sign, database. And we know that each one of our classes is going to need to have its table name, right? It's going to need to specify what the table name is.

So I'll have static, protected, dollar sign, table, name. So each one will be able to keep track of it, but to start with it's going to just be empty. And we know that each one of them is also going to have columns protected, dollar sign, columns. Now each one will specify its own, so let's just make it an empty array to start with. And then we know that we're going to want to also have those errors. All of our objects are going to be able to keep track of their errors. So we're going to set that as an initial property as well.

Alright so now let's switch over to the bicycle class. We don't need to specify the database anymore because we just set that there, but we do need to change this to be table name, 'cause we need to specify that the table name is going to be bicycles. Then we're going to need a list of the columns that we're going to have, the errors we don't have to include anymore, and then all of these methods that are down here. Let's just select all of them, I'm going to just like that first line and then scroll down to the bottom. Down where have indirect or code.

And I'm just going to cut all of that. There we go and I can actually remove this start of active record code up here at the top. Let's save it and let's switch over database class, and I'm going to paste all of those in here, every single one of them. Don't need this at the end anymore. Because now this is all active record code. Now it's not abstract enough for us to be able to use yet. But right now this should allow the bicycle class to use it, right, it should still inherit it, we haven't changed anything so it's going to inherit those methods as is and they should still work.

You can try out if you want, but I'm going to set about the task of making it more abstract first. The first thing any do is I need to find all occurrences of the word bicycle, and I instead need to abstract that to be whatever the table name is that's been specified. So let's scroll down 'til we get to find all and you'll see its select all from bicycles. Well its not select all from bicycles anymore, now it needs to append on self colon colon dollar sign table underscore name. That's now going to use that new property, the table name, instead of being a hard coded value, and that will allow this to be inherited.

However, there is an issue. In the object orienting programming course, we talked about the difference between early static bindings and late static bindings. When we use this self keyword, it's going to say that it's bound to the class in which its defined. That is the database object class. It's essentially the same thing as if we had actually typed database object. Instead of using self, what we want to use is static . That's going to determine the class name at run time, so we call find all it's going to see what class is this inside of.

If its inside the bicycle class, then this will be asking for the bicycle table name. If it's the admin class it'll be asking for the admin table name, and that's what we want, so we want to change that to be static. So everywhere we have bicycles, I'm just going to copy this, we're going to put that in there, let's append it together actually, I still need a space at the end. So it's up to you how you add that space, but I do need a space after the table name and before the where clause. So let's make sure that still gets in there, in fact I'm going to copy everything including those double quotes, and let's just scroll down, to the next instance a bicycle, here it is an insert.

I'll drop it in there, and update, I'll paste it in there, and scroll down to delete there we go. And again, just make sure you have that space after the table name. Okay so now I have abstracted the table name, so this would work with any class based on the table name. But this late static binding is actually going to be an issue in other cases as well. There other times in our code where we call self. Let's scroll up to the top, let's click and then I'll do a search for self.

Now here, we're finding self in front of the database. I think that it's actually okay for us to use a single reference for the database. One they gets defined on the database object at the beginning. In fact, I'm going to go over to initialize.PHP. And right here, where we're setting it on the bicycle class, I'm going to change that to sell on the database object class. So it get sat right at the beginning, and then all of my classes that inherit will be using that same property, the one that's defined on the debates object class.

I think that's okay, but every other time we use self, like here, when we call instantiate, we want to be calling it on the static version, the one at run time, right, the sub class. Alright so lets do another find self, find by SQL should also be static. Here's another one here, static, let's do another find. This one's very important and instantiate, we want to make sure that we're getting our static version, so that we're getting the current class, not the database object class.

And that one's okay. That one's okay. Anything that references the database is fine, but anything that reference to something else, we want to change. So I'm going through all of them, lets just a quick check back at the top. Make sure I got 'em all database, database. And yes, I did get 'em all. Okay, I've changed those all so now they use the correct bindings, late static bindings in most cases.

There's one more change that we should make, which is to the validations. Let me just fold these up, until we get to the validate function. validations are going to be specific to each one of our classes. So I'm actually going to take that, and I'm going to copy it, and let's go back to the bicycle class for a moment, and let's add that back in. Now instead of putting it at the top, I'm actually going to drop down and put it the very bottom of the class, so there's my validations, right? So that's going to be unique to each class.

The database object class can just have a generic validation here. Say add custom validations. Alright so we'll override that in the sub class. The sub class will have its own way of handling the validations. If we don't to do any validations, if don't write them, it still does exist, it still does get inherited. Alright, so I think that takes care everything, let's save this, let's go back to the bicycle class. Just going to shoot to the top and make sure I've got everything. The table name, the database columns, the errors is already provided somewhere else, so I'm good.

class DatabaseObject {

static protected $database;

static protected $table\_name = "";

static protected $columns = [];

public $errors = [];

static public function set\_database($database) {

self::$database = $database;

}

static public function find\_by\_sql($sql) {

$result = self::$database->query($sql);

if(!$result) {

exit("Database query failed.");

}

// results into objects

$object\_array = [];

while($record = $result->fetch\_assoc()) {

$object\_array[] = static::instantiate($record);

}

$result->free();

return $object\_array;

}

static protected function instantiate($record) {

$object = new static;

// Could manually assign values to properties

// but automatically assignment is easier and re-usable

foreach($record as $property => $value) {

if(property\_exists($object, $property)) {

$object->$property = $value;

}

}

return $object;

}

static public function find\_all(){

$sql = "SELECT \* FROM " . static::$table\_name;

return static::find\_by\_sql($sql);

}

static public function find\_by\_id($id) {

$sql = "SELECT \* FROM " . static::$table\_name . " ";

$sql .= "WHERE id='" . self::$database->escape\_string($id) . "'";

$obj\_array = static::find\_by\_sql($sql);

if(!empty($obj\_array)) {

return array\_shift($obj\_array);

} else {

return false;

}

}

protected function validate(){

$this->errors = [];

return $this->errors;

}

protected function create() {

$this->validate();

if(!empty($this->errors)){return false;}

$attributes = $this->sanitized\_attributes();

$sql = "INSERT INTO " . static::$table\_name . " (";

$sql .= join(', ', array\_keys($attributes));

$sql .= ") VALUES ('";

$sql .= join("', '", array\_values($attributes));

$sql .= "')";

$result = self::$database->query($sql);

if($result) {

$this->id = self::$database->insert\_id;

}

return $result;

}

protected function update() {

$this->validate();

if(!empty($this->errors)){return false;}

$attributes = $this->sanitized\_attributes();

$attribute\_pairs = [];

foreach($attributes as $key => $value) {

$attribute\_pairs[] = "{$key}='{$value}'";

}

$sql = "UPDATE " . static::$table\_name . " SET ";

$sql .= join(', ', $attribute\_pairs);

$sql .= " WHERE id='" . self::$database->escape\_string($this->id) . "' ";

$sql .= "LIMIT 1";

$result = self::$database->query($sql);

return $result;

}

public function merge\_attributes($args=[]) {

foreach($args as $key => $value) {

if(property\_exists($this, $key) && !is\_null($value)) {

$this->$key = $value;

}

}

}

public function save(){

if (isset($this->id)){

return $this->update();

}else {

return $this->create();

}

}

public function sanitized\_attributes(){

$sanitized = [];

foreach ($this->attributes() as $key => $value){

$sanitized[$key] = self::$database->escape\_string($value);

}

return $sanitized;

}

// Properties which have database columns, excluding ID

public function attributes() {

$attributes = [];

foreach(static::$db\_columns as $column) {

if($column == 'id') { continue; }

$attributes[$column] = $this->$column;

}

return $attributes;

}

public function delete(){

$sql ="DELETE FROM " . static::$table\_name . " ";

$sql .="WHERE id='" . self::$database->escape\_string($this->id) . "' ";

$sql .="LIMIT 1";

$result = self::$database->query($sql);

return $result;

}

}

Bicycle class now has code like this:

class Bicycle extends DatabaseObject {

static protected $table\_name = 'bicycles';

static protected $db\_columns = ['id','brand', 'model', 'year', 'category', 'color', 'gender', 'price', 'weight\_kg', 'condition\_id', 'description'];

// public $errors = [];

public $id;

public $brand;

public $model;

public $year;

public $category;

public $color;

public $description;

public $gender;

public $price;

public $weight\_kg;

public $condition\_id;

const CATEGORIES = ['Road', 'Mountain', 'Hybrid', 'Cruiser', 'City', 'BMX'];

const GENDERS = ['Mens', 'Womens', 'Unisex'];

const CONDITION\_OPTIONS = [

1 => 'Beat up',

2 => 'Decent',

3 => 'Good',

4 => 'Great',

5 => 'Like New'

];

public function \_\_construct($args=[]) {

//$this->brand = isset($args['brand']) ? $args['brand'] : '';

$this->brand = $args['brand'] ?? '';

$this->model = $args['model'] ?? '';

$this->year = $args['year'] ?? '';

$this->category = $args['category'] ?? '';

$this->color = $args['color'] ?? '';

$this->description = $args['description'] ?? '';

$this->gender = $args['gender'] ?? '';

$this->price = $args['price'] ?? 0;

$this->weight\_kg = $args['weight\_kg'] ?? 0.0;

$this->condition\_id = $args['condition\_id'] ?? 3;

//return self::$id++;

// Caution: allows private/protected properties to be set

// foreach($args as $k => $v) {

// if(property\_exists($this, $k)) {

// $this->$k = $v;

// }

// }

}

public function name() {

return "{$this->brand} {$this->model} {$this->year}";

}

public function weight\_kg() {

return number\_format($this->weight\_kg, 2) . ' kg';

}

public function set\_weight\_kg($value) {

$this->weight\_kg = floatval($value);

}

public function weight\_lbs() {

$weight\_lbs = floatval($this->weight\_kg) \* 2.2046226218;

return number\_format($weight\_lbs, 2) . ' lbs';

}

public function set\_weight\_lbs($value) {

$this->weight\_kg = floatval($value) / 2.2046226218;

}

public function condition() {

if($this->condition\_id > 0) {

return self::CONDITION\_OPTIONS[$this->condition\_id];

} else {

return "Unknown";

}

}

protected function validate(){

$this->errors = [];

if(is\_blank($this->brand)){

$this->errors[] = "Brand cannot be blank.";

}

if(is\_blank($this->model)){

$this->errors[] = "Model cannot be blank.";

}

// return $this->errors[];

}

}

Let's go back over make sure we didn't break anything in the process of doing all of that. Go to browser let's add a new bicycle, and I'll call this junk bicycle again. Delete me, and I'll just pick a year. I'll pick a category, pick a gender, pick a color, condition good, weight one, price one create a bicycle. And it worked. Click back to list, and it reads it back just fine. Let's try edit. I'll just change delete me to be capital M.

Edit bicycle, that worked as well. And last of all let's try deleting it. Delete the bicycle. And it deletes it as we would expect. And now we have something that's abstract. We have all of that behavior, wrapped up into this database object class. And any new class can inherit that behavior the same way the bicycle class does. It just calls extends on it, it defines its table name, and its database column, and then if you want validations, you need to define those. That's all it takes for us to be able to have a reusable set of active record behaviors.

Object Oriented Authentication

Admin class

In this chapter, we will add user authentication to the staff area of our project. We will learn to use object-oriented programming techniques to create it. The first step is to create our admin class. To do that, we'll first need to create a database table to store our admins, so I'm going to call that admins and it's going to have a number of columns on it.

Obviously, it will need an ID column for its primary key, but we'll also have first\_name, last\_name, email, username, and hashed\_password as columns. The hashed\_password will store an encrypted version of the password. Once we have database table defined, then we can define our admin class, being sure to inherit behavior from the DatabaseObject class so that we have all of the active record behavior we created in the last chapter. You can refer to the bicycle class if you need guidance on how to do that. And then we'll need to write PHP pages in our staff admins directory that will allow us to manage the admins that are in the database.

That is, to be able to create, read, update, and delete the records that are there. Typically, those pages are called index, show, new, edit, and delete. And a good way to get started on it is to make a copy of the bicycle content management pages that we created and then use find and replace so that it becomes pages for managing admins instead of bicycles.

Okay, let's start by looking at the database table that we'll need. The admins table is going to have a primary key of id. You can see that's an INTEGER size 11, AUTO\_INCREMENT PRIMARY KEY, and then we've got different columns for first\_name, last\_name, email, username, and hashed\_password. All of those are VARCHAR (255) fields. Then you'll notice that after I've created the table, I have another SQL command which is going to add an index to this table.

CREATE TABLE admins (

id INT(11) AUTO\_INCREMENT PRIMARY KEY,

first\_name VARCHAR(255) NOT NULL,

last\_name VARCHAR(255) NOT NULL,

email VARCHAR(255) NOT NULL,

username VARCHAR(255) NOT NULL,

hashed\_password VARCHAR(255) NOT NULL

);

ALTER TABLE admins ADD INDEX index\_username (username);

By default, all SQL tables have an index on their primary key and that allows looking up the records by their primary key very quickly. We're also frequently going to be looking up admins by their username. And for any column that we use frequently for look ups, you want to also add an index so that it's also quick to look up those records. So we're going to add an index on the username column with ALTER TABLE admins ADD INDEX and then the name of the index which can be anything we want and then in parenthesis the column that we want to actually index and that's going to be username.

In console we can type SHOW TABLES to see all of them and SHOW FIELDS FROM admins will show me what the admins table looks like. Then I can quit out of mysql because now I have my admins table ready to store my admin records. Now before we go into the code, we also just want to write a couple of files here. We will need admin.class.php which is going to go to in my classes directory and then I've got admins subloder which is designed to go in my staff directory.

Let’s see how the admin class looks like:

class Admin extends DatabaseObject {

static protected $table\_name = "admins";

static protected $db\_columns = ['id', 'first\_name', 'last\_name', 'email', 'username', 'hashed\_password'];

public $id;

public $first\_name;

public $last\_name;

public $email;

public $username;

protected $hashed\_password;

public $password;

public $confirm\_password;

public function \_\_construct($args=[]) {

$this->first\_name = $args['first\_name'] ?? '';

$this->last\_name = $args['last\_name'] ?? '';

$this->email = $args['email'] ?? '';

$this->username = $args['username'] ?? '';

$this->password = $args['password'] ?? '';

$this->confirm\_password = $args['confirm\_password'] ?? '';

}

public function full\_name() {

return $this->first\_name . " " . $this->last\_name;

}

}

You'll notice though that I've made hashed\_password protected so that code outside this class doesn't have access to it and I've created two new ones here which don't have database columns password and confirm\_password. We'll come back to those in the next movie. Then I've got a construct function which is just a convenience so that I can simply pass in an associative array of arguments and it will set those properties equal to the values that get passed in. And then I've also added one for full\_name. That just allows me to have first name and last name together and that's a common method that we use when we have a first\_name and a last\_name column.

Okay, so now that we have those, let's take a look at the admins directory. Admins directory needs index.php.

<?php require\_once('../../../private/initialize.php'); ?>

<?php

// Find all admins

$admins = Admin::find\_all();

?>

<?php $page\_title = 'Admins'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<div class="admins listing">

<h1>Admins</h1>

<div class="actions">

<a class="action" href="<?php echo url\_for('/staff/admins/new.php'); ?>">Add Admin</a>

</div>

<table class="list">

<tr>

<th>ID</th>

<th>First name</th>

<th>Last name</th>

<th>Email</th>

<th>Username</th>

<th>&nbsp;</th>

<th>&nbsp;</th>

<th>&nbsp;</th>

</tr>

<?php foreach($admins as $admin) { ?>

<tr>

<td><?php echo h($admin->id); ?></td>

<td><?php echo h($admin->first\_name); ?></td>

<td><?php echo h($admin->last\_name); ?></td>

<td><?php echo h($admin->email); ?></td>

<td><?php echo h($admin->username); ?></td>

<td><a class="action" href="<?php echo url\_for('/staff/admins/show.php?id=' . h(u($admin->id))); ?>">View</a></td>

<td><a class="action" href="<?php echo url\_for('/staff/admins/edit.php?id=' . h(u($admin->id))); ?>">Edit</a></td>

<td><a class="action" href="<?php echo url\_for('/staff/admins/delete.php?id=' . h(u($admin->id))); ?>">Delete</a></td>

</tr>

<?php } ?>

</table>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

It's going to call admin find\_all, remember it inherited this method so it has it available to us right off the bat. So I've got all my admins. Those are actual objects that have been instantiated and I just need to go through them, so foreach admins as admin and I've got objects and I can call their properties so I can list off the id, the first\_name, the last\_name, and so on. It's not going to display the password of course.

And then I've got links for show, edit, and delete. Let's take a look first at show. Show is going to use find\_by\_id. Again, another one of those methods that we inherited. And then it's going to come down here and just output those values so we can see what a user looks like. So we've got new, if new is a get request, it's just going to create a new blank admin object and display the form. When that form is submitted, then it's going to take those POST parameters, turn them into arguments to create a new admin from, and then tell it to save, again another one of those inherited behaviors.

And edit's going to work in a very similar way. The only difference being that edit is going to always find the existing record in the database before we have the opportunity to edit it. If you scroll down, you'll see that both new and edit are going to make use of form\_fields.php.

<?php

// prevents this code from being loaded directly in the browser

// or without first setting the necessary object

if(!isset($admin)) {

redirect\_to(url\_for('/staff/admins/index.php'));

}

?>

<dl>

<dt>First name</dt>

<dd><input type="text" name="admin[first\_name]" value="<?php echo h($admin->first\_name); ?>" /></dd>

</dl>

<dl>

<dt>Last name</dt>

<dd><input type="text" name="admin[last\_name]" value="<?php echo h($admin->last\_name); ?>" /></dd>

</dl>

<dl>

<dt>Email</dt>

<dd><input type="text" name="admin[email]" value="<?php echo h($admin->email); ?>" /></dd>

</dl>

<dl>

<dt>Username</dt>

<dd><input type="text" name="admin[username]" value="<?php echo h($admin->username); ?>" /></dd>

</dl>

<dl>

<dt>Password</dt>

<dd><input type="password" name="admin[password]" value="" /></dd>

</dl>

<dl>

<dt>Confirm Password</dt>

<dd><input type="password" name="admin[confirm\_password]" value="" /></dd>

</dl>

Let's just open that up and take a look. You'll notice that I'm using that array naming that we talked about so it's admin and then in square brackets first\_name, admin and then in square brackets last\_name, and so on. Basically the same thing we did with bicycle.

And then of course I've got delete.php and delete.php just finds the record and then asks whether we want to delete it or not. And if we post the request, then it will actually call the delete method so that it deletes it. One last thing that we need to do here is let's go into our staff area, the main index.php, this one that's right here, and we need to add a link here to get to our new admin area that we've added in. So I'm just going to copy the line for bicycles, we'll paste it, and instead of going to bicycles, it's going to go to admins and admins.

<?php

require\_once('../../../private/initialize.php');

if(!isset($\_GET['id'])) {

redirect\_to(url\_for('/staff/admins/index.php'));

}

$id = $\_GET['id'];

$admin = Admin::find\_by\_id($id);

if($admin == false) {

redirect\_to(url\_for('/staff/admins/index.php'));

}

if(is\_post\_request()) {

// Delete admin

$result = $admin->delete();

$\_SESSION['message'] = 'The admin was deleted successfully.';

redirect\_to(url\_for('/staff/admins/index.php'));

} else {

// Display form

}

?>

<?php $page\_title = 'Delete Admin'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<a class="back-link" href="<?php echo url\_for('/staff/admins/index.php'); ?>">&laquo; Back to List</a>

<div class="admin delete">

<h1>Delete Admin</h1>

<p>Are you sure you want to delete this admin?</p>

<p class="item"><?php echo h($admin->full\_name()); ?></p>

<form action="<?php echo url\_for('/staff/admins/delete.php?id=' . h(u($id))); ?>" method="post">

<div id="operations">

<input type="submit" name="commit" value="Delete Admin" />

</div>

</form>

</div>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

There we go. Now let's try it on our browser. Go to browser. I'll click on menu. Here's my new admins area. Here I am. It's ready for me to add an admin. I don't have any other admins to list there, but it's ready for us to create an admin. Now, I'm not going to actually go through the process of creating an admin yet because I don't have the ability to hash passwords yet. I need to be able to encrypt passwords and at the moment, that's not a feature I have. So in the next part, let's look at how we do that.

Hashing password

Now that we have the basics of our admin class and the PHP pages that we're going to use to manage it, we're ready to talk about how we hash passwords before we storm in the database and we're going to do it using object-oriented programming. You may remember that PHP offers us a function that makes password hashing very easy. It's very secure and it uses best practices. All we have to do is call password\_hash and pass in the password to it. That's it. As a second argument, we can specify the kind of algorithm that we should use.

By default, that's going to be PASSWORD\_BCRYPT that uses BCRYPT and the blowfish cipher, which is very secure and good for this purpose. So that's all there is to it. We pass in a string to this function and it returns back a hashed version of the password that's suitable for being stored in the database. Now, what I have in mind for the way this is going to work is that we have one property here called password and that's what's going to be set on the form. That's the value that's actually going to be passed into us. It doesn't have a database column, it's just a property on our object.

$this->hashed\_password = password\_hash($this->password, PASSWORD\_BCRYPT);

So let's take a look at admins, here. Look at form fields and you'll see me scroll down here. It's got password, right, so that's what we're going to be passing it is just password. So that value is going to be sent in and, for example, when we create a new object it's going to be in the post parameters, it will become an arg, it will be passed in to the admin object and then, in the admin object, when it constructs it, it's going to set that value, right. So it's going to take the argument password and set it to password. Not hash password.

Hash password is going to be something that's only used internally. This class is going to be able to use it, it's going to be able to encrypt the password and set it, but we're not going to be sending in an encrypted version of the password, right? That's going to happen behind the scenes. So the way that I think we should do that, is let's create a new method here called public function set hash password. So if I call set hash password, it's going to set that value of hash password equal to, and what do we want it to be equal to? We want it to be equal to this password once it's been encrypted.

So we'll call password hash and we'll pass in this password. And we could leave it just like that, but I'm going to go ahead and specify that the algorithm is password bcrypt, just in case that ever changes as the default, I'll have it specified there. So that's it.

protected function set\_hashed\_password(){

$this->hashed\_password = password\_hash($this->password, PASSWORD\_BCRYPT); }

Now I have this public function called set\_hashed\_password. So, I could at any point call this and it would do the encryption. And then I would have the right value for the hash password and I could save it to the database. So for example on new.php, right here before I save it, I could just call admin and then set hash password, right? So I'll set it, and then I'm ready to save it.

And once I go to save it, it will then save that hash version because that's how we program the active record, right? All that work we did in the last chapter, it's automatically going to save that property for hash password to the database. It won't save the other one for password because it's not listed up here in our DV column, so it'll get ignored. So we could do it that way. However, I don't love this idea of having to remember to always do this. I would have to do it for creating a new one as well as for updating. I would rather if that could just happen automatically behind the scenes, and it can.

I'm going to cut that line out of there, let's go back over here, I'll close up my form fields. Let's go back over to the admin class. Now, we have in our database object class, if you remember, we wrote one here called create, right? We wrote another one here called update. What I really want is before those functions get called, to have the encryption happen automatically so that it hashes it and then it calls these methods. So we're inheriting those into our admin class.

So stop and think for a second, how can we perform an action and then have that action that's in the inherited behavior take place? We have the ability to do that. We can do it by overriding the original, create and I'll just do another one here, public function update, and I can override the behavior so that now it calls this set hash password, and then once it's done, it can call the parent version of create.

Remember this from the object oriented programming class? Where we talked about how we can call the parent object? So I'm saying do your own version of create, and then call the parent's version of create. And we also want to make sure that we have a return back after that because this is going to return a value, true or false, and we want to make sure we return that back from our overridden method as well. So this is just going to basically hash the password and then call the original version. We can do the same thing here, let's copy this and put it down here in update.

protected function create() {

$this->set\_hashed\_password();

return parent::create();

}

protected function update() {

$this->set\_hashed\_password();

return parent::update();

}

Now that we're hashing the password, let's try it out. Let's come back over here, let's create a new admin. You can feel free to use your name. I'll do mine, Kevin Skoglund. Email, I'm going to just say Kevin at nowhere dot com. Username, for me it's going to be kskoglund, and password, and I'll just put in something like secretpassword. Not the best password, but it'll get us by for now. Now create admin, and look at that. It created the admin for us. Now we don't see the password there, we're not showing it anywhere, but we can go into our consul and log into mysql.

And let's take a look. Let's say select all from admins. And you should see an encrypted password here, right? Seeing this dollar sign in front, that lets you know that this is a blowfish or bcrypted password. And then we can exit back out of mysql. Now we have more work to do still, we actually aren't logging in the users or anything like that, so we've got more work ahead of us, but we now have the ability to hash passwords when we create admins in the database.

I think we were able to do it in a pretty slick way by using this call to the parent class.

Admin validation

In this part, we'll talk about how to add validations to our admin class in an object-oriented way. You'll recall that in the last chapter, we gave our DatabaseObject class a method called validate and it just has a real skeleton of a method there, just sets errors equal to nothing, and then returns those errors. What we need to do is add custom validations to the admin class that inherits from DatabaseObject. So, in admin.class.php, we want to add a new method down here which is also going to be the same type of method, protected function called validate, and it's going to override that behavior with its own behavior.

Code looks like this:

protected function validate() {

$this->errors = [];

if(is\_blank($this->first\_name)) {

$this->errors[] = "First name cannot be blank.";

} elseif (!has\_length($this->first\_name, array('min' => 2, 'max' => 255))) {

$this->errors[] = "First name must be between 2 and 255 characters.";

}

if(is\_blank($this->last\_name)) {

$this->errors[] = "Last name cannot be blank.";

} elseif (!has\_length($this->last\_name, array('min' => 2, 'max' => 255))) {

$this->errors[] = "Last name must be between 2 and 255 characters.";

}

if(is\_blank($this->email)) {

$this->errors[] = "Email cannot be blank.";

} elseif (!has\_length($this->email, array('max' => 255))) {

$this->errors[] = "Email must be less than 255 characters.";

} elseif (!has\_valid\_email\_format($this->email)) {

$this->errors[] = "Email must be a valid format.";

}

if(is\_blank($this->username)) {

$this->errors[] = "Username cannot be blank.";

} elseif (!has\_length($this->username, array('min' => 8, 'max' => 255))) {

$this->errors[] = "Username must be between 8 and 255 characters.";

}

if($this->password\_required) {

if(is\_blank($this->password)) {

$this->errors[] = "Password cannot be blank.";

} elseif (!has\_length($this->password, array('min' => 12))) {

$this->errors[] = "Password must contain 12 or more characters";

} elseif (!preg\_match('/[A-Z]/', $this->password)) {

$this->errors[] = "Password must contain at least 1 uppercase letter";

} elseif (!preg\_match('/[a-z]/', $this->password)) {

$this->errors[] = "Password must contain at least 1 lowercase letter";

} elseif (!preg\_match('/[0-9]/', $this->password)) {

$this->errors[] = "Password must contain at least 1 number";

} elseif (!preg\_match('/[^A-Za-z0-9\s]/', $this->password)) {

$this->errors[] = "Password must contain at least 1 symbol";

}

if(is\_blank($this->confirm\_password)) {

$this->errors[] = "Confirm password cannot be blank.";

} elseif ($this->password !== $this->confirm\_password) {

$this->errors[] = "Password and confirm password must match.";

}

}

return $this->errors;

}

I'm checking the username, and then I've got some checks on the password. The password checks that we have here are going to require that the password be 12 characters long, that it have an uppercase letter, and that it have a lowercase letter, that it have one number, and one symbol. We talked about how to implement each of these validations and why we might need them in the previous course, so I won't go over them again. You can feel free to comment out or edit these if you want something that's different. And then you'll see that I've also got one here for confirm password. Confirm password is a property that needs to match password.

The reason why is because we have that form and at the bottom of our form, we have our password, and then the user has to retype the password and they must type it the same. And that way we make sure that they didn't mistype the password the first time. It's just a sanity check to make sure they don't accidentally lock themselves out with a wrong password. They have to type it twice and it has to match. Once we've got that, we can go back and let's just save this file so that we have our validations in place and now we should have validation.

If I go and just edit my admin here and I put in a password, let's just try submitting it with no password. Edit admin comes up and says, "Nope, password cannot be blank." Same thing if I take out first name. "First name cannot be blank." And let's change the password to something else. I'll just put in XYZ for now, and I'll put in ZYX down here. You'll see password must be 12 or more characters, password and confirm, password must match. Now let's try a good one here. I'm going to put in capital Password, pound sign, one, two, three, four.

Again, not a very secure password, but it allows me to quickly put something in here. Now I'll click edit admin, and it accepted it. So now it was able to meet the validations and to save the record. We also, in the essential training, talked about the fact that we don't always want to run those validations on the password. Now, if I'm adding a new admin, then of course I do. I always want to have a password, and I always want to validate it. But, when I have an existing admin, I don't always want to run it.

What if I just wanted to make a change to the user's name? What if I had misspelled the user's first name, or if I needed to change their email address to something else? Let's say it was email@somewhere.com. Well, I don't want to change their password, right? This is potentially a live user, and they have a password that they know about. I don't want to set it to something else. I don't know what their password is. So if I click edit admin, it won't let me submit it. So I need to make these validations optional when I'm updating. If there's a password there, I want to validate it.

If there's not a password being submitted, then it should assume that we're not updating the password. The way that we'll do that is I'm going to add a property up here at the top which is going to be a protected property. It's going to be called password\_required, and by default it's going to be true. A password is normally going to be required. However, when we go to update, we want to check and see whether the password has been set or not to know whether we should set that to false. So let's add a check here that says if this password is not set, meaning that it's equal to nothing, it's equal to an empty string which is the default that it would have, that would mean that we have a password and we want to validate it.

But if not, then we don't want to and so we would do that by changing set password\_required equal to false, all right? So now with password\_required equal to false, let's jump back down here to our validation and let's just add a check around all of this password validation that says if this password\_required, if it's required, then we're going to do all of these validations. I'm going to copy all of these and let's move them up and they get inserted like that.

So now we have the ability to turn those on and off. Now before we actually do it, there's one other consideration we need to make though. If the password is not being updated, then we don't want to hash the password. We don't want to take the empty string and override their password in that case so we also need to take this bit of code here and move it up here. We want to validate the password and set the hash password, right? Otherwise, we're going to skip hashing and validation, password not present, being updated we'll say.

So let's go back and let's try that out. Let's save it. We'll go back to our page and now I should be able to edit something on here like the email address from nowhere to somewhere. I should be able to click edit admin and it works. Now I'm able to update that without updating the password. However, if I go back and I edit it and I try to update the password with something, then my validations kick in and it must be 12 characters and must match the password. There's actually one validation that's missing and one more that we should add and that is that we don't currently have a validation to make sure that the username is unique.

We're checking to make sure it's not blank. We're making sure that it has the right length, but we're not validating that each username is unique. So in the next part, let's see how we can do that.

Find by username

In this part, we're going to learn how to find admin records using the username column, and then use that as a validation to confirm that a username is unique before we accept it into the database. We already have a validation function placeholder for this, go to our validation\_functions.php. There's has unique username, and that's what we had before when we were working in php with mySQL essential training. But we need to now rewrite that using object oriented programming. So, let's think about how we would do that.

The first thing we need to do, is we need to get an admin, and we would do that by asking the adman to return a user to us. So we would need to have admin class and then find the user, so we can't use Find all, and we can't use find by ID, we're going to need to write a new one, which is find by username. And we'll need to pass in the username that's been sent in to this validation, so that we can then pass that on to the class and see if we find this user by username, do we get a user back or not.

So then once we have that admin we can check and see, did it return something to us? Let's write a conditional statement here. If we got back False then we'll know that the admin didn't exist, so Admin, if it is exactly equal to False, or if we get it back and the admin ID is equal to the current ID. Right, it's possible that we're updating a record in which case it does exist in the database, we would expect it to, but we want to make sure that it's not a different record, right? We can change the user's username as long as it's not in use by someone else, and the ID is a way to check that.

So we're going to pass that in as an argument for has unique username in the case when we're doing an update. And we'll check for it here. So, if that's the case, then we'll say is unique And so we can return true. Otherwise, we'll know that it's not unique, and we will return false.

function has\_unique\_username($username, $current\_id="0") {

$admin = Admin::find\_by\_username($username);

if($admin === false || $admin->id == $current\_id) {

// is unique

return true;

} else {

// not unique

return false;

}

}

Okay, so this is our validation for has unique username, we need to write this method now, find by username. With passing in the username as an argument.

I'm going to copy all of that, going to save this, and let's go over to our admin class and let's just go up here, let's do it right below the validation. Now this is going to be a static public method, going to be called find by username, and it's going to take a username as an argument And, what is it going to do? Well it's going to find all records using the username. Now previously in database class, we found all records by their ID.

That's a good starting place for us, let's just take this code and copy it. And go over here to admin class.php, and we'll paste it. Now I'm not moving this find by username into the database object class, because it's not shared. It is unique to this class, so there's some inherited find methods, and there's some that are unique just to this class, this is one of those. So it's going to work the exact same way, all this code is the same except instead of finding it where ID equals, we're going to say where username equals, and then instead of passing in the ID, we're going to pass in the username.

Then it will execute the find by SQL, it'll check and see whether it's empty, and it'll return back a record, single record to us. So it's just going to find a single record, but either we're going to get back that record, letting us know that it exists, or it's going to be false. Alright, let's save it, and let's add this validation into our actual validations.

static public function find\_by\_username($username) {

$sql = "SELECT \* FROM " . static::$table\_name . " ";

$sql .= "WHERE username='" . self::$database->escape\_string($username) . "'";

$obj\_array = static::find\_by\_sql($sql);

if(!empty($obj\_array)) {

return array\_shift($obj\_array);

} else {

return false;

}

}

So let's fold this up, and inside the validate method we scroll down here to username, we can add a new one here, that says else if, and then parentheses not, and the name of our validation, if we come over here, is has unique username, so I'll copy that, and let's go over here and paste it in, has unique username, and we're going to pass in this username, see whether it's unique, and then as a second argument we're going to pass either this ID, if it's there, or pass in zero, if it's not there for some reason, hasn't been set, pass in zero, and that'll allow us to write an SQL statement with zero as an ID, obviously, where ID is not equal to zero, it's going to not return anything.

And then, if that's not the case, if it's not a unique username, then let's add something to the errors, I'm just going to copy this line, save me some time, and username, let's change this text to say not allowed, try another.

elseif (!has\_unique\_username($this->username, $this->id ?? 0)) {

$this->errors[] = "Username not allowed. Try another.";

}

Okay, now that we've got our validation, let's try it out. Let's save it, let's come back over here, let's try adding an admin with the same username, (unintelligible) I can just make it anything up here, bob Smith, email b at b dot com, and let's just create admin.

Username not allowed, try another. You can see my validation is now working. Now if I tried it with something else that is different, Bob Smith, create admin, Now I don't get that anymore, Right, I still get problems because I don't have a password, but I no longer get my It's not unique message anymore, so I know that my unique validation is working. What's handy about the new method that we just added here, with this find by username, is that we can reuse this same method again when a user's trying to login.

Right, that allows us to take the username on the login form and look for the user in the database by that indexed column. So it'll perform double duty, it'll work both in our validation, and when we're performing our logins.

Verify password/Login form

We learned how to create new admins in our database and how to hash their password while we were creating them. We also learned in the last part with validations how to look up a user by their username. So we're ready to start the process of building a login form. The idea is that the user would submit their username and password, will find that user by the username, and then verify that the password is correct. The way that we verify passwords are correct is with a handy peach p function called password\_verify(), and it makes it really simple because we just pass in the new password that's being tried, and match it with the hashed or encrypted password that's stored in the database. And php will handle all the work behind the scenes to see if they match or not, and it will return a boolean: true or false.

Now, it doesn't actually decrypt the hashed password during this process. What it does is it encrypts the new password using the same algorithm, and if it's the same password going through the same algorithm, then it should return the same results so that it can compare the two hashed versions and know whether or not they match. We have 2 files for login and logout that we need to create, login.php and logut.php that we will put in our /public/staff folder. Login page code looks like this:

<?php

require\_once('../../private/initialize.php');

$errors = [];

$username = '';

$password = '';

if(is\_post\_request()) {

$username = $\_POST['username'] ?? '';

$password = $\_POST['password'] ?? '';

// Validations

if(is\_blank($username)) {

$errors[] = "Username cannot be blank.";

}

if(is\_blank($password)) {

$errors[] = "Password cannot be blank.";

}

// if there were no errors, try to login

if(empty($errors)) {

$admin = Admin::find\_by\_username($username);

// test if admin found and password is correct

if($admin != false && $admin->verify\_password($password)) {

// Mark admin as logged in

redirect\_to(url\_for('/staff/index.php'));

} else {

// username not found or password does not match

$errors[] = "Log in was unsuccessful.";

}

}

}

?>

<?php $page\_title = 'Log in'; ?>

<?php include(SHARED\_PATH . '/staff\_header.php'); ?>

<div id="content">

<h1>Log in</h1>

<?php echo display\_errors($errors); ?>

<form action="login.php" method="post">

Username:<br />

<input type="text" name="username" value="<?php echo h($username); ?>" /><br />

Password:<br />

<input type="password" name="password" value="" /><br />

<input type="submit" name="submit" value="Submit" />

</form>

</div>

<?php include(SHARED\_PATH . '/staff\_footer.php'); ?>

Now let's go into the text editor and take a look at those. Let's look at login.php, and you can see that it initializes. It sets an errors array. Username and password are blank. If it's a post request, it'll try to process the login, but if it's not a post request, it'll just display the login form. You can see it submits to itself, and it just has a username and a password field and a submit to it. If it is a post request, and we've just submitted the form, then it's going to get those post values for username and password.

It's going to perform some very simple validations on them, just to make sure that they're not blank, and then we're going to try to login. If there is no errors so far, we're going to try to login. If there were errors, then none of this will take place. It'll just redisplay the form again, and the user will see those errors right here with display errors. So, if there were no errors, we want to use our new find by username method. So on admin, we call find by username, and it will either return false or it'll return an admin to us.

Now if we have an admin, we were able to get one, so admin is not equal to false, then we want to verify that the password is correct. So we need to use that verify password method. I'm going to actually put that method inside the admin class. We have set hashed password right here. Right below it, I'm going to put another one that is going to be public function, which is going to be called verify password.

I'm just going to reverse the order, pass in a password we want to try, and then it's going to call the password verify function that's built into php. It's going to pass in the password that we just sent in, as well as test it against the current hashed password. So it'll tell us whether it's true or not, and then we need to return that value back. Is it true or false? Does the password that we're trying match the one that this object has stored? Make sure that it's a public function because we're going to need to call it.

We're going to go back over to login dot php, and we're going to add after this whether or not admin is false and and check to see if the admin verify password for the password they just gave us is correct. That should return true or false, and if it is, then we want to mark the admin as being logged in. Now right now we're not doing that, so we can just test and see whether it works or not, whether or not we're able to find a user and verify the password.

Either we should see the page again if there was a problem, or we should be redirected to staff index dot php. So let's just try it. We'll go to Firefox and let's go to our new login page. So it's staff slash login dot php. There we are. I'm on the login page. It wants a username and a password. So my username, let's just try putting in some garbage first. I'll just type some random characters. Submit. It says password can't be blank, so let's type some random characters there. Submit. Login was unsuccessful, right? It wasn't able to find the username is why.

So now, I know that I have a user. Make sure you know your user's name, right? My username is kskogland. I'll hit the back arrow a couple times to get back here. Let's try kskogland with some junk password. Submit. Login was unsuccessful, but it's unsuccessful because the password was wrong this time. Let's try putting in the correct password. For me that was capital p a s s w o r d, pound sign one two three four. You may have used something different. And it worked. Now I was able to get past that page.

I didn't get errors. Instead I got redirected to the page. So we know that it worked. Now it doesn't remember that we're logged in yet. That's something we're going to have to work on in the next part.

Define a session class

In this part, we're going to define a new class called session. And we're going to use it to help us manage our PHP sessions. We're mostly going to use it so that we can keep track of whether a user is logged in in the session or not. Let's remember that the way that we're keeping track of a user being logged in, is that we're going to store their id in the session. So for example, we have a function called login(). We pass in an id, and it sets a variable in the session and then we can keep track of that variable from then on.

On all subsequent page loads, we can check that variable and see if it's been set, we know the user is logged in. So we have another function called is\_logged\_in() that will report back whether it's set or not. And then when we want the user to log out, we simply unset that variable. So that variable acts like a hand stamp, letting us know on each of the subsequent page requests after logging in, we know this user is already logged in and we don't need to ask them to log in again. It keeps track of their authenticated state.

But that's the procedural way to do it. We're going to do that with a class. So we're going to create a new class, inside the classes directory, new File, which I will call session.class.php. It's going to need to have some php tags. And we know that it's going to also be a class called Session. And the most important part of this class is that it's going to have that property for the id. So I'm going to make a private property called admin\_id.

It can't be accessed from outside the class, it's private, but we can access it inside the class using a couple of different methods. We know we're going to need one method that's public function login. We'll pass in an admin object. We don't have to just pass in an id, we'll pass in the whole admin object. And then we'll make another public function that's going to be called is\_logged\_in(), that'll test whether or not the user is currently logged in. And one more called logout().

And that will logout any currently logged in user. So the way that we login a user is we check to see if we've been given a user, first of all, just as a good safety check. And if we have, then we want to call session, admin\_id equals whatever the admin id we were given was. Now we don't want to just store it there, though. We also want to make a copy of this line, because we have a property now, and we want it to also exist in that property. So we don't have to go back to the session. It's stored in the session, but it's also stored in our property of the session class. If we have an instance of the session class, it will have that. And then I'm going to have it return true. One security feature is here we want to always call session\_regenerate\_id(), that's going to protect against session fixation attacks. There we go, prevent session fixation attacks with session\_regenerate\_id().So it'll regenerate the session every time that someone logs in again. Okay, so once we've got a user logged in, we've stored the fact that they're logged in in the session, and we're keeping track of it in the property, as well.

public function login($admin) {

if($admin) {

// prevent session fixation attacks

session\_regenerate\_id();

$this->admin\_id = $\_SESSION['admin\_id'] = $admin->id;

$this->username = $\_SESSION['username'] = $admin->username;

$this->last\_login = $\_SESSION['last\_login'] = time();

}

return true;

}

Now we can check to see is the user logged in. Well, is the user logged in? We just check and see, is that property set? Isset this admin\_id. Right, we don't even have to look at the session file. We just look at the object's property to see whether or not it's been set.

public function is\_logged\_in() {

return isset($this->admin\_id);

}

And then for logout, we want to logout someone, we need to unset those values. So we use unset, and I'll just copy this up here so I don't have to retype it. Then we'll unset that. Then let's unset this admin\_id, as well. So we'll unset it both in the session, where we're keeping track of it, and also in the property. And then let's just return true.

public function logout() {

unset($\_SESSION['admin\_id']);

unset($this->admin\_id);

return true;

}

Okay, so that will allow us to log in. We'll be able to tell if someone is logged in, and they're able to log out.

But on subsequent page loads, we need to also take a look at the session to see whether they were logged in previously. So let's make another function. This one's going to be private. And this one's going to be called check\_stored\_login(). And what it's going to do is it's going to check and see if that value is set in the session. So if isset, and I'll paste it in there, I still have it on my clipboard. And then if it is set, then what do I want to do? Well, I want to set this admin\_id, the property, equal to it.

Right, there's a new page. I have a new object. This is nothing set in the past, right, I haven't just recently hit the form and called login. So I need to set that value there, and then I need to call this automatically, whenever a new page loads.

private function check\_stored\_login() {

if(isset($\_SESSION['admin\_id'])) {

$this->admin\_id = $\_SESSION['admin\_id'];

}

}

Now I could put that in initialize, but I think a better thing to do is to add a public constructor here, public function construct. And whenever I create a new session object, a new instance, let's automatically perform this.

Let's automatically do this, check\_stored\_login. So I have to go down here. Copy it, this check\_stored\_login function happens automatically.

Now if we're going to use the session, we need to also have a session. So we need to make sure that sessions are enabled. And in initialize.php, we already have a line here, session\_start, it will do that, but it's commented out. I'm going to actually copy that part and take the line out of the initialize and put it in my session class. I'm even going to put it inside the constructor.

public function \_\_construct() {

session\_start();

$this->check\_stored\_login();

}

So as soon as I call a new session object, and try and create a new object, it'll start the sessions for me, and then immediately go check and see if the user is logged in or not. Let's save all that. Now I just need to create a new session object. So let's go back to initialize.php. And down here at the bottom, after we have our DatabaseObject, let's create a new Session Object. Session equals new Session.

$session = new Session;

That's all we have to do. Now I have a session object that I can talk to, I can tell it to login, to logout, find out whether a user is logged in. Once we have that, we can go to login.php, and when we want to mark the user is logged in, what do we do? Well, we tell the session instance to call its login method, and pass in the admin object.

That's all there is to it. We just tell the session, hey, login this user. I'm going to copy that and then save the file, because I also want to go over to logout, and let's do the same thing. But instead of calling login on the admin, we're just going to call logout, with no arguments at all. Does the exact same thing, so that will call the logout method on the session. So now we're ready to try it out. But we don't have any good way to indicate whether we're logged in or logged out, yet. So let's add something here. Let's go to the shared/staff\_header page, right, so inside private, inside shared, the staff\_header.

And on that page where we have some navigation, let's actually put a conditional statement around this li tag. So let's do php tags if the session is\_logged\_in, then we're going to perform one set of actions, otherwise, php we're going to perform another one. So that'll show menu and then let's also just duplicate this line, and add this as a link to logout.

<ul>

<?php if($session->is\_logged\_in()) { ?>

<li><a href="<?php echo url\_for('/staff/index.php'); ?>">Menu</a></li>

<li><a href="<?php echo url\_for('/staff/logout.php'); ?>">Logout</a></li>

<?php } ?>

</ul>

Logout, there we go. Now we should see these two links when we're logged in and we won't see them when we're logged out. So let's save that. So let's go back to our menu page, just to start with, and you'll see that we don't have those items up here. All right, so now let's go back to the login page, login.php, and let's try it. Let’s login with our username and password.

Click Submit. And now I'm logged in. Menu and Logout. If I click logout, now I'm logged out again. So those give us a sort of temporary way to tell whether or not we're logged in or not. Eventually what we want to do is we want to have page access controls where we're actually not able to go to some pages if we're not logged in.

Add page access control

Now that we have the ability for users to log in and log out and we're able to remember in our session whether or not they've logged in or not, we're able to now add access control to our pages. That is, that we can restrict the pages in our staff area to only allow logged in users to see them.

I just go and create new function require\_login() and put it in one of our functions. Your status\_error\_functions.php, let's put it in here. Right here at the top, I'm going to make a new function which I'm going to call require\_login() and inside there I'll just put in this code.

function require\_login() {

global $session;

if(!$session->is\_logged\_in()) {

redirect\_to(url\_for('/staff/login.php'));

} else {

// Do nothing, let the rest of the page proceed

}

}

So now with this function, all I have to do is call this require\_login() function and it should do it. I'll save it. Let's go back over to index.php and I'll just put in require\_login.

Let's now take that same bit require\_login. I'll just copy that line and we don't need it on our login or logout pages, but all of our bicycle pages should get it. So let's open up delete and right after we initialize that's where we want to do it. I don't need php tags here because I'm still inside php tags. And let's see, edit, same thing, I don't need the php tags. Those will just break it so let's remove those.

And form fields, won't need it. Index.php, I can put it right here. On new.php, put it right after initialize and remove those php tags. And I'll do it for show right here. And then very quickly let's go to admins, I can do this for show and index, those are the ones I think that had the ability to just paste it. On the other ones delete, have to remove the php tags.

So let me do that this time and then I'll copy this line as is and we'll go to edit, paste it in, and new, paste it in. Okay, so now I have those access controls on all those pages. I'm going to just close up a whole bunch of pages here. Let's quickly close those back up. Now let's go back over and let's try it. So if I go to staff/admins now index.php, I shouldn't be able to get this page. Nope, sent me back to the log in page and that should be true for all of my pages. But if I log in, kskoglund with Password#1234, submit it, now I am able to go around and browse the different pages.

Now it works as expected because I'm logged in. It remembers that I was logged in. We've successfully implemented user authentication using our object-oriented programming techniques. And now we have a password-protected staff area for managing our admins and our bicycles.

Improve the session class

Before we leave this topic completely, I want us to make a few improvements to our session class. Hopefully this will help to illustrate why it's useful to wrap up some of that session functionality into a class in the first place. Putting all of that code into the session class allowed us to have it all in one place, but it also allows us to be able to extend this class and to do more work on it in the future, so it would become more complex over time and helps us to manage that complexity. For example, let's say that we wanted to have the current user's username displayed up here at the top, so it would just say who you're logged in as.

Well, we could add that feature by simply adding a new public attribute for username. Let's say that we also wanted to keep track of when the user last logged in. We'll make a private attribute for their last\_login. The idea might be that we don't want to allow users to stay logged in forever. At a certain point, we want their login to expire. So let's add those two features in. When a user first logs in, we need to keep track of their username, so we're going to set this username equal to the admin username.

And we know that we also want to keep track of the last\_login which is going to be equal to the current time. Now, we don't want to just store those in the properties. We also want to store them in the session just like we did here. So I'm actually going to take this and we can actually do a double assignment here where we just assign one and then right away assign the other one. This one's going to be username and this one's going to be last\_login, so it'll assign it both to the session and to the property in sequence. We can actually do the same thing here if we wanted just to keep these parallel.

I'll put that up there and now those all look the same. Okay, so that's when you first log in. It's going to keep track of them. When you log out, we also know that we want to get rid of them, so we want to unset those values so I'll copy this line and just paste it in, username and last\_login. And same thing for this, we want to remove the property values as well, so this is username and last\_login.

And then when we go to check a stored login to see if a user has previously logged in, we also need to get those values at that point as well, so let's put those in. It's also going to be username username and last\_login last\_login. Okay, so now as soon as we log in, we should be keeping track of that additional information, and that means that then we have the ability to use it. So let's trying using it. Let's go to our staff\_header.php and right after where we see if the user's logged in or not, let's just output their username.

<ul>

<?php if($session->is\_logged\_in()) { ?>

<li>User: <?php echo $session->username; ?></li>

<li><a href="<?php echo url\_for('/staff/index.php'); ?>">Menu</a></li>

<li><a href="<?php echo url\_for('/staff/logout.php'); ?>">Logout</a></li>

<?php } ?>

</ul>

I'll make a new line here, a new li, list item, and then we'll do user colon and then inside php tags, we will echo back the session username. Now, we should have that value because the user is logged in at that point. So let's just save that. Let's go try that out. Login with our username and password.

So now on each and every page, it remembers what my username is. It doesn't have to go to the database and look it up. It's stored in the session and it's managed by my session class. It makes it nice and easy. What about that last\_login? Let's say that we wanted to check and see whether the last\_login was recent or not. Our session class can be given that ability. We can add another method here. We'll make it a private function called last\_login\_is\_recent.

And then inside here, let's check and see what the last\_login was. So if there is not a login, if it's not set, well then we know that it's obviously not recent. That's just a good error checking thing. So if there's no last\_login, then let's return false, elseif and we'll do a test here to see whether it's over the maximum age. But before I do, I'm just going to finish my thought here and just say that the last one, this is going to return false if it's too old.

Otherwise, the last thing is return true. It passed both of our tests. It was present and it was not too old. So how do we check and see if it's too old? Well, we check that value of last\_login and we need to add a value to it. So the value I'm going to say up here is a constant. I'm going to put it in here. We'll make it a public const. We'll call it MAX\_LOGIN\_AGE and then we can set this to a value, 60 times 60 times 24, that'll be one day.

If you want, you could multiply it by more if you wanted to have the number of seconds in one week or three days. You can choose what that would be. So I'm going to say one day is the maximum login age. I'll copy that constant that I've defined. It's a class constant so I'm going to say the last\_login plus self colon colon and then the MAX\_LOGIN\_AGE and then I can check to see whether that value is less than the current time. Let's just put another set of parenthesis around this addition.

There we go, so we'll take the last\_login time. We'll add the number of seconds for the maximum login. And if it's less than the current time, we'll know we've already passed that time, right? We'll know that we've already gone past it. We have already achieved more seconds than that represents and so it's false. So then maybe you have last\_login as recent, then add it up here to checking whether the user is logged in or not. And let's just copy this line. I'm going to comment this one out so we still have it if you want to go back to it. But just to show you what that might look like, we could say well if the user is set and the this, and what's the name of our method down here, last\_login\_is\_recent, so if the user is set and last\_login\_is\_recent, then the user returns true.

So if we save this, let's go back over here, let's see if our page still loads, click on the menu, it still works. I'm on my menu page. I'm able to move around because my login is still recent enough. If we change this so that the login time was much less, let's just temporarily make it one second, now I come back and when I go and reload the page, it says nope, you got to log in again.

Code for session class now looks like this:

class Session {

private $admin\_id;

public $username;

private $last\_login;

public const MAX\_LOGIN\_AGE = 60\*60\*24; // 1 day

public function \_\_construct() {

session\_start();

$this->check\_stored\_login();

}

public function login($admin) {

if($admin) {

// prevent session fixation attacks

session\_regenerate\_id();

$this->admin\_id = $\_SESSION['admin\_id'] = $admin->id;

$this->username = $\_SESSION['username'] = $admin->username;

$this->last\_login = $\_SESSION['last\_login'] = time();

}

return true;

}

public function is\_logged\_in() {

// return isset($this->admin\_id);

return isset($this->admin\_id) && $this->last\_login\_is\_recent();

}

public function logout() {

unset($\_SESSION['admin\_id']);

unset($\_SESSION['username']);

unset($\_SESSION['last\_login']);

unset($this->admin\_id);

unset($this->username);

unset($this->last\_login);

return true;

}

private function check\_stored\_login() {

if(isset($\_SESSION['admin\_id'])) {

$this->admin\_id = $\_SESSION['admin\_id'];

$this->username = $\_SESSION['username'];

$this->last\_login = $\_SESSION['last\_login'];

}

}

private function last\_login\_is\_recent() {

if(!isset($this->last\_login)) {

return false;

} elseif(($this->last\_login + self::MAX\_LOGIN\_AGE) < time()) {

return false;

} else {

return true;

}

}

}

I'll change this back to say it's long enough. We'll reload index.php and we're able to get back there again, so we have the ability to control the maximum login age. The fundamental idea I'm getting at is that we can add more complexity over time to this class and it makes sense where it goes. It's easy to manage this complexity. For example in the future, you might want to check and see when a user logs in what their IP address is or what the user agent string is that they're using and you might want to use those in some way as well.

And the session class becomes the perfect place for you to do that.

Session message

In this part, we'll look at how we can improve our session class by allowing it to manage our session messages. When I talk about session messages, what I'm referring to is the fact that in some of our pages like edit.php, once we have successfully updated one of these records, we have session message equals the admin was updated successfully. And then we want to display that on future pages as well. So the way that we do that is with the staff header, we need to have something here that says display\_session\_messages and that will tell us those reports of whether or not something has been added to the session.

We have this function already existing, display\_session\_message() exists inside our status\_error\_functions.php . And if we scroll down here, you'll see what it does. It calls get\_and\_clear\_session\_message. If it's set, then it displays some HTML with the message inside of it. Get and clear it both finds out if it's there, retrieves it, and unsets it from the session. Now that all works just fine and we could leave it as is. But now that we have this session class, that seems like a better place to put these messages so let's add them there.

I'm going to go into the session class and I'm going to make a new method down here which is going to be a public function and I'm going to call it message and it's going to take an argument. And the thing is I want to be able to call message either by passing in a string to set a message or if I call this method without any value sent in, it'll default to the empty string and I will read back the message instead of setting it.

It's going to serve a dual purpose. So if it's empty message, msg, then this is a set message. It's not empty and else will know then this is a get message. Okay, so if it's a set message, then what do we want it to do? Well, we just tell it that the session message is going to be equal to whatever message was passed in and we can just return back true at the end.

Now if it's a get message, then we want to get the value that was set there so I'll just copy this and we'll just return whatever the session had. So that allows us just to use one method to both set and retrieve the messages.

public function message($msg="") {

if(!empty($msg)) {

// Then this is a "set" message

$\_SESSION['message'] = $msg;

return true;

} else {

// Then this is a "get" message

return $\_SESSION['message'] ?? '';

}

}

public function clear\_message() {

unset($\_SESSION['message']);

}

So we can go for example to our admins edit.php page and here where before we had session message equals, we can instead change this to be session object to set its message equal to this.

That's the argument we pass in. Let's take that, I'll copy it. Let's go to new. We do the same thing there. I'll paste it and then the admin was created successfully. That'll make it look the same. And I think we did it with delete. Yup, was deleted successfully. And then I've got the same thing on bicycles. I'll paste it in here, the bicycle was deleted successfully.

I'll copy that one so that I can use that again on edit.php, it was updated successfully. It was created successfully. Okay, so that takes care of setting the message. In each of those cases, I'm now using my new method to do that. Let's save all those. Let's make sure I save them as I go. Some of those weren't saved as I went.

Okay, so now what about this get\_and\_clear\_session\_message business that I was doing before? I can rearrange this a bit now because I have that method there. Instead of getting and clearing the session message here, let's just get the message by calling dollar sign session and then message. Now remember, I don't have access to this variable inside this function unless I call global dollar sign session. That'll bring it in so that I have access to it. Now I have my message and then I can use the message so if the message is set and it's not equal, then we'll display it.

We also need to clear it, right? We also need to make sure that we're clearing it. We were doing that before inside get\_and\_clear\_session\_message. I'm going to take this line right here and just copy it. I'll go back to session class and let's write another method here. It's going to be called public function clear\_message and all it's going to do is just call that unset on the message to make sure that it's clear. All right, so now I can go back to my error functions and I can just tell it to clear the message.

So if we get it and it's not empty, then clear message. There we go. That should work.

function display\_session\_message() {

global $session;

$msg = $session->message();

if(isset($msg) && $msg != '') {

$session->clear\_message();

return '<div id="message">' . h($msg) . '</div>';

}

}

I can now remove this function completely and it should just work as is because I'm already making calls to this existing function. So let's go back here, let's reload our page to make sure this is still working.

All right, so let's try editing something. Let's go to our bicycles. Let's take this last bike here and let's just change the price to be 199 instead. Edit bicycle, there we are, and the bicycle was updated successfully. It worked. Click back and now the message is gone. It's no longer in the session so it only displays one time and then it disappears after that.

My hope is that you see how objects allow you to group similarly-themed code together into one area and also how it allows you to manage complexity as that code continues to grow.

Object-Oriented Pagination

Pagination concepts

In this chapter we're going to learn how to do object-oriented pagination. We will begin by talking about some of the underlying concepts that make pagination work. The reason we need pagination is to manage large sets of data. Let's imagine that instead of having just 10 bicycles in our database, we had 1,000, or even 10,000, or 100,000. We probably would not want to view all of those bicycles on a single page at one time. It would be visually overwhelming, but it also requires server to do a lot of work to retrieve that many records from the database, and then to instantiate them, and turn them into PHP objects.

It would take a lot of time and a lot of memory. We probably don't want to do that. So instead, pagination allows us to just show a subset of records, and then, when we want to see more records, there are links that will take us to other pages of the results. Typically you would have previous or next to take you to the previous or next pages of results, or you might have a list of numbers showing you the different pages so that you could jump directly to page seven. It's also common to display some information to the user about how the complete set compares to the subset that they're seeing.

You might tell them how many records there are, how many total pages there are, or how many records they're viewing per page. You've certainly come in contact with pagination before, if you've ever searched for anything online. If we search for the word pagination on Google, and you can see it tells me there are 71 million results. Now I certainly don't want to see all 71 million results in one long scrolling page. Instead I'm just going to see a subset of those records. We scroll down, and once we get to the bottom of the current page, you can see that we have pagination links down here at the bottom.

If I click Next, it takes me to the next page. Then it tells me that I'm on page two of those records. If I scroll down again, you'll see that now I have a Previous link, and I also have numbered links that'll let me jump directly to a page further down the line, and it indicates my current page here by making one of the o's in Google a red color. This is the basic idea, and it's a common way to handle pagination on the web. In order to code pagination, we're going to need to keep track of three variables. We're going to need to know the current page, the number of records per page, and the total record count.

If we have those three pieces of information, we'll be able to calculate everything else that we need to know for pagination. For example, the previous and next pages would be the current page plus or minus one. The total number of pages is going to be the total count of records divided by the records per page, and knowing the total number of pages will let us create links to numbered pages, and tell us if we've reached the last page or not. We're also going to need to make use of a couple of features of SQL.

We're going to need to use SQL's limit in order to set the number of maximum records that should be returned by the query. That's essentially the number of records we want per page. We just want SQL to return a page of results. We don't want everything, just what we're going to be putting on the current page. And then we're also going to use SQL's offset in order to skip over records that we don't want. That allows us to see pages beyond the first page. There's a formula for figuring out the offset. It's the number of records per page, times the current page, minus one.

Let me demonstrate how that works. Let's say that we have per page equal to 20. That would mean that then the formula for offset is per page, which is 20, times whatever our current page is, minus one. So if our current page is one, we plug it into that formula. One minus one is zero. 20 times zero is zero, so the offset becomes zero, so the records being returned would just be one through 20, a page of results. When we go to the second page, though, now current page is two, so it's two minus one, which is one, times 20 for the per page, gives us an offset of 20.

So now we're going to skip over the first 20 records. We're going to skip those. We've already seen those on the first page, so we're going to tell SQL ignore the first 20 records, and start giving me records at 21, so we'll see 21 to 40. If current page is three, the offset becomes 40, and the records returned are 41 to 60, and so on. And this makes sense when you look at the fact that at the end, on page five, we're at records 81 to 100. We have 100 records, 20 records per page, spread across five different pages.
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Limit and offset are what allow this to happen. So the SQL is going to look something like this. To retrieve a page of results, select all from bicycles, and then we provide the limit, and we provide the offset. We're also going to need to use one other part of SQL, which is in order to get a record count, we're not going to get back all of the records. We're going to use count, so select, and then you write the word count with parentheses around the asterisk, and then we don't get back records, we tell SQL to count them for us, and we just get back a row that contains the count.

So those are the underlying concepts. Now let's start writing the code to make this happen in an object-oriented way.

Define a pagination class

In this part, we will define a new class that can help us to keep track of our pagination variables and calculations. So let's create a new class. This is going to go inside our classes directory. Make a new file, and I'm going to call it pagination.class.php. It will need some php tags, and it's going to be a class definition for pagination. So inside this class, we want to keep track of the different properties. And we know that there are three main variables we want to keep track of.

Public current page, public per page, and public total count. So the way that I think that we'll add those properties in here is when we create a new instance of the pagination, we can just pass those in while we're creating it and then it will set them. So let's define a construct method that'll do that for us. Public function\_\_construct and then we'll pass in the page=1 and per page is going to default to 20 and $total\_count=0.

Okay, so then we have this current page, should get set to the value of page, and I'm also going to make sure that this gets turned into an integer. I'm just going to type cast that by putting int in front of it because if this is coming in from the URL string which is where we're going to be finding on our page later, it's going to be a string.

This'll just make sure it turns it into a number so we can do math with it. And then I'm going to just paste that two more times because we're also going to have per page and total count and those values are going to be per page. Oops, I lost the dollar sign, and total count. There we go. So that's going to set all of the different properties for us. Now lets think about some of the other methods are that we might want here. We know we have a calculation for figuring out the offset, and it's very handy to put here public function offset.

Do you want to know what the offset is? Well you just ask it and it will do that formula for you. So going to return back this and it's per page times then in parenthesis this current page minus one. That's the formula for offset, so that'll figure that out for us. We give it the current page and the per page and we'll know what the offset is. We also can figure out the total number of pages. Function total pages, and we know how to figure that out it's going to be return back dollar sign this total count divided by this per page.

Now there's the possibility that it won't divide evenly in which case we want to round up. So we can use C-E-I-L for the ceiling. That'll round up, always. So it'll always round up to that last page so if we have a partial page it'll make sure that it get included as being the last page. And then we have previous page and next page. Lets do next page first. Public function next page The next page we know is just going to be this current page plus one, right.

But let’s not just return that value, instead let’s keep track of it for a second. Next equals, and then let’s check to see, is that value greater than the total number of pages that we have? So we can do that by saying return back if next is less than or equal to this total pages, and if it is then we're going to return back the value, right. If it's less than the total pages we'll return the value otherwise return back false.

It's just going to be false, so there is no next page. Right, so it's either going to return a number from one up to the total number of pages or it's going to return false. And we can copy that to do for previous as well and I'll just put it right here. Previous page, it's going to be a similar idea current page minus one, and then they'll catch it in a variable called prev and then we're going to test though to see whether prev is greater than zero. If it's greater than zero then we have a previous page.

Right, if it's zero or less than zero it's going to be false there is no previous page. So that's it. Now we have a class that'll do some of this work for us. Lets save that and lets open up a page that we can do some pagination on. Let’s do it on the staff area page for the bicycles. We'll do index.php and what we're going to do is we're going to put our pagination right here at the top. We're going to paginate these. Right now we're finding all of them. We're not going to do that.

class Pagination {

public $current\_page;

public $per\_page;

public $total\_count;

public function \_\_construct($page=1, $per\_page=20, $total\_count=0) {

$this->current\_page = (int) $page;

$this->per\_page = (int) $per\_page;

$this->total\_count = (int) $total\_count;

}

public function offset() {

return $this->per\_page \* ($this->current\_page - 1);

}

public function total\_pages() {

return ceil($this->total\_count / $this->per\_page);

}

public function previous\_page() {

$prev = $this->current\_page - 1;

return ($prev > 0) ? $prev : false;

}

public function next\_page() {

$next = $this->current\_page + 1;

return ($next <= $this->total\_pages()) ? $next : false;

}

}

Instead we're going to use pagination instead. So we know that we're going to want to create one of our pagination objects. Pagination equals new pagination, and we know that we want to pass in those values to it. We want to pass in the current page, and we want to pass in per page, and we want to pass in total count. So we need to be able to find those values. We'll work on adding that in the next part.

Paginate bicycles

Now that we've defined our pagination class, we're ready to use that class to help us to paginate our bicycles. So where we left off in the last part, was we had added this pagination class in here, but it's not going to work yet and the reason why is because we're parsing in arguments that don't exist, current page, per page and total count. We need to find those values. I'm just going to copy those and let's go up here and for each one of these, we know we need to figure out what the value's going to be equal to. Current page, per page and total count. So current page, we're going to get that from the URL.

The idea is that when we click on one of the links that will eventually take us to the next page or jump to a page, it's going to be the same URL as what's up here now, but it'll add a query parameter to it that looks like this. Page equals two. What we want to do is be able to grab this value from the URL and use that as the page. So let's go back over here. We know how to do that using the get super global to get page, and if there's not a page, then the page is one, we're on the first page.

So let's default to one using the double question marks. So if there isn't a value for any reason, the page will just be one. So that'll be our current page. Per page can be any value we like, it's up to us, we decide how many items we want to show per page. Normally you might pick a big number like 10, 20, 30, something like that, but because we have seven bicycles here and we want to see pagination, we want to pick a number that's less than seven, so that we get multiple pages of results. So I'm going to pick five.

So we'll just have two pages of results, that'll be five per page; the first page should have five results on it, the second page should have two results on it. So that gives me my per page number. Now what about total count? How can we get a total count on the number of bicycles? We could use something like bicycle find all, but the problem with that is that goes and finds all the records, and there might be 10,000 of them. And it's also going to instantiate all of those records, which would return an array with 10,000 objects in it, and that's not what we want.

Instead, we want to write that more efficient sql statement that will count the records for us. I could just write the sql statement here one time, but it's something that I may use more than once, so I'm actually going to go ahead and add it to my database object class that gets inherited by all of my other classes, like bicycle and ad map. So let's go to the database object class and open that up, and then right here below find all, I'm going to copy that, paste it in here, and this is going to be called count all.

static public function count\_all() {

$sql = "SELECT COUNT(\*) FROM " . static::$table\_name;

$result\_set = self::$database->query($sql);

$row = $result\_set->fetch\_array();

return array\_shift($row);

}

So we're going to count all of the records and all of sql's going to be pretty much the same, except instead of finding all records, we want it to do a count instead. Putting count and then parentheses around the asterisk will tell sql, just count the rows, I don't want the rows back, just count them. So I'm going to get back a single row that has a single column with a single value in it for the count. So I don't want to call find by sql, because that's expecting to get rows of data that I can use to instantiate objects.

Instead, I want to change this and just tell the database connection that it should execute a query. So I'll do that with self::database and then let's tell it to do a query using that sql. And I don't want to just return it, because again, that's a result set that I'm getting back. So we'll call result\_set and then I want to take that result\_set and I want to get the first row from it. You know how to do that. Normally with fetch assoc, but instead here, I'm going to be doing it with fetch array.

I don't need an associative array, it's just a single value, there's no reason to have a label on it, so I'll just use fetch array to get back an array as a row and then I need to get the first value out of that array. That's the actual count. The number that's in there is in that first row. So it's going to be return and we'll use array shift to grab that first value out of the row. It's a little bit of a convoluted way to get something that's so simple like a count out of it, but that's just the way sql returns it. It returns a result set with one row, that one row has one column and one value.

So we have to go through these steps to get to that value. Now that we have count all defined here, we can jump back over to index.php and we can use it. Bicycle::count all and that will return the count to us. Now we have the three variables we need for our pagination object, now we have our pagination. The next thing, of course, is to limit the results based on those calculations. Now, we could do this a couple ways. We could modify find all so that it took some parameters, and it would allow us to parse in a limit and an offset.

Instead of doing that, I'm just going to write some new sql here, that's going to select all from bicycles and I'll append it with limit space, and then we're going to drop in interpolate the per page value that we know. Put a space at the end and then sql equals. And now let's do offset, and now we need to provide the offset.

Well, guess what knows our offset? Our pagination class. Pagination offset. It's got to have parentheses after it, because we're calling a method. And then we have our sql. So now we just need to use that sql. We can do that with bicycle::find\_by\_sql, which is the same thing that find all users behind the scenes. We can just run custom sql with it and it will take that sql, get back rows of data and instantiate those and turn them into bicycles. So I get the same result.

I end up with an array of bicycle objects just like I did with find all. But now, I'm getting a paginated version. Let's save it and let's try it out. Let's go back over here to this page, and before we try page two, let's just try page one. So I'm going to erase this. We'll just go to bicycles index.php and look at that, I get five. That's exactly what we'd expect. That's the first page of results. Now there are more results, they're just on another page. So if I do ?page=2, now I get the second page of results, six and seven.

$current\_page = $\_GET['page'] ?? 1;

$per\_page = 5;

$total\_count = Bicycle::count\_all();

$pagination = new Pagination($current\_page, $per\_page, $total\_count);

$sql = "SELECT \* FROM bicycles ";

$sql .= "LIMIT {$per\_page} ";

$sql .= "OFFSET {$pagination->offset()}";

$bicycles = Bicycle::find\_by\_sql($sql);

Now what I don't have at the moment are links to make this process easy. Instead, I'm having to go up here and type out the URL. It's much better if we have links that allow users to navigate from page to page. We'll create those in the next page.

Previous and next page links

Now that we have a working pagination class and we're able to paginate the records we get back, we need to add some links so the user can navigate from one page to another. And we're going to start by adding previous and next links. So far we have pagination, but to get the pagination to work, we have to actually change the URL from page one to page two and from page two back to page one. What we want are links that send this same URL which are here on the page for the user to click on. So right below the Bicycles table, we're going to have previous and next links.

Let's go into our code on index.php and let's go down below the table, and let's add some php tags, and let's start trying to write the code that we want to go here. Now we want to have this pagination, but we don't always want to have the pagination. For example, what if we had a page that only had four bicycles on it, right? In that case, we don't need pagination. We don't have more than one page. So let's wrap our code in a conditional statement. If the pagination total pages is greater than one, then we want to execute our code.

if($pagination->total\_pages() > 1) {

echo "<div class=\"pagination\">";

$url = url\_for('/staff/bicycles/index.php');

echo $pagination->previous\_link($url);

echo $pagination->next\_link($url);

echo "</div>";

So if we only have one page, no reason to show any links to navigate to a different page. Next, let's wrap our pagination in a div. So we'll have a nice way to address it in our CSS. Div class equals. I'm going to do backslash in front of double quotes like that. And the class I'm going to use is going to be called pagination and let's go ahead before we forget and create our ending div tag. Okay, so that will give us some div tags and then inside there we want to provide the links.

So let's do our next page link first. So we know what that's going to look like. It's echo, it's going to be a link, so a href equals backslash backslash and then it'll say next, right, that's the basic idea of it. I'm also going to spruce it up a little bit by after the next I'm going to put arrows as well. Now you could just do greater than greater than, but I'm actually going to use an HTML entity here which is ampersand raquo and then a semicolon. That's going to give us a nice slightly smaller version of two arrows pointing to the right.

Okay, so this is what our link is going to look like. I'm going to go ahead and break it right here. And just go to a new line, like this. Just so I have a little more room here for constructing this URL. Where do we want this to go to? We know from the pages we were just looking at in the browser that we want it to say page equals two when we're going to page two. So we could just put that here, and it would by default use the current page, but I'm actually going to specify the URL. I'm going to put a URL here and I'm going to actually start by creating the URL up here on this line.

So it's going to be URL four. I use my URL four helper function and then staff bicycles index.php. Okay, so that's the page I want to go to. So let's put that here. I can use the curly braces and then I can interpolate that string. And then for the page, it's not always going to be page two. We want that to be dynamic. So again let's use some curly braces and inside there let's put whatever the next page is. We know what the next page is. We have a method in our class here called next page.

It either returns the current page plus one or if it's greater than the number of total pages, it's going to be false. So it's going to be either the next page or false. So let's use that. Let's use pagination next page. Now there is a possibility that it will be false which means we're on the last page. There's not a next page. In which case we don't want a next page link to appear at all. So let's copy this and let's wrap the whole thing in a conditional statement that if next page is not equal to false, then we want to display the link.

But if it's equal to false, well there is no next page, and there's no reason to display the link. Let's try all this out. See if it's working. Save our page. Let's go back over here. We're on page one. So let's reload our page. And there's our next link. When I click it, it takes me to page two. Now I need a link that will take me back to page one. So let's copy everything that we just did. And let's change this to previous page and previous page and the text is going to say previous and we want the arrows to point in the opposite direction.

So I'm going to just cut that, put it at the beginning, and I'm also going to change it so that it's left-angled quotes instead of right-angled quotes. Alright let's go back and let's try it again. Reload our page and there's our previous link. Click on it, we're back on next. Click on that, we're back on previous. If we had more than two pages, then we potentially would have both of these at the same time. If we were on page two, we would have a previous link back to page one and a next link that would take us to page three. We now have a way to navigate.

Before we move on though, I want us to consider if we want to be able to reuse this often, it probably makes sense to put it someplace that we can reuse like a function. And since it's related to pagination, I'm actually going to take it and create it as a method on our pagination class. Let me show you how we can do that. I'm going to take the code for both our previous and our next page, and I'm just going to cut those out of there. Let's go to our pagination class and I'm going to make public function and we're going to call this previous link.

And I'm going to paste all the code in there for now, but I'm also going to make another method down here called public function next link. And I'm going to move this code down there. There we go. So now I've got a previous link and a next link. So the idea is that I should just be able to call the pagination's previous link and it will return everything I need for this previous link.

We need to make a few modifications though. We know that it's going to need the URL. It doesn't know that automatically so I need to pass that in. I'm going to give it a default value of an empty string, URL equals. That will give me the URL. And instead of using pagination now, this is going to use this. Dollar sign this, dollar sign this, and dollar sign this because I'm inside the instance. And I also think that instead of echoing from a class, it's a better practice to return a value and then echo it from there.

So I'm also going to change these into make it link equals and we'll make this one link.equals and then at the end we need to return back that value, return link. I'll copy that line. Paste it down here. And I'll also just copy this, save myself some typing. There we go. So I think that's a little better practice as well. Okay, so now let's use those. Let's go back over here to our index page and we should just be able to say tell the pagination to output its previous link and pass in the URL.

And we'll need to echo that because we weren't doing that before inside the method so we'll do it outside and then we'll change this to be next link, alright. Let's save it. Let's take a look at it. Reload it, oh, we have a problem, undefined variable link in pagination class line 46. Where is my mistake here? If previous page is false, so I need to have link equal to nothing in case there is the possibility it would be nothing and then let's append to both of that.

public function previous\_link($url="") {

$link = "";

if($this->previous\_page() != false) {

$link .= "<a href=\"{$url}?page={$this->previous\_page()}\">";

$link .= "&laquo; Previous</a>";

}

return $link;

}

public function next\_link($url="") {

$link = "";

if($this->next\_page() != false) {

$link .= "<a href=\"{$url}?page={$this->next\_page()}\">";

$link .= "Next &raquo;</a>";

}

return $link;

}

So now I have a value for link even if the condition is not met. There we go. Alright let's reload our page. And it works. We have previous and we have next. Go back to previous and we have next. And now it's in a reusable method in a place that makes sense, inside our pagination class.

Numbered page links

In addition to having previous and next page links, it's very common if we have a lot of results to have numbered pages as well. So we can jump directly to the page that we want instead of having to page through each one of the pages in sequence to get to the results we want. In this movie, we're going to learn how to create those links. I'm going to put my numbered links in between my previous and next link just like we saw with Google, right? Google has all the Os in their name and they have previous and next links on either side. That's the idea here. So we want to make a loop.

So what is our loop going to be? We want it to be from one all the way up to the total number of pages. So let's write a loop that does that. We can do that with a for loop, for i equal to one. So it's going to start out being initialized at one. And while i is less than or equal to pagination total pages. So while it's less than or equal to the number of total pages, let's keep going through and we're going to increment i each time through the loop. Alright, so that gives us a loop.

public function number\_links($url="") {

$output = "";

for($i=1; $i <= $this->total\_pages(); $i++) {

if($i == $this->current\_page) {

$output .= "<span class=\"selected\">{$i}</span>";

} else {

$output .= "<a href=\"{$url}?page={$i}\">{$i}</a>";

}

}

return $output;

}

Now we need our loop to output a URL. So we'll do that with echo a href equals backslash quote backslash quote and then we'll close our tag, and then let's come back and fill in what goes in that in just a moment. Let's see, I just need one of those. Okay, so what text is going to go inside here. We want it to be a number. So that number is going to be i each time through here. So let's use curly braces dollar sign i, and the URL here is going to be similar to the URL we were using for the previous link and the next link.

Do you remember how that worked? We had interpolated the URL that we're setting up here and then after that we have question mark page equals and then we're going to interpolate the page that goes here. And what is that value? Well it's i in this case. Right, we don't have to actually have a previous or next link. We don't have to call a function. It's going to just increment as we go through each one of these. So that should give us a set of links. Let's try it out. Let's go over to our site. And we're on page one.

Let's reload the page. And there we go, one, two, next. I click on next, I have previous one, two, right. And if I click on one, I go back to one. If I click on two, I go back to page two. Now there are some problems here that could use a little bit of cleanup. The first is that we don't have an indication of which one of these is selected. Right now even though I'm on page two, page two is still a link that takes me to page two. So I'm actually just going to add a conditional in here that's going to check and see if we're on the current page or not. So if i is equal to the pagination current page, then we will output something different than when it's not the current page which is when we'll output that link.

So what do we want to output in the case when it's the current page? Well I'm going to put something with span tags around it so it will behave kind of like a link but it's also going to have a class so that we can address it in our CSS. And inside there is still going to be the same thing. We're just going to use dollar sign i. So now it's not going to be a link any more. It's just going to be a span tag that has an i. And the class I'm going to put in here is selected. Alright, so let's go back over here.

Let's reload our page. And now you can see two is no longer a link. If I click on one, now one is no longer a link. So I have some indication of whether they're selected or not. I can improve this a bit further by adding in some CSS. So let's go to our staff CSS real quick. And let's scroll all the way down to the bottom of it. And I've included in the exercise files some very simple CSS called pagination css. I'm going to copy all of that and I'll just paste it in down here at the bottom. So it's just going to take that pagination, add some margin above and below it.

It's going to make sure that we have some spacing on either side of our links and the span tag, and it's going to style the selected span tag to be bold and black. So let's save it, take a look. So now let's reload our page. And we get the new CSS. You might have to force reload to get it to load. So now we have our new CSS and you can see that they're spaced out a little better. That makes it a little bit easier to use. Now we did all of this again just inside index.php. It's not reusable but it's the kind of thing we probably want to reuse.

So let's also take this and let's cut it and let's go to our pagination class. And let's create something else for this. Now we have previous link, we have next link. Let's make another one public function. Let's call this number underscore links. It'll be plural. It'll still take a URL as an argument, just like the other ones did. And then let's paste our code in there. Let me make a couple of modifications to it. Instead of pagination, we're going to use this. So I'll change those.

And we also know that we don't want to echo directly from this. Instead let's do output equals and then each and every time we go through, we'll say dollar sign output equals. And at the very end, of course because it is a function or a method, we need to return back the output. So now we just need to call this number links instead.

So let's go back to index.php and I'll copy this line because it's just going to be very similar, it's just going to be number link.

Alright, see how much cleaner that is? Let's go back and make sure we didn't break anything. We'll reload our page. Click on next. Click on one. Click on two. Alright, it works exactly like we would expect. And now it's inside this function. Now there are also times that we may want all of this all the time. So let's go one step further and let's take our URL and move it up outside of this code. And then we'll take all of this, every single little bit of this, and for now I'm just going to copy it.

Let's go over to the pagination class and let's add one more method here which is going to output all of that for us. We're going to call it just page links. We're passing a URL to it. And what will it do? Well it's going to do that same checking. It's going to check and see whether we need the pagination at all. It's going to output this div and then it's going to output the results of each of those. But again, instead of having this echo back, let's have output equals. And everywhere we have echo, we'll just swap in this append to output line.

There we go. And at the very bottom, we can just return the output and it will do the same things. So now we go back to index.php and all of this code can just become something very simple, page links, passing in the URL and making sure that we echo those results. Look how that works. Nice and simple. Now I'm able to output all of those page links by just calling one simple method on my pagination class.

public function page\_links($url) {

$output = "";

if($this->total\_pages() > 1) {

$output .= "<div class=\"pagination\">";

$output .= $this->previous\_link($url);

$output .= $this->number\_links($url);

$output .= $this->next\_link($url);

$output .= "</div>";

}

return $output;

}

We go back to page one. All of that functionality is now wrapped up in a nice handy method that's inside our pagination class. On index page we have cleaner code like this:

$url = url\_for('/staff/bicycles/index.php');

echo $pagination->page\_links($url);

Now so far we've only paginated the bicycle class. I'll leave it as an exercise for you to do on your own for you to go in and add pagination for your admins and even to go back to the public website and on the inventory of bicycles, to add pagination here as well.

That is not so hard so you can do it on your own to conclude this project!