![](data:image/png;base64,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)

*Faculty of Automation and Computer Science*

**Polynomial Calculator**Fundamental Programming Techniques

Project made by  
Ștefan Ciuprina

Contents

[1. Objective 3](#_Toc35276596)

[2. Problem analysis, scenarios, use cases 3](#_Toc35276597)

[3. Project Design 4](#_Toc35276598)

[3.1 Approach 4](#_Toc35276599)

[3.2 UML Diagram 5](#_Toc35276600)

[3.3 Packages 6](#_Toc35276601)

[3.4 Classes’ Design 6](#_Toc35276602)

[3.4 Data Structures 6](#_Toc35276603)

[3.5 Algorithms 6](#_Toc35276604)

[3.6 User Interface 7](#_Toc35276605)

[4. Implementation 7](#_Toc35276606)

[5. Results 11](#_Toc35276607)

[6. Conclusions 12](#_Toc35276608)

# Objective

The objective of this project is to create a program that will perform operations on polynomials having integer coefficients (addition, subtraction, multiplication, division, derivative and integral). The following list contains the secondary objectives which will make possible the creation of this project:

* Developing algorithms for calculating the operations of addition and subtraction, multiplication and division for two polynomials and calculating the operations of derivative and integral for one polynomial (**chapter 3.5**);
* Creating a user friendly interface to make the use of the application as easier as possible (**chapter 3.6**). Multiple types of polynomial input will be possible (**see section 2**);
* Separating the algorithms and the user interface and connecting them with the MVC (Model View Controller) technique (**chapter 3**);
* Testing our results using JUnit. (**chapter 5**).

# Problem analysis, scenarios, use cases

The problem will consist of one or two inputs (*Polynomial 1* and *Polynomial 2*) and one or two outputs. It depends on the type of operation we are performing. Our cases are:

* Addition: 2 inputs and one output, which will consist of the addition of the two polynomials;
* Subtraction: 2 inputs and one output, which will consist of the subtraction of the **second** polynomial from the **first** one;
* Multiplication: 2 inputs and one output, which will consist of the multiplication of the two polynomials;
* Division: 2 inputs and 2 outputs; one of the outputs will be the result of the division, and the other the remainder (if there’s no remainder, it will be 0);
* Derivative: one input and one output, which will represent the derivative of the **first** polynomial;
* Integration: one input and one output, which will represent the integration of the **first** polynomial.

The user will have 2 text fields and a drop-down list for creating his/hers input. Depending on the type of operation that is wanted to be performed, the user must write in the text fields one or two polynomials with the following form:

*ax^n+bx^n-1+ ... +cx^2+dx+e*

The elements marked with green are the coefficient (must be integer) and the ones with red are the powers. Also, **no spaces** are accepted The input expression written above is equivalent to the following one:

However, the order of the monomials is not important, nor the existance of multiple monomials having the same power. The program will reduce its size automatically when performing the operation.

Examples of correct input:

*3x^2+2x+1  
x+x^5-2  
-9x^2+3x^2  
x  
23*

Examples of incorrect input and the reason:

*3x^2 + 2x + 1* (has spaces)  
*3.2x^2+7x-1* (the coefficient for x^2 is not integer)

After entering the polynomial(s) correctly, the user has to select the type of operation to be calculated from the drop-down list. The *calculate* button should then be pressed and the result will be displayed below it.

# Project Design

## Approach

As mentioned in **chapter 1**, our project follows the Model View Controller technique. Therefore, there are three packages in our project: *model*, *view* and *controller*. In the *model* package we have 3 classes: *Model* (which contains the algorithms of the operations and the data – the input polynomials (*p1* and *p2*) and the output polynomials (*p3* and *p3RemainderOfDivision*), *Polynomial* (holds information regarding a polynomial, having as fields its degree and a list of monomials; it also has methods to negate itself and reduce its size – if it has multiple monomials with the same power) and *Monomial* (holds information regarding a single monomial and has the possibility to modify it). The *view* package contains a class having the same name, being responsible with the user interface. The *controller*package has as well a class with the same name, with the role of connecting the *Model*  and the *View*. All these packages are inside a “master” package, called *polynomialcalculator*. Besides the 3 packages, *polynomialcalculator* also has a class with the same name, which just calls the three.

## UML Diagram

## Packages

As mentioned before, our project is divided in the 3 main parts: the model (taking care of the algorithms), the view (the implementation of the user interface) and the controller (the connection between the two). Therefore, we have 3 main packages with those names and a master package containing them. The master package “polynomialcalculator” has also a class with the same name. More information regarding classes is given in the next section.

## 3.4 Classes’ Design

The Model package has 3 classes: *Monomial, Polynomial* and *Model.* The *Model* class uses polynomials created using the *Polynomial* class, which are made of multiple monomials created using the *Monomial* class. The View and the Controller packages each contain only a class having the same name, each one of them taking care of its role presented in the previous sections. The Controller class also contains an inner class, responsible with the *action listener* of a button in the view (more on that in **section** 4). The *PolynomialCalculator* class is in neither of those 3 packages, being present only in the *polynomialcalculator* package . It calls the main classes in order to make the program runnable.

## Data Structures

In order to create polynomials in the *Polynomial* class, I used the *ArrayList* data structure, with its elements being Monomials. It was preferred for its ability of easy access and removal of its elements. Also, it is efficient in terms of space, not using more than it needs.

## Algorithms

The algorithms that made this project possible are present in the *Model* and *Polynomial* classes, from the *model* package. Bellow there is a short description of each one of them:

* Reduce size (*Polynomial* class): This algorithm has the purpose of reducing a polynomial to a smaller form (for example, if it will reduce the polynomial *x + x* to *2x*). To do this, we navigate through the polynomial, comparing monomials with each other; if they have the same power, their coefficients will be added and a single monomial will result. If the previous step ends with a coefficient equal to 0, the respective monomial will be removed from the polynomial.
* Addition / Subtraction (*Model* class): If an addition is wanted, the algorithm will just create another polynomial with all the elements from the two polynomials and reduce its size using the previous algorithm. In case of subtraction, all the monomials of the second polynomial will be negated before being added to the new polynomial and the reduction of the size.
* Multiplication (*Model* class): The algorithm will multiply the coefficients and the powers of each monomial from the first polynomial with each monomial of the second. Finally, the size will be reduced to the smallest possible form using the *Reduce size* algorithm.
* Division (*Model* class): This algorithm will follow the classic method of dividing two polynomials. It will try to multiply the second monomial with another monomial and negate the result such that after addition of the resulted polynomial with the first monomial, the element having the greatest power of the first one will be reduced. It will repeat this process with the result after addition until there is no such monomial that would make the reduction of the monomial with the greatest power possible (if the difference between the powers of the monomials is less than 0). When it reaches this point, the sum of the monomials found on the way will form the result of the division, and what is left will be the remainder. To make addition and multiplication of polynomials possible, this algorithm will use the methods of addition and subtraction for polynomials presented earlier.
* Derivative (*Model* class): This algorithm navigates through the monomials of the input polynomial, multiplies its coefficient with its power and decreases its power by one, realizing the derivation of each monomial.
* Integration(*Model* class): This algorithm navigates through the monomials of the input polynomial, increases the power by one and divides the coefficient with the new power, realizing the integration of each monomial.

## User Interface
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# Implementation

In this section I will present each class in the project. The classes which have no access modifier written are considered *public*.

* *model* package:
  + *Monomial* class
    - fields: coefficient (double), power (int);
    - constructor: Monomial(double coefficient, int power) – sets the coefficient and the power with the given arguments
    - methods:
      * double getCoefficient(), int getPower() – getters;
      * void addToCoefficient(double value) – adds to the coefficient field the value given as argument
      * void negateCoefficient() – negates the coefficient
  + *Polynomial* class
    - fields: degree (int), monomials (List<Monomial);
    - constructor: has 2 constructors, one with no arguments which sets the degree equal to 0 and initializes the monomials list with an empty *ArrayList*; the second constructor has as argument another polynomial, and when called, simply creates a copy of the polynomial given as argument;
    - methods:
      * void addMonomial (Monomial monomial) – adds a new monomial to the polynomial and places it in the list according to its power, such that the elements in the list will be in descending order of the power; also, if the power of the monomial that needs to be added is greater than the degree of the polynomial, a new degree with this value will be set;
      * void reduceSize() – the implementation of the *Reduce Size* algorithm presented in **section 3.5**; to do so, I used two integer variables as iterators to navigate through the polynomial. If an element having the same power as another element will be found, the coefficient of the second one will be added to the first one and the second monomial will be deleted. Another removal is when the resulting coefficient of the first monomial is 0. To avoid skipping elements (due to the shifting of the elements of the *ArrayList*), after each removal the iterators will be decremented by one;
      * void negate() – navigates through all the monomials of the *monomials* list and negates the coefficient by calling the *negateCoefficient()* method of the Monomial class;
      * int getDegree() – getter for the degree;
      * List<Monomial> getMonomials() – returns a copy of the *monomials* list instead of the list itself to prevent unwanted modification to the list;
      * Monomial getFirstMonomial() – returns the first element of the list (the monomial having the greatest power, the list being sorted in a descending order of the power).
  + *Model* class
    - fields: p1, p2, p3 p3RemainderOfDivision (*Polynomial*), hasRemainder (boolean);
    - constructor: Model() – creates empty polynomials for *p1* and *p2* and sets *hasRemainder* to *false*;
    - methods:
      * Polynomial getP1(), Polynomial getP2() – getters for *p1* and *p2*;
      * void resetPolynomials() – does the same thing as the constructor, making sure the previous polynomials will be removed;
      * void addMonomialToP(double coef, int power, char polynomialNumber) throws Exception – will add a monomial to a specific polynomial depending on the polynomialNumber variable (which should be ‘1’ or ‘2’, otherwise an *Exception* will be thrown), using the *addMonomial(Monomal monomial)* from the *Polynomial* class;
      * String toString() – returns *p3* (alongside *p3RemainderOfDivision* if *hasRemainder* is true) as the form presented in **section 2** using the private method *buildString(Polynomial p)* from the same class;
      * private String buildString(*Polynomial* P) – builds as a String the polynomial given as argument as the form presented in **section 2**;
      * void setP3(*Polynomial* p3) – setter for *p3*;
      * void setP3(*Polynomial[]* p3) – setter for *p3* (argument[0]) and *p3RemainderOfDivision* (argument[1]); it also sets the field *hasRemainder* to true;
      * static Polynomial addition\_subtraction – the implementation of the *Addition / Subtraction* algorithm presented in **section 3.5**;
      * static Polynomial multiplication – the implementation of the *Multiplication* algorithm presented in **section 3.5**;
      * static Polynomial division – the implementation of the *Multiplication* algorithm presented in **section 3.5**; to find the monomial the second monomial to multiply with we divide the first 2 coefficients (*coefDiv*) and get the difference of the powers (*powDif*). If *powDif* is less than 0 it means there’s no monomial that would satisfy the condition presented in the algorithm to continue. However, if it is greater, a new Polynomial containing a single monomial will be created (with *coefDiv* as coefficient and *powdif* as power) and the next steps of the algorithm will be followed; when the while loop is exited, a *result* array of size 2 of *Polynomials* will be created, containing the division and the remainder in this order, being then returned from the method;
      * static Polynomial derivative – the implementation of the *Derivative* algorithm presented in **section 3.5**;
      * static Polynomial multiplication – the implementation of the *Integration* algorithm presented in **section 3.5**;
* *view* package:
  + *View* class (**The user interface**) – extends *Frame*
    - fields: p1Label (JLabel), p1TextField (JTextField), p2Label (JLabel), p2TextField (JTextField), operationComboBox (JComboBox), calculateButton (JButton), resultLabel (JLabel);
    - constructor: sets the *frame* and the *panel* of the user interface, adding the labels, the text fields, the combo box and the button, setting up the view as presented in **section 3.6**;
    - methods:
      * String getPolynomial1(), getPolynomial2() – methods that return the contents of the text fields *p1TextField* and *p2TextField* respectively;
      * String getOperation() – returns the selected item by the *operationComboBox*;
      * void setResult(String result) – sets the text of the *resultLabel*;
      * void showError(String message) – displays an error message to the screen, the message being given as argument;
      * void addCalculateListener(ActionListener listener) – adds an *Action Listener* to the *calculateButton*;
* *controller* package:
  + *Controller* class:
    - fields: theView (*View*), theModel (*Model*);
    - constructor: Controller(*View* theView, *Model* theModel) – sets the fields with the values given by the arguments; it also calls the *addCalculateListener(ActionListener listener)* method for *theView* field with a new object of a *CalculateListener* as argument (*CalculateListener* is an inner class of the *Controller* class, more on that below);
    - inner class: *CalculateListener* – implements **ActionListener**; has the following method:
      * void actionPerformed(ActionEvent e) – controls what happens when the button *calculateButton* in the *View* class is pressed; according to the operation that is wanted to be made, it will get the input from the user (if the user wants *Addition, Subtraction, Multiplication* or *Division*, both polynomial inputs will be needed, if not, only the first polynomial), verifies and creates a polynomial in the *Polynomial* class form using the *verifyInputAndCreatePolynomial(String polynomial, char polynomialNumber)* method from the *Controller* class; then, according to the operation selected by the user (was got using *getOperation()* from the *View* class), calls the appropriate method from the *Model* class to perform the specific operation; finally, it sets the result to the *View* and resets the polynomials for making possible other operations at a later time;
    - methods:
      * void verifyInputAndCreatePolynomial(String polynomial, char polynomialNumber) – decodes the input from the string given as argument and transforms it into a polynomial in the *Polynomial* class form; to do this, is searches using *Regex* through the 5 possible cases: *ax^b, ax, a, x^b, x* (where *a* is the coefficient and *b* is the power); if none of these cases are met, an error message will be sent to the*View*; using this technique also prevents the user from entering non integer values;
* *polynomialcalculator* package:
  + *PoynomialCalculator* class – contains only a **main** method where a *Controller* object is created, with new objects of *View* and *Model* as arguments.

# Results

The implementations of the principal methods of this project (the algorithms and the use of regex) have been tested using Junit. The following cases were considered:

* *Model* class:
  + *toString – 3x^2+2x+1, 3x^2, 3x, x^5, 1, -2x, Division: -2x Remainder: 2*
  + *addition\_substraction – 5x^3-2x^2+x+2* **(+-)** *3x^3+2x^2+8*
  + *multiplication – 3x^2+2x+1* ***\**** *x^3-1*
  + *division – x^4+1* ***/*** *x+1*
  + *derivative – 3x^2+2x+1*
  + *integration – 3x^2+2x+1*
* *Controller* class:
  + *verifyInputAndCreatePolynomial* – we tested this method to see whether the implementation of *Regex* is working or not. In order to do so, sent as input all the possible cases (*ax^b, ax, a, x^b, x,* and the negations) such that each term (except the last one) will simply with its negation. In the case of success, the resulting polynomial after all the monomials were sent should be the last element (the one that didn’t simplify).

All the tests mentioned above have succeded.
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# Conclusions

All of the objectives presented in **section 1** have been achieved, the final form of the project being the wanted polynomial calculator capable of doing operations of addition, subtraction, multiplication, division, derivative and integration. By working on this project, I familiarized myself more with the MVC technique of working with user interfaces, Swing and JUnit frameworks and helped me practice my programming skills. Further improvements could be done to this project in the future, such as support for more than two polynomials, support for polynomials with real coefficients and many more.