# Hashtable

## Lösungsidee

### Hashtable

Bei der Realisierung der *Hashtable* sollte die vorgegeben Header Datei verwendet werden. Dabei werden alle grundlegenden Methoden implementiert, welche für eine *Hashtable* nötig sind. Die zu implementierenden Funktion sind in der Angabe beschrieben.Alle Elemente die neu hinzugefügt werden innerhalb der Hashtable in folgende Datenstruktur abgespeichert:

* *vector<list<value\_type>>*

Der *value\_type* ist ein Template Parameter der im beim instanziieren der Klasse gewählt wird. Der Vorteil bei dieser Datenstruktur ist, dass der *vector* die Eigenschaft hat, dass es leicht ist ihn zu vergrößern bzw. zu verkleinern und es die Möglichkeit gibt, auf Elemente innerhalb dieses Vektors mittels Index zuzugreifen. Die Elemente dieses Vektors wurden als *list* implementiert, da diese im Prinzip nur durchlaufen werden und nach dem gewünschten Element durchsucht werden. Um einen möglichst schnellen Zugriff auf die einzelnen Elemente zu ermöglichen, wird mittels einer im Konstruktor übergebenen Hash-Funktion ein Hash generiert. Der Einfachheit halber wird bei dieser Hashtable für die Index des aktuellen Elementes der Wert des Elementes der Hash Funktion übergeben, dieser Hash dann modulo der Größe des Vektors gerechnet, dass ein vorhandener Index gefunden wird. Diese Logik für das Berechnen dieses Hash Wertes sollte in eine eigene Funktion namens *getHashedValue*() ausgelagert werden.Beim Hinzufügen eines Elementes wird dazu vorher überprüft ob das Element bereits in der Hashtable vorhanden ist, wenn nein wird der Hash Wert wie oben beschrieben berechnet und danach mit dem zurückgegebenen Index die Liste im Vektor selektiert welcher das Element angefügt werden sollte. Dieser Liste wird das Element hinten angefügt und anschließend die aktuelle Größe erhöht. Wenn diese Größe einen gewissen Wert übersteigt, in unserem Fall sollte das der *MaxLoadFactor* mal der Kapazität sein, wird die Funktion *rehash* mit der verdoppelten aktuellen Größe aufgerufen. In der Funktion *rehash* sollte die Tabelle vergrößert und anschließend neu befüllt werden. Dazu wird zu Erst eine Kopie der aktuellen Tabelle angelegt, anschließend wird die Kapazität mit der gewünschten Größe überschrieben und die aktuelle Größe auf 0 gesetzt. Die Tabelle wird anschließend auf die neue Kapazität geändert. Dies sollte mit Hilfe der *resize* Funktion geschehen. Diese Tabelle wird anschließend geleert und dann neu befüllt. Aufgrund der Tatsache, dass sich die Größe der Tabelle geändert hat, wird jetzt auch ein neuer Hash Wert für die einzelnen Elemente generiert, daher muss die Tabelle neu befüllt werden.

Die erase Funktion sollte gleich aufgebaut sein wie die insert Funktion. Statt der Überprüfung ob das Element nicht vorhanden ist, sollte überprüft werden, ob das Element vorhanden ist, wenn nicht kann es auch nicht entfernt werden und es muss daher nichts passieren. Falls ein Element mit dem Wert vorhanden ist, wird die Liste mit dem Element mit dem Wert den wir aus der Funktion *getHashedValue* bekommen (wie oben beschrieben) selektiert. Da wir uns sicher sein können, dass der Wert in dieser Liste existiert, brauchen wir anschließend nur noch die *remove* Funktion auf die selektierte Liste aufrufen. Danach wird die aktuelle Größe wieder um eines verringert. Wenn diese Größe unter einen bestimmten Wert sinkt, muss wieder die *rehash* Funktion aufgerufen werden. Der bestimmte Wert ergibt sich dabei aus der Multiplikation von *MinLoadFactor* und der aktuellen Kapazität. Die Funktion *rehash* wird dabei mit der halbierten aktuellen Größe aufgerufen und funktioniert wie oben beschrieben.

Die *contains* Funktion sollte feststellen, ob ein bestimmtes Element in der Tabelle vorhanden ist. Dazu wird über die *getHashedValue* der Hash Wert für das aktuelle Element generiert, über diesen Wert wird schließlich die Liste aus dem Vektor selektiert und diese Liste wird danach durchsucht ob der Wert enthalten ist. Wenn das Ergebnis dieser Suche dem End-Iterator der Liste entspricht existiert es nicht ansonsten gibt es ein Element.

Bei der Überladung des *== Operators* sollte zu Erst überprüft werden ob die übergebene Tabelle die gleiche Adresse hat, wie die aktuelle Klasse. Dann ist es in jedem Fall das gleiche Objekt bzw. hat die gleichen Elemente. Wenn die Größe der übergebenen Tabelle sich von der aktuellen Tabelle unterscheidet kann in jedem Fall gesagt werden, dass die Tabellen unterschiedlich sind. Falls diese beiden Fälle nicht eintreten, sollte die übergebene Liste in einer Schleife durchlaufen werden und für jedes Element dieser Tabelle überprüft werden, ob es im aktuellen Objekt vorhanden ist. Falls nicht kann davon ausgegangen werden, dass es nicht vorhanden ist. Falls die Schleife nicht abgebrochen wurde, sind alle Elemente der übergebenen Tabelle vorhanden und es kann daher davon ausgegangen werden, dass diese Tabellen zumindest die gleichen Elemente besitzen. Für diese Funktion wird es nötig sein einen Iterator zu implementieren. Wie dieser aussehen sollte wird weiter unten beschrieben.

Die Überladung des *<< Operators* geht in einer Schleife alle Elemente der übergebenen Tabelle durch und gibt diese auf dem übergebenen *ostream* aus. Auch diese Funktion benötigt die Implementierung des Iterators.

Die weiteren Funktionen sind trivial und sollten entweder einzelne Werte zurückgeben oder eine Kombination dieser.

### Iterator

Bei der Implementierung des Iterators für die Hashtable sollte darauf geachtet werden, dass alle Elemente nacheinander durchlaufen werden. Das heißt, wir müssen nacheinander alle Listen aus dem Vektor selektieren und die einzelnen darin enthaltenen Elemente selektieren. Beim instanziieren des Iterators sollte hierzu auf das erste gültige Element in der Hashtable verwiesen werden. Das erste gültige Element wird dabei dadurch gefunden, dass man mittels vector.begin() startet und solange die zurückgegebene Liste leer ist den dabei zurückgegeben Iterator erhöht, bis die erste Liste kommt welche mindestens ein Element enthält. Sobald dieses Gefunden wird, werden zwei Membervariablen in der Iterator Klasse gesetzt. Diese Funktionalität sollte in der *begin* Funktion realisiert werden. Falls das Ende der Hashtable gewünscht ist, wird der gleiche Prozess durchgeführt, nur wird vom Ende des Vektors ausgegangen und so lange verringert bis die aktuelle Liste mindestens ein Element enthält. Die Membervariablen werden dann auf diesen Iterator mit der ersten Liste gesetzt und der zweite Iterator wird auf das letzte Element dieser Liste gesetzt. Diese Funktionalität sollte in einer Funktion end() realisiert werden.

Falls auf den Iterator der Hashtable *operator++* augerufen wird, wird zu Erst der Listeniterator erhöht. Wenn dieser am Ende der Liste angekommen ist, dann wird der Vektoriterator erhöht und der Listeniterator danach auf den Anfang der aktuellen Liste gesetzt. Dieser Vorgang wird so lange durchgeführt bis eine Liste gefunden wurde die mindestens ein Element hat.

Wenn *operator--* aufgerufen wird, sollte zu Erst überprüft ob der *listIterator* dem Beginn des Vektoriterators entspricht. Wenn nicht sollte er verringert werden. Falls diese Aussage wahr ist, wird der *vectorIterator* solange verringert, bis er entweder dem Anfang des Vektors entspricht oder die Liste auf die der Vektoriterator verweist eine Größe größer als 0 hat. Falls der Vektoriterator also dem Beginn des Vektors entspricht sollte die oben beschrieben Funktion *begin* aufgerufen werden. Falls nicht, wird der *listIterator* an das Ende des Vektoriterators gesetzt und um eins verringert.

Bei der Überladung des == Operators sollte überprüft werden ob der *vectorIterator* dem übergeben *vectorIterator* entspricht und ob der *listIterator* dem übergebenen entspricht.

Bei dem != Operator sollte überprüft werden ob der *vectorIterator* ungleich dem übergeben *vectorIterator* ist oder der *listIterator* ungleich dem übergebenen entspricht.

Die Funktionen für die *reference* und den *pointer* sind trivial und benötigen daher keine nähere Beschreibung.

Es sollten auch die *begin*() *end*() bzw. die *cbegin*() und *cend*() Funktionen für die Hashtable implementiert werden. Dabei sollte für die *begin* Funktion einfach eine Instanz des zu implementierenden *const\_iterators* erstellt weden und bei der *end* Funktion ebenfalls. Der Unterschied ist, dass bei der end Funktion der Iterator noch an das Ende gesetzt wird. Die Funktionen *cbegin* und *cend* sowie deren Überladungen rufen im Prinzip nur *begin* und end auf.

## Tests

### Check Int Insert
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### Check Int Operator==
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### Check String Operator==

![](data:image/png;base64,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)

### Check Erase Int
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### Check Erase String
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### Check Print Int List With Operator<<
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### Check Print String List With Operator<<
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### Print List Normal and reversed Order
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### Print List With Foreach STL
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![](data:image/png;base64,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)

## Quelltext

### Hashtable.hpp

#ifndef hashtable\_hpp

#define hashtable\_hpp

#include <cassert>

#include <vector>

#include <list>

#include <iostream>

#include <iterator>

#include <iomanip>

using namespace std;

template<typename V, typename H, typename C>

class hashtable;

template<typename V, typename H, typename C>

std::ostream & operator << (std::ostream & os, const hashtable<V, H, C> &ht);

template<typename V, typename H, typename C>

class hashtable {

friend std::ostream & operator << <V, H, C>(std::ostream & os, const hashtable<V, H, C> &ht);

public:

typedef V value\_type;

typedef H hash\_function\_type;

typedef C key\_equal\_function\_type;

typedef unsigned int size\_t;

typedef value\_type const \* const\_pointer;

typedef value\_type const & const\_reference;

typedef ptrdiff\_t difference\_type;

typedef const\_pointer pointer;

typedef const\_reference reference;

typedef size\_t size\_type;

hashtable(size\_t n\_buckets = 10,

hash\_function\_type hasher = hash<V>(),

key\_equal\_function\_type equals = equal\_to<V>(),

double max\_load\_factor = 0.8,

double min\_load\_factor = 0.2)

: \_capacity(n\_buckets), \_hasher(hasher), \_equals(equals), \_maxLoadFactor(max\_load\_factor), \_minLoadFactor(min\_load\_factor)

{

rehash(\_capacity);

}

virtual ~hashtable() {}

void insert(const V &value);

void erase(const V &value);

bool contains(const V &value) const;

void rehash(size\_t new\_n\_buckets);

double load\_factor() const;

size\_t size() const;

size\_t capacity() const;

bool empty() const;

bool operator == (const hashtable &other) const;

typedef std::iterator <bidirectional\_iterator\_tag,

value\_type,

difference\_type,

const\_pointer,

const\_reference> iterator\_base;

class const\_iterator : public iterator\_base {

private:

const hashtable\* \_table;

typename vector<list<value\_type>>::const\_iterator \_vectorIterator;

typename list<value\_type>::const\_iterator \_listIterator;

public:

typedef typename iterator\_base::difference\_type difference\_type;

typedef typename iterator\_base::iterator\_category iterator\_category;

typedef typename iterator\_base::pointer pointer;

typedef typename iterator\_base::reference reference;

const\_iterator(const hashtable \*table);

bool operator == (const\_iterator const & rhs) const;

bool operator != (const\_iterator const & rhs) const;

reference operator \* () const;

pointer operator -> () const;

void begin();

void end();

void next();

void previous();

const\_iterator & operator ++ ();

const\_iterator & operator -- ();

const\_iterator operator ++ (int unused);

const\_iterator operator -- (int unused);

};

typedef const\_iterator iterator;

const\_iterator begin() const;

const\_iterator end() const;

iterator cbegin();

iterator cend();

const\_iterator cbegin() const;

const\_iterator cend() const;

private :

vector<list<V>> \_table;

size\_t \_capacity;

size\_t \_currentSize;

double \_minLoadFactor;

double \_maxLoadFactor;

hash\_function\_type \_hasher;

key\_equal\_function\_type \_equals;

size\_t getHashedValue(const V& value) const;

};

/\*

\*----------------------------------------------------------------------------------------------------------------------------

\* Hashtable Implementation

\*----------------------------------------------------------------------------------------------------------------------------

\*/

template<typename V, typename H, typename C>

ostream & operator << (ostream & os, const hashtable<V, H, C> &ht){

for (auto element : ht){

os << element << endl;

}

return os;

}

template<typename V, typename H, typename C>

bool hashtable<V, H, C>::operator == (const hashtable &other) const{

if (&other == this)

return true;

if (other.size() != this->size())

return false;

for (auto element : other){

if (!this->contains(element)){

return false;

}

}

return true;

}

template <typename V, typename H, typename C>

bool hashtable<V, H, C>::contains(const V &value) const {

const list<value\_type>& whichList = \_table[getHashedValue(value)];

return find(whichList.begin(), whichList.end(), value) != whichList.end();

}

template <typename V, typename H, typename C>

double hashtable<V, H, C>::load\_factor() const {

return \_currentSize / \_capacity;

}

template <typename V, typename H, typename C>

size\_t hashtable<V, H, C>::size() const {

return \_currentSize;

}

template <typename V, typename H, typename C>

size\_t hashtable<V, H, C>::capacity() const {

return \_capacity;

}

template <typename V, typename H, typename C>

bool hashtable<V, H, C>::empty() const {

return \_table.empty();

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::insert(const V &value) {

if (!contains(value)){

list<value\_type>& whichList = \_table[getHashedValue(value)];

whichList.push\_back(value);

if (++\_currentSize > (\_maxLoadFactor \* \_capacity))

rehash(static\_cast<size\_t>(\_currentSize \* 2));

}

else{

// Element is already available in hashtable so there is no need to add it

}

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::erase(const V &value){

if (contains(value)){

list<value\_type>& whichList = \_table[getHashedValue(value)];

whichList.remove(value);

if (--\_currentSize > \_minLoadFactor \* \_capacity){

rehash(static\_cast<size\_t>(\_currentSize \* 0.5));

}

}

else{

// Element is not existent in hashtable so there is no need to remove it

}

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::rehash(size\_t new\_n\_buckets){

vector<list<V>> old = \_table;

\_capacity = new\_n\_buckets;

\_currentSize = 0;

\_table.resize(\_capacity);

for (size\_t i = 0; i < \_table.size(); i++) {

\_table[i].clear();

}

for (auto elements : old) {

for (auto element : elements) {

insert(element);

}

}

}

template <typename V, typename H, typename C>

size\_t hashtable<V, H, C>::getHashedValue(const V& value) const{

size\_t hashValue = \_hasher(value) % \_capacity;

if (hashValue < 0){

hashValue += \_table.size();

}

return hashValue;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::begin() const{

return const\_iterator(this);

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::end() const {

auto it = const\_iterator(this);

it.end();

return it;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::iterator hashtable<V, H, C>::cbegin() {

return begin();

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::iterator hashtable<V, H, C>::cend(){

return end();

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::cbegin() const {

return begin();

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::cend() const{

return end();

}

/\*

\*----------------------------------------------------------------------------------------------------------------------------

\* Iterator Implementation

\*----------------------------------------------------------------------------------------------------------------------------

\*/

template <typename V, typename H, typename C>

hashtable<V, H, C>::const\_iterator::const\_iterator(const hashtable \*table) : \_table(table){

begin();

}

template <typename V, typename H, typename C>

bool hashtable<V, H, C>::const\_iterator::operator == (const\_iterator const & rhs) const{

return \_vectorIterator == rhs.\_vectorIterator && \_listIterator == rhs.\_listIterator;

}

template <typename V, typename H, typename C>

bool hashtable<V, H, C>::const\_iterator::operator != (const\_iterator const & rhs) const{

return \_vectorIterator != rhs.\_vectorIterator || \_listIterator != rhs.\_listIterator;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator::reference hashtable<V, H, C>::const\_iterator::operator \* () const{

return \*\_listIterator;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator::pointer hashtable<V, H, C>::const\_iterator::operator -> () const{

return &(\*\_listIterator);

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::const\_iterator::begin(){

\_vectorIterator = \_table->\_table.begin();

while (\_vectorIterator != \_table->\_table.end() && \_vectorIterator->size() == 0)

++\_vectorIterator;

\_listIterator = \_vectorIterator->begin();

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::const\_iterator::end(){

\_vectorIterator = --\_table->\_table.end();

while (\_vectorIterator != \_table->\_table.begin() && \_vectorIterator->size() == 0)

--\_vectorIterator;

\_listIterator = \_vectorIterator->end();

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::const\_iterator::next(){

if (++\_listIterator == \_vectorIterator->end()){

do {

++\_vectorIterator;

} while (\_vectorIterator != \_table->\_table.end() && \_vectorIterator->size() == 0);

if (\_vectorIterator == \_table->\_table.end()){

end();

}

else{

\_listIterator = \_vectorIterator->begin();

}

}

}

template <typename V, typename H, typename C>

void hashtable<V, H, C>::const\_iterator::previous(){

if (\_listIterator != \_vectorIterator->begin()){

--\_listIterator;

}

else{

do {

--\_vectorIterator;

} while (\_vectorIterator != \_table->\_table.begin() && \_vectorIterator->size() == 0);

if (\_vectorIterator == \_table->\_table.begin()){

begin();

}

else{

\_listIterator = \_vectorIterator->end();

--\_listIterator;

}

}

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator & hashtable<V, H, C>::const\_iterator::operator ++ (){

next();

return \*this;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator & hashtable<V, H, C>::const\_iterator::operator -- (){

previous();

return \*this;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::const\_iterator::operator ++ (int unused){

next();

return \*this;

}

template <typename V, typename H, typename C>

typename hashtable<V, H, C>::const\_iterator hashtable<V, H, C>::const\_iterator::operator -- (int unused){

previous();

return \*this;

}

#endif // hashtable\_hpp

### Main.cpp

#include <cassert>

#include <vector>

#include <list>

#include <iostream>

#include <iterator>

#include <iomanip>

#include <algorithm>

#include <sstream>

#include "hashtable.hpp"

using namespace std;

void CheckIntInsert(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 5; i++){

h.insert(i);

cout << "Int List contains element " << i << ": " << (h.contains(i) ? "true" : "false") << endl;

}

cout << "Expected Size 5 || Actual Size " << h.size() << endl;

cout << "Expected Capacity 10 || Actual Capacity " << h.capacity() << endl;

}

void CheckStringInsert(){

hashtable<string, hash<string>, equal\_to<string>> h(5, hash<string>(), equal\_to<string>());

for (int i = 0; i < 5; i++){

h.insert(to\_string(i));

cout << "String List contains element '" << i << "': " << (h.contains(to\_string(i)) ? "true" : "false") << endl;

}

cout << "Expected Size 5 || Actual Size " << h.size() << endl;

cout << "Expected Capacity 10 || Actual Capacity " << h.capacity() << endl;

}

void CheckEraseInt(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

}

cout << "Int List contains Value 5 before erase: " << (h.contains(5) ? "true" : "false") << endl;

h.erase(5);

cout << "Int List contains Value 5 after erase: " << (h.contains(5) ? "true" : "false") << endl;

}

void CheckEraseString(){

hashtable<string, hash<string>, equal\_to<string>> h(5, hash<string>(), equal\_to<string>());

for (int i = 0; i < 10; i++){

h.insert(to\_string(i));

}

cout << "String List contains Value '5' before erase: " << (h.contains(to\_string(5)) ? "true" : "false") << endl;

h.erase(to\_string(5));

cout << "String List contains Value '5' after erase: " << (h.contains(to\_string(5)) ? "true" : "false") << endl;

}

void CheckIntOperatorEquals(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

hashtable<int, hash<int>, equal\_to<int>> h2(100, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

h2.insert(i);

}

cout << "Int Lists are the same: " << (h == h2 ? "true" : "false") << endl;

}

void CheckStringOperatorEquals(){

hashtable<string, hash<string>, equal\_to<string>> h(5, hash<string>(), equal\_to<string>());

hashtable<string, hash<string>, equal\_to<string>> h2(100, hash<string>(), equal\_to<string>());

for (int i = 0; i < 10; i++){

h.insert(to\_string(i));

h2.insert(to\_string(i));

}

cout << "String Lists are the same: " << (h == h2 ? "true" : "false") << endl;

}

void CheckPrintIntListWithOverloadedOperator(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

}

cout << h << endl;

}

void CheckPrintStringListWithOverloadedOperator(){

hashtable<string, hash<string>, equal\_to<string>> h(5, hash<string>(), equal\_to<string>());

for (int i = 0; i < 10; i++){

h.insert(to\_string(i));

}

cout << h << endl;

}

void PrintListNormalAndReverseOrder(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

}

auto it = h.begin();

cout << "Normal order: " << endl;

while (it != h.end()){

cout << (\*it) << endl;

it++;

}

cout << "Reverse order: " << endl;

auto reverseIt = h.end();

do{

--reverseIt;

cout << (\*reverseIt) << endl;

} while (reverseIt != h.begin());

}

void PrintListWithForeachWithSTL(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

}

for\_each(h.begin(), h.end(), [](const int& element){

cout << element << endl;

});

}

void FindElementWithSTL(){

hashtable<int, hash<int>, equal\_to<int>> h(5, hash<int>(), equal\_to<int>());

for (int i = 0; i < 10; i++){

h.insert(i);

}

auto foundIt = find(h.begin(), h.end(), 5);

cout << "Should find element '5': Found " << (foundIt != h.end() ? "true" : "false") << endl;

auto foundItNot = find(h.begin(), h.end(), 15);

cout << "Should not find element '15': Found " << (foundItNot != h.end() ? "true" : "false") << endl;

}

int main(int argc, char\*\* argv) {

cout << "CheckIntInsert" << endl;

CheckIntInsert();

cout << endl;

cout << "CheckStringInsert" << endl;

CheckStringInsert();

cout << endl;

cout << "CheckIntOperatorEquals" << endl;

CheckIntOperatorEquals();

cout << endl;

cout << "CheckStringOperatorEquals" << endl;

CheckStringOperatorEquals();

cout << endl;

cout << "CheckEraseInt" << endl;

CheckEraseInt();

cout << endl;

cout << "CheckEraseString" << endl;

CheckEraseString();

cout << endl;

cout << "CheckPrintIntListWithOverloadedOperator" << endl;

CheckPrintIntListWithOverloadedOperator();

cout << endl;

cout << "CheckPrintStringListWithOverloadedOperator" << endl;

CheckPrintStringListWithOverloadedOperator();

cout << "PrintListNormalAndReverseOrder" << endl;

cout << endl;

PrintListNormalAndReverseOrder();

cout << endl;

cout << " PrintListWithForeachWithSTL " << endl;

PrintListWithForeachWithSTL ();

cout << endl;

cout << " FindElementWithSTL " << endl;

FindElementWithSTL();

cout << endl;

return 0;

}