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library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.0.5

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v dplyr 1.0.7  
## v tidyr 1.1.4 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1

## Warning: package 'ggplot2' was built under R version 4.0.5

## Warning: package 'tibble' was built under R version 4.0.5

## Warning: package 'tidyr' was built under R version 4.0.5

## Warning: package 'dplyr' was built under R version 4.0.5

## Warning: package 'forcats' was built under R version 4.0.5

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(psych)

##   
## Attaching package: 'psych'

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

library(here)

## Warning: package 'here' was built under R version 4.0.5

## here() starts at C:/repositories/attention\_pilot

library(flextable)

## Warning: package 'flextable' was built under R version 4.0.5

##   
## Attaching package: 'flextable'

## The following object is masked from 'package:purrr':  
##   
## compose

library(gt)

## Warning: package 'gt' was built under R version 4.0.5

require(esyr)

## Loading required package: esyr

self\_report\_clean <- read\_csv(here("data", "1\_pilot", "self\_report\_clean.csv"))

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_double(),  
## meta\_start = col\_datetime(format = ""),  
## meta\_end = col\_datetime(format = ""),  
## meta\_recorded = col\_datetime(format = ""),  
## meta\_browser = col\_character(),  
## meta\_version = col\_character(),  
## `meta\_operating system` = col\_character(),  
## meta\_resolution = col\_character(),  
## meta\_feedback = col\_character(),  
## dems\_ethnicity = col\_character(),  
## dems\_gender\_4\_text = col\_character(),  
## dems\_occupation = col\_character(),  
## responseid = col\_character(),  
## prolific\_pid = col\_logical(),  
## study\_id = col\_logical(),  
## session\_id = col\_logical(),  
## ex\_narb\_attention\_checks\_pass = col\_logical(),  
## ex\_narb\_NA\_selfreport\_pass = col\_logical(),  
## ex\_narb\_suspect\_responses\_pass = col\_logical(),  
## ex\_arb\_suspect\_responses = col\_logical()  
## )  
## i Use `spec()` for the full column specifications.

codebook <- read\_csv(here("data", "1\_pilot", "pilot\_self\_report\_codebook.csv"))

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## Variable = col\_character(),  
## Label = col\_character(),  
## Values = col\_logical()  
## )

# Self-report

## Distributions

create\_plot <- function(data, variables, label) {  
   
 data %>%  
 pivot\_longer(all\_of(variables), names\_to = "Scale", values\_to = "value") %>%  
 ggplot() +  
 geom\_histogram(aes(value)) +  
 facet\_wrap(~Scale, scales = "free") +  
 theme\_classic() +  
 labs(  
 x = "Mean score",  
 y = "Frequency",  
 title = label  
 )  
   
}  
  
create\_plot(data = self\_report\_clean, variables = c("chaos\_mean", "quic\_monitoring\_mean", "quic\_par\_predict\_mean", "quic\_par\_env\_mean", "quic\_phys\_env\_mean", "quic\_safety\_mean", "quic\_total\_mean", "unp\_mean", "unp\_moving", "unp\_partners\_mother", "unp\_partners\_father", "unp\_household\_size"), label = "Unpredictability")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

## Warning: Removed 5 rows containing non-finite values (stat\_bin).
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create\_plot(data = self\_report\_clean, variables = c("ses\_subj\_mean", "edu\_parents\_recoded", "income\_past\_recoded", "class\_past\_recoded", "poverty\_composite"), label = "Poverty")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

## Warning: Removed 1 rows containing non-finite values (stat\_bin).

![](data:image/png;base64,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)

## Reliabilities

alphas <- tibble(  
 stai\_s\_mean = alpha(self\_report\_clean %>% select(matches("stai\_s\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 quic\_total\_mean = alpha(self\_report\_clean %>% select(matches("quic\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 quic\_monitoring\_mean = alpha(self\_report\_clean %>% select(matches("quic(01|02|03|04|05|06|07|08|09)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),   
 quic\_par\_predict\_mean = alpha(self\_report\_clean %>% select(matches("quic(10|11|12|13|14|15|16|17|18|19|20|21)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),   
 quic\_par\_env\_mean = alpha(self\_report\_clean %>% select(matches("quic(22|23|24|25|26|27)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),   
 quic\_phys\_env\_mean = alpha(self\_report\_clean %>% select(matches("quic(28|29|30|31|32|33|34)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),   
 quic\_safety\_mean = alpha(self\_report\_clean %>% select(matches("quic(35|36|37)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),   
 unp\_mean = alpha(self\_report\_clean %>% select(matches("unp\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 chaos\_mean = alpha(self\_report\_clean %>% select(matches("chaos\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 ses\_subj\_mean = alpha(self\_report\_clean %>% select(matches("ses\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 violence\_mean = alpha(self\_report\_clean %>% select(matches("violence\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 impuls\_mean = alpha(self\_report\_clean %>% select(matches("impuls\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 fos\_fo\_mean = alpha(self\_report\_clean %>% select(matches("fos\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 fos\_pa\_mean = alpha(self\_report\_clean %>% select(matches("fos(01|06|07|12|13)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 fos\_tp\_mean = alpha(self\_report\_clean %>% select(matches("fos(02|05|08|11|14)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 fos\_fc\_mean = alpha(self\_report\_clean %>% select(matches("fos(03|04|09|10|15)")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
 depression\_mean = alpha(self\_report\_clean %>% select(matches("depression\\d\\d")), check.keys = TRUE)$total$raw\_alpha %>% round(2),  
) %>%  
 pivot\_longer(everything(), names\_to = "Scale", values\_to = "Reliability") %>%  
 flextable(cwidth = c(3, 1)) %>%  
 bold(i = c(1,2,8,9,10,11,12,13,17), j = 1) %>%  
 padding(i = c(3:7, 14:16), padding.left = 20)

## Warning in alpha(self\_report\_clean %>% select(matches("stai\_s\\d\\d")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("quic\\d\\d")), check.keys = TRUE): Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("quic(10|11|12|13|14|15|16|17|18|19|20|21)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("quic(22|23|24|25|26|27)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("quic(28|29|30|31|32|33|34)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("chaos\\d\\d")), check.keys = TRUE): Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("ses\\d\\d")), check.keys = TRUE): Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("violence\\d\\d")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("fos\\d\\d")), check.keys = TRUE): Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("fos(01|06|07|12|13)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("fos(02|05|08|11|14)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("fos(03|04|09|10|15)")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

## Warning in alpha(self\_report\_clean %>% select(matches("depression\\d\\d")), : Some items were negatively correlated with total scale and were automatically reversed.  
## This is indicated by a negative sign for the variable name.

alphas

| Scale | Reliability |
| --- | --- |
| **stai\_s\_mean** | 0.94 |
| **quic\_total\_mean** | 0.95 |
| quic\_monitoring\_mean | 0.91 |
| quic\_par\_predict\_mean | 0.89 |
| quic\_par\_env\_mean | 0.80 |
| quic\_phys\_env\_mean | 0.77 |
| quic\_safety\_mean | 0.76 |
| **unp\_mean** | 0.91 |
| **chaos\_mean** | 0.93 |
| **ses\_subj\_mean** | 0.92 |
| **violence\_mean** | 0.92 |
| **impuls\_mean** | 0.87 |
| **fos\_fo\_mean** | 0.80 |
| fos\_pa\_mean | 0.66 |
| fos\_tp\_mean | 0.60 |
| fos\_fc\_mean | 0.61 |
| **depression\_mean** | 0.93 |

## Correlations

correlations <- self\_report\_clean %>%  
 select(ends\_with(c("mean", "total", "composite", "\_recoded")), sleep, hungry, rested, att\_noise,  
 unp\_moving, unp\_household\_size, unp\_partners\_father, unp\_partners\_mother)   
   
  
  
  
table\_cor\_adversity <- correlations %>%  
 select(unp\_mean, quic\_total\_mean, chaos\_mean, change\_env\_mean,   
 unp\_moving, unp\_household\_size, unp\_partners\_father, unp\_partners\_mother,  
 violence\_mean, fighting\_mean, violence\_composite,  
 ses\_subj\_mean\_recoded, ses\_obj\_mean, poverty\_composite,  
 ) %>%  
 corr\_table(  
 c.names = c("Perceived", "QUIC", "CHAOS", "Env. change", "Residential changes", "Household size", "Partners mother", "Partners father", "Neighborhood", "Fighting", "Composite", "Perceived", "Objective", "Composite"),  
 numbered = T,  
 flagged = T,  
 stats = ""  
 ) %>%  
 gt(groupname\_col = "stat\_group") %>%  
 cols\_label(Variable = " ") %>%   
 tab\_spanner(c("Unpredictability"), columns = 2:9) %>%   
 tab\_spanner(c("Violence"), columns = 10:12) %>%   
 tab\_spanner(c("Poverty"), columns = 13:15) %>%  
 tab\_style(  
 style = cell\_borders("all", color = "white"),  
 locations = cells\_body(columns = 1:15, rows = 2:14)  
 ) %>%  
 tab\_options(  
 table.font.size = "10px",  
 )

## Warning: `funs()` was deprecated in dplyr 0.8.0.  
## Please use a list of either functions or lambdas:   
##   
## # Simple named list:   
## list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`:   
## tibble::lst(mean, median)  
##   
## # Using lambdas  
## list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was generated.

table\_cor\_unpredictability <- correlations %>%  
 select(unp\_mean, starts\_with("quic"), chaos\_mean, change\_env\_mean,  
 unp\_moving, unp\_household\_size, unp\_partners\_father, unp\_partners\_mother) %>%  
 mutate(  
 unp\_moving = case\_when(  
 unp\_moving == 0 ~ 0,  
 unp\_moving %in% c(1,2) ~ 1,  
 unp\_moving %in% c(3,4) ~ 2,  
 unp\_moving %in% c(5,6) ~ 3,  
 unp\_moving %in% c(7,8) ~ 4,  
 unp\_moving %in% c(9,10) ~ 5,  
 unp\_moving > 10 ~ 6,  
 ),  
 unp\_partners\_mother = case\_when(  
 unp\_partners\_mother == 0 ~ 0,  
 unp\_partners\_mother == 1 ~ 1,  
 unp\_partners\_mother == 2 ~ 2,  
 unp\_partners\_mother == 3 ~ 3,  
 unp\_partners\_mother == 4 ~ 4,  
 unp\_partners\_mother == 5 ~ 5,  
 unp\_partners\_mother >= 6 ~ 6,  
 ),  
 unp\_partners\_father = case\_when(  
 unp\_partners\_father == 0 ~ 0,  
 unp\_partners\_father == 1 ~ 1,  
 unp\_partners\_father == 2 ~ 2,  
 unp\_partners\_father == 3 ~ 3,  
 unp\_partners\_father == 4 ~ 4,  
 unp\_partners\_father == 5 ~ 5,  
 unp\_partners\_father >= 6 ~ 6,  
 )  
 ) %>%  
 corr\_table(  
 c.names = c("Perceived", "Monitoring", "Par. predictability", "Par. env.", "Phys. env.", "Safety", "Total", "CHAOS", "Env. change",   
 "Residential changes", "Household size", "Partners mother", "Partners father"),  
 numbered = T,  
 flagged = T,  
 stats = ""  
 ) %>%  
 gt(groupname\_col = "stat\_group") %>%  
 cols\_label(Variable = " ") %>%   
 tab\_spanner(c("QUIC"), columns = 3:8) %>%   
 tab\_spanner(c("CHAOS"), columns = 9) %>%   
 tab\_spanner(c("Objective"), columns = 11:14) %>%   
 tab\_style(  
 style = cell\_borders("all", color = "white"),  
 locations = cells\_body(columns = 1:14, rows = 2:14)  
 ) %>%  
 tab\_options(  
 table.font.size = "10px",  
 )  
  
  
  
table\_cor\_all <- self\_report\_clean %>%  
 select(unp\_mean, quic\_total\_mean, chaos\_mean, change\_env\_mean,   
 violence\_composite, poverty\_composite, impuls\_mean,   
 fos\_fo\_mean, fos\_pa\_mean, fos\_tp\_mean, fos\_fc\_mean) %>%  
 mutate(unpredictability = across(c(unp\_mean, quic\_total\_mean, chaos\_mean, change\_env\_mean)) %>% rowMeans(., na.rm = T)) %>%  
 select(unpredictability, everything(), -c(unp\_mean, quic\_total\_mean, chaos\_mean, change\_env\_mean)) %>%  
 corr\_table(  
 c.names = c("Unpredictability", "Violence", "Poverty", "Impulsivity", "FOS - Composite", "FOS - planning", "FOS - time persp.", "FOS - Fut. conseq."),  
 numbered = T,  
 flagged = T,  
 stats = c("")  
 ) %>%  
 gt() %>%  
 tab\_style(  
 style = cell\_borders("all", color = "white"),  
 locations = cells\_body(columns = 1:9, rows = 2:10)  
 ) %>%  
 tab\_options(  
 table.font.size = "10px",  
 )

table\_cor\_adversity

table\_cor\_unpredictability

table\_cor\_all